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Preface

Keeping your skills current in today's world is becoming increasingly challenging. There are
too many new technologies being developed, and little time to learn them all. The DB2® on
Campus Book Series has been developed to minimize the time and effort required to learn
many of these new technologies.

Who should read this book?

This book is intended for anyone who works with or intends to develop database
applications such as application developers, consultants, software architects, instructors,
and students. It is a good reference as well for database administrators (DBAs) and
product managers.

How is this book structured?

This book is closely related to the eBook Getting Started with DB2 Express-C; it expands
the application development chapters covered in that book. In fact, Chapter 1 and 2 are
taken directly from the application development chapters in that book as they provide a
good overview of DB2 application development. Chapter 3 discusses server-side
programming such as stored procedures, and functions. In this chapter IBM® Data Studio
software is used extensively, therefore this eBook is also closely related to eBook Getting
Started with IBM Data Studio for DB2. Starting with Chapter 4 the book describes in detail
client-side programming for different programming languages such as Java™, C/C++,
.NET, Ruby on Rail, PHP, Perl, and Python.

Exercises are provided with most chapters; any input files required are provided in the zip
file Exercise Files_DB2 Application_Development.zip accompanying this

book.

A book for the community

This book was created by the community; a community consisting of university professors,
students, and professionals (including IBM employees). The online version of this book is
released to the community at no-charge. Numerous members of the community from
around the world have patrticipated in developing this book, which will also be translated to
several languages by the community. If you would like to provide feedback, contribute new
material, improve existing material, or help with translating this book to another language,
please send an email of your planned contribution to db2univ@ca.ibm.com with the subject
“Getting Started with DB2 Application Development book feedback.”
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Conventions

Many examples of commands, SQL statements, and code are included throughout the
book. Specific keywords are written in uppercase bold. For example: A NULL value

represents an unknown state. Commands are shown in lowercase bold. For example: The
dir command lists all files and subdirectories on Windows®. SQL statements are shown
in upper case bold. For example: Use the SELECT statement to retrieve information from a
table.

Object names used in our examples are shown in bold italics. For example: The flights
table has five columns.

Italics are also used for variable names in the syntax of a command or statement. If the
variable name has more than one word, it is joined with an underscore. For example:
CREATE TABLE table_ name

What's next?

We recommend you to review the following books in this book series for more details about
related topics:

= Getting started with DB2 Express-C

= Getting started with IBM Data Studio for DB2
= Getting started with Java

= Getting started with C/C++

= Getting started with .NET

= Getting started with Ruby on Rails

= Getting started with PHP

= Getting started with Perl

= Getting started with Python

= Getting started with Open source development
= Getting started with Eclipse

The following figure shows all the different eBooks in the DB2 on Campus book series
available for free at ibm.com/db2/books
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Chapter 1 — Introduction to DB2 application
development

IBM® DB2® is powerful data server software for managing both relational and XML data. It
offers flexibility not only to database administrators, but also to database developers. No
matter which language you use to develop your programs, DB2 software ("DB2") provides
the drivers, adapters, and extensions you need to work with databases as part of your
application. Moreover with DB2 Express-C, you can develop your applications at no cost,
with no database size limits, and with the same level of programming language support as
the other versions of DB2. Develop once using DB2 Express-C, and you can run on any
DB2 edition without any modification required to your application.

In this chapter you will learn about:
= Server-side programming using stored procedures, and user-defined functions

= Client-side programming using different programming languages

1.1 DB2 application development: The big picture

DB2 offers database developers the flexibility to take advantage of server-side
development features such as stored procedures and user-defined functions, while,
application developers can develop client applications using the programming language of
their choice. This flexibility is illustrated in Figure 1.1.
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Client Server

Development Tools

IBM Drata Studio, 104, RSA, RAD, Visual
Studio, ZendCore

| Programming Language |

DB Application Programming
Interface (API)
Embedded stafic& dynamic SQL in CIC+,
Cobol, Fortrmn, REXX, ODBCICLI,
RoR, =te.

| IBM Data Server Client / Driver |

Figure 1.1 - DB2 software is for everyone: Database and application developers

In Figure 1.1 the left side represents a client machine where an application programmer
develops and runs his program. In this client machine, in addition to the operating system,
an IBM Data Server Client may be installed depending on the type of application being
developed. An IBM Data Server client includes the required connection drivers such as the
JDBC drivers and the ODBC/CLI drivers. These drivers can also be downloaded
independently by visiting the IBM DB2 Express-C Web site at http://ibm.com/db2/express

Using programming tools such as IBM Data Studio, InfoSphere™ Data Architect (IDA),
Rational® Software Architect (RSA), Rational Application Developer (RAD), and so on, you
can develop your application in your desired programming language. The API libraries
supporting these languages are also included with the IBM Data Server Client, so that
when you connect to a DB2 Server, all the program instructions are translated
appropriately using these APIs into the SQL or XQuery statements understood by DB2.
Table 1.1 provides a short description of the tools mentioned earlier.

Tool name Description

IBM Data Studio IBM Data Studio is a free Eclipse-based tool
that allows users to manage their data
servers and develop stored procedures,
functions and Data Web services. For more
details, refer to the ebook Getting started
with IBM Data Studio for DB2.

InfoSphere Data Architect (IDA) IDA is a modeling tool for your data. It helps
you build your database logical design and
physical design. For more details, refer to
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the ebook Getting started with InfoSphere

Data Architect.

Rational Software Architect (RSA) RSA is an Eclipse-based tool for software
engineering to help you develop UML
diagrams

Rational Application Developer (RAD) RAD is an Eclipse-based rapid application

development tool for software developers

Visual Studio Microsoft® Visual Studio is an IDE that
allows you to develop applications in the
Windows® platform using Microsoft's
technology.

Aptana Studio This is a free IDE for developing PHP
applications.

Table 1.1 - Tools that can help you develop applications with DB2 software

On the right side of Figure 1.1 a DB2 server is illustrated containing one database. Within
this database there are stored procedures, user-defined functions and triggers. We
describe all of these objects in more detail in the next sections.

It is noteworthy to mention that IBM offers DB2 on the Amazon cloud, as well as on the
IBM Development and Test Cloud. If you or your company does not have the budget to
acquire a server for your development or production needs, the Cloud is a perfect
alternative as it allows you to "rent" compute capacity per minute. DB2 on the Cloud
offerings are discussed in more detail in a later section.

1.2 Server-side development

Server-side development in DB2 software implies that application objects are developed
and stored on the DB2 database. The following application objects will be discussed briefly
in this section:

= Stored Procedures
= User-defined Functions (UDFs)
= Triggers

1.2.1 Stored procedures

A stored procedure is a database application object that can encapsulate SQL statements
and business logic. Keeping part of the application logic in the database provides
performance improvements as the amount of network traffic between the application and
the database is reduced. In addition, stored procedures provide a centralized location to



26 Getting started with DB2 application development

store your code, so other applications can reuse the same stored procedures. To call a
stored procedure, use the CALL statement. In DB2 you can develop stored procedures in
several languages including SQL PL, PL/SQL, Java, C/C++, CLR, OLE, and COBOL. A
simple example of how to create and call a SQL PL stored procedure from the DB2
Command Window or Linux® shell is shown below:

db2 create procedure P1 begin end
db2 call P1

In the example, procedure P1 is an empty stored procedure which is not doing anything.
The example illustrates how easy you can create a stored procedure. To develop stored
procedures with more complex logic, we recommend you use IBM Data Studio which
includes a debugger.

1.2.2 User-defined functions

A user-defined function (UDF) is a database application object that allows users to
extend the SQL language with their own logic. A function always returns a value or values
normally as a result of the business logic included in the function. To invoke a function, use
it within a SQL statement, or with the values function. In DB2 you can develop UDFs in
several languages including SQL PL, PL/SQL, Java, C/C++, OLE DB, CLR.

This simple example shows how to create and call a SQL PL UDF from the DB2 Command
Window or Linux shell:

db2 create function F1() returns integer begin return 1000; end
db2 values F1

In the example, function F1 is a function returning an integer value of 1000. The VALUES
statement can be used to invoke the function. Like in the case of stored procedures, we
recommend you create functions using IBM Data Studio.

1.2.3 Triggers

A trigger is an object that automatically performs an operation on a table or view. A
triggering action on the object where the trigger is defined causes the trigger to be fired. A
trigger is normally not considered an application object; therefore, database developers
normally don't code triggers, but database administrators do. Because some coding is
required, we have included triggers in this section. Below is an example of a trigger:

create trigger myvalidate no cascade before insert on T1
referencing NEW as N
for each row
begin atomic
set (N.myxmlcol) = XMLVALIDATE(N.myxmlcol
according to xmlschema id myxmlschema);
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end

In this example, the trigger is fired before an INSERT operation on table T1. The trigger will
insert the value (which is an XML document), but will invoke the XMLVALIDATE function to
validate this XML document with a given schema. Chapter 15, DB2 pureXML talks more
about XML and XML schemas.

1.3 Client-side development

As the name suggests, in client-side development, the application developers code their
programs on a client and then connect and access the DB2 database using the application
program interfaces (APIs) that are provided with DB2. In this section we discuss:

= Embedded SQL

= Static SQL vs Dynamic SQL
= CLlIand ODBC

= JDBC, SQLJ and pureQuery
= OLE DB

= ADO.NET

= PHP

= Ruby on Rails

= Perl

= Python

1.3.1 Embedded SQL

Embedded SQL applications are applications where SQL is embedded into a host
language such as C, C++, or COBOL. The embedded SQL application can include static
or dynamic SQL as described in the next section. Figure 1.2 shows how an embedded
SQL application is built.



28 Getting started with DB2 application development

Database
hello.sqc
#include <stdio.h=
#include <stdlib.h> hello.bnd Package
4 - . Only SQL, bind hello.bnd Executable SQL
int main{int arge, char* argv) ™™ no C code " with access path
e information
1 EXEC S@BEGIN DECLARE
S :
char dbname[15]; ] _
char user|D[8]; precompile hello.sqc bindfile hello exe needs the
8; right package to run
EXEC SQL END DECLARE successiully
- connectto a database*/ hello.c hello.o hello.exe
EXEC SQL CONNECT TO Only C code,
%ﬁn:EER ‘user|D ' no embedded |compile, Obiject File Ik, Exec;litlgble
USING :psw; SaL

if (SQLCODE I= 0) {
printf ("\n *** Error ***\n");

Figure 1.2 - Building embedded SQL applications

In the figure, the C program hello.sqc contains embedded SQL. The embedded SQL
APl for the C language uses EXEC SQL (highlighted in Figure 1.2) to allow a
precompilation process to distinguish between the embedded SQL statements and the
actual C code. You may also note in the hello.sqc listing that some variables are
prefixed with a colon, as in :dbname, :userlID, and :psw. These are called host
variables. Host variables are variables from the host language that are referenced in the
embedded SQL statements.

Issuing the precompile command (also known as the prep command) with the
bindfile option generates two files, the hello.bnd bind file containing only SQL
statements and the hello.c file containing only C code. The bind file will be compiled
using the bind command to obtain a package that is stored in the database. A package
includes the compiled/executable SQL and the access path DB2 will follow to retrieve the
data. To issue the bind command, a connection to the database must exist. At the bottom
of the figure, the hello.c file is compiled and linked like any regular C program. The
resulting executable file hello.exe has to match the package stored in the database to
successfully execute.

1.3.2 Static SQL vs. Dynamic SQL

Static SQL statements are the ones where the SQL structure is fully known at precompile
time. For example:

SELECT lastname, salary FROM employee
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In this example, the names for the columns (lastname, salary) and table (employee)
referenced in a statement are fully known at precompile time. The following example is also
a static SQL statement:

SELECT lastname, salary FROM employee WHERE firstnme = :fname

In this second example, a host variable :fname is used as part of an embedded SQL
statement. Though the value of the host variable is unknown until runtime, its data type is
known from the program, and all the other objects (column names, table names) are fully
known ahead of time. DB2 software uses estimates for these host variables to calculate the
access plan ahead of time; therefore, this case is still considered static SQL.

You precompile, bind, and compile statically executed SQL statements before you run your
application. Static SQL is best used on databases whose statistics do not change a great
deal. Now let's take a look at one more example:

SELECT ?, ? FROM ?

In this example, the names for the columns and table referenced by the statement are not
known until runtime. Therefore the access plan is calculated only at runtime and using the
statistics available at the time. These types of statements are considered Dynamic SQL
statements.

Some programming APIs, like JDBC and ODBC, always use dynamic SQL regardless of
whether the SQL statement includes known objects or not. For example, the statement
SELECT lastname, salary FROM employee has all the columns and table names
known ahead of time, but through JDBC or ODBC, you do not precompile the statements.
All the access plans for the statements are calculated at runtime.

In general, two statements are used to treat a SQL statement as dynamic:

= PREPARE: This statement prepares or compiles the SQL statement calculating the
access plan to use to retrieve the data

= EXECUTE: This statement executes the SQL

Alternatively you can execute a PREPARE and EXECUTE in one single statement: EXECUTE
IMMEDIATELY

Listing 1.1 shows an example on an embedded C dynamic SQL statement that is prepared
and executed.

strcpy(hVStmtDyn, “SELECT name FROM emp WHERE dept = ?');

PREPARE StmtDyn FROM :hVStmtDyn;

EXECUTE StmtDyn USING 1;

EXECUTE StmtDyn USING 2;

Listing 1.1 - An embedded C dynamic SQL statement using PREPARE and EXECUTE

Listing 1.2 shows the same example as Listing 1.1, but using the EXECUTE
IMMEDIATELY statement
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EXECUTE IMMEDIATELY SELECT name from EMP where dept 1
EXECUTE IMMEDIATELY SELECT name from EMP where dept 2
Listing 1.2 - An embedded C dynamic SQL statement using EXECUTE IMMEDIATELY

In many dynamic programming languages such as PHP or Ruby on Rails, where SQL is
run dynamically, programmers tend to write the same SQL statements with different field
values as follows:

SELECT lastname, salary FROM employee where firstnme "Raul "

SELECT lastname, salary FROM employee where firstnme = "Jin*®

In this example, the statements are identical except for the value of the column
Ffirstnme. DB2 considers these two dynamic SQL statements as different ones, and
therefore at runtime, it prepares and then executes each statement independently. The
overhead of preparing the same statement several times can cause performance
degradation, therefore prior to DB2 9.7, the recommendation was to code statements as
follows:

SELECT lastname, salary FROM employee where firstnme = ?

The question mark (?) in the statement is known as a parameter marker. Using parameter
markers, the program could prepare the statement only once, and then issue EXECUTE

statements providing the different values for the parameter marker.

In DB2 9.7, DB2 introduced a technology called statement concentrator where all the
statements that are the same except for the field values are automatically lumped together
into one single statement with parameter markers, and then EXECUTE statements are
performed with the different values. The statement concentrator does have the intelligence
to determine when not to lump some statements together; for example, when you
purposely add some clauses to influence the DB2 optimizer.

With respect to performance, static SQL will normally perform better than dynamic SQL
since the access plan in static SQL is performed at precompile time and not at runtime.
However, for environments where there is a lot of activity such as INSERTs and DELETEsS,
the statistics calculated at precompile time may not be up-to-date, and therefore, the
access plan of the static SQL may not be optimal. In this case, dynamic SQL may be a
better choice, assuming a RUNSTATS command is frequently executed to collect current
statistics.

Note:

Many users think embedded SQL is only static. In reality, it can be both, static or dynamic.

1.3.3 CLI and ODBC

Call Level Interface (CLI) was originally developed by the X/Open Company and the SQL
Access Group. It was a specification for a callable SQL interface with the purpose of
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developing portable C/C++ applications regardless of the RDBMS vendor. Based on a
preliminary draft of X/Open Call Level Interface, Microsoft developed Open Database
Connectivity (ODBC), and later on, the ISO CLI International Standard accepted most of
the X/Open Call Level Interface specification. DB2 CLI is based on both: ODBC and the
International Standard for SQL/CLI as shown in Figure 1.3.

X/Open CLI

RN

1SO CLI
ODBC International
Standard

~ 7

DB2 CLI

Figure 1.3 -DB2 CLl is based on ODBC and ISO CLI International standard

DB2 CLI conforms to ODBC 3.51 and can be used as the ODBC Driver when loaded by an
ODBC Driver Manager. Figure 1.4 can help you picture DB2 CLI support for ODBC.

DB2 CLI

ODBC
= a3l

Figure 1.4 - DB2 CLI conforms to ODBC 3.51
CLI/ODBC has the following characteristics:
= The code is easily portable between several RDBMS vendors

= Unlike embedded SQL, there is no need for a precompiler or host variables

= |t runs dynamic SQL

= |tis very popular
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To run a CLI/ODBC application all you need is the DB2 CLI driver. This driver is installed
from either of the following clients and drivers which can be downloaded and used for free
from www.ibm.com/db2/express:

= |BM Data Server Client
= |BM Data Server Runtime Client
= |BM Data Server Driver for ODBC and CLI

To develop a CLI/ODBC application you need the DB2 CLI driver and also the appropriate
libraries. These can be found only on the IBM Data Server Client.

Let's take a look at the following example so you understand better how you can set up the
DB2 CLI driver for your applications. Figure 1.5 depicts three different machines, one in
Indonesia, the other one in Brazil, and the other one in Canada.

Indonesia Brazil
Application Application
| ODBC Driver Manager | DB2 CLI Driver |

1 : ¢ " I

Dracle ODBC| | SAL Server DB2 ODBC ¥
Driver ODBC Driver Driver DE2 Client

see:

Canada

Figure 1.5 - DB2 CLI/ODBC sample scenario
The figure shows two cases:

On the left let's say the machine in Indonesia is running an ODBC application which could
work with any RDBMS such as Oracle®, Microsoft® SQL Server® or DB2 database server.
An ODBC Driver Manager will load the appropriate ODBC driver depending on the
database that is being accessed. In the case where the application accesses a DB2
database in Canada, the connection needs to go through a DB2 Client which has the
components to connect remotely.
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On the right side, let's say a CLI application is running in a machine in Brazil. It's a CLI
application because it may be using some specific functions not available in ODBC, and
also because the application will only work for a DB2 database. The CLI application will go
through the DB2 CLI Driver. The application can connect to the local DB2 database in
Brazil. When it needs to connect to the remote database in Canada, it will go through a
DB2 client.

One last point to be made in this section is a comparison between a CLI/ODBC application
and an embedded SQL C dynamic application. Figure 1.6 illustrates this comparison.

CLI/ODBC Versus Embedded Dynamic
SiPrevare( . ) EZEC S0L PREPARE. _.
.- SAL statements ..

FEmate(. .. ). prepared during EXPC SOL EXECUIE. ...
SOMFetch( ... }: application execution | &o- oor FEICE
% @
Execute ME o Execute
other DB2

RDBMS

Figure 1.6 - CLI/ODBC application versus Embedded SQL C dynamic application

As shown in Figure 1.6, the only difference between CLI/ODBC vs. Embedded SQL C
dynamic SQL is that for CLI/ODBC your code is portable and can access other RDBMS
simply by changing the connection string, while in the embedded SQL C dynamic version,
you may be coding specific elements for DB2. Of course the other difference is the way the
different functions for PREPARE, and EXECUTE are invoked.

1.3.4 JDBC, SQLJ and pureQuery

Java Database Connectivity (JDBC) is a Java programming API that standardizes the
means to work and access databases. In JDBC the code is easily portable between
several RDBMS vendors. The only changes required to the code are normally which JDBC
driver to load and the connection string. JDBC uses only dynamic SQL and it is very
popular.

SQLJ is the standard for embedding SQL in Java programs. It is mainly used with static
SQL, though it can inter-operate with JDBC as shown in Figure 1.7. Though it is normally
more compact than JDBC programs and provides better performance, it has not been
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widely accepted. SQLJ programs must be run through a preprocessor (the SQLJ
translator) before they can be compiled.

SQLJ
Application

sSaLd
Run-Time Classes

dprnanan

Java
Application

Remote
Database

JDBC | g | DB2 Client

Figure 1.7 - Relationship between SQLJ and JDBC applications

In Figure 1.7, a DB2 client may or may not be required depending on the type of JDBC
driver used as discussed later on this section.

pureQuery is an IBM Eclipse-based plug-in to manage relational data as objects.
Available since 2007, pureQuery can automatically generate the code to establish an
object-relational mapping (ORM) between your object oriented code and the relational
database objects. You start by creating a Java project with Optim™ Development Studio
(ODS), connect to a DB2 database, and then have ODS discover all the database objects.
Through the ODS GUI you can pick a table and then choose to generate the pureQuery
code which would transform any of the underlying relational table entities into a Java
object. Code is generated to create the relevant SQL statements and parent Java objects
that encapsulate those statements. The generated Java objects and the contained SQL
statements can be further customized. With pureQuery, you can decide at runtime whether
you want to run your SQL in static or dynamic mode. pureQuery supports both Java and
.NET.

1.3.4.1 JDBC and SQLJ drivers

Though there are several types of JDBC drivers such as type 1, 2, 3 and 4; type 1 and 3
are not commonly used, and DB2's support of these types has been deprecated. For type
2, there are two drivers as we will describe shortly, but one of them is also deprecated.

Type 2 and type 4 are supported with DB2 software, as shown in Table 1.2. Type 2 drivers
need to have a DB2 client installed, as the driver uses it to establish communication to the
database. Type 4 is a pure Java client, so there is no need for a DB2 client, but the driver
must be installed on the machine where the JDBC application is running.
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Driver Driver Name Packaged  Supports  Minimum level of SDK for
Type as Java required

Type 2 DB2 JDBC Type 2 Driver db2java.zip JDBC 1.2 1.4.2
for Linux, UNIX® and and JDBC
Windows (Deprecated*) 2.0

Type 2 IBM Data Server Driver db2jcc.jar JDBC 3.0 14.2

and for JDBC and SQLJ and sqlj.zip = compliant
Type 4
db2jccd.jar JIDBC 4.0 6
and and earlier
sqlj4.zip

Table 1.2 - DB2 JDBC and SQLJ drivers
* Deprecated means it is still supported, but no longer enhanced

As mentioned earlier and shown also in Table 1.2, Type 2 is provided with two different
drivers; however the DB2 JDBC Type 2 Driver for Linux, UNIX and Windows, with filename
db2java.zip is deprecated.

When you install a DB2 server, a DB2 client or the IBM Data Server Driver for JDBC and
SQLJ, the db2jcc.jar and sqlj.zip files compliant with JDBC 3.0 are automatically added to
your classpath.

1.3.50LEDB

Object Linking and Embedding, Database (OLE DB) is a set of interfaces that provides
access to data stored in diverse sources. It was designed as a replacement to ODBC, but
extended to support a wider variety of sources, including non-relational databases, such as
object oriented databases and spreadsheets. OLE DB is implemented using the
Component Object Model (COM) technology.

OLE DB consumers can access a DB2 database with the IBM OLE DB Provider for DB2.
This provider has the following characteristics:

= Provider name: IBMDADB2

= Supports level 0 of the OLE DB provider specification, including some additional
level 1 interfaces

= Complies with Version 2.7 or later of the Microsoft OLE DB specification

= An IBM Data Server Client with the Microsoft Data Access Components (MDAC)
must be installed
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= |f IBMDADB?2 is not explicitly specified, Microsoft's OLE DB driver (MSDASQL) will
be utilized by default. MSDASQL allows clients utilizing OLE DB to access non-
Microsoft SQL server data sources using the ODBC driver but does not guarantee
full functionality of the OLE DB driver.

1.3.6 ADO.NET

The .NET Framework is the Microsoft replacement for Component Object Model (COM)
technology. Using the .NET Framework, you can code .NET applications in over forty
different programming languages; the most popular ones being C# and Visual Basic .NET.

The .NET Framework class library provides the building blocks with which you build .NET
applications. This class library is language agnostic and provides interfaces to operating
system and application services. Your .NET application (regardless of language) compiles
into Intermediate Language (IL), a type of bytecode.

The Common Language Runtime (CLR) is the heart of the .NET Framework, compiling the
IL code on the fly, and then running it. In running the compiled IL code, the CLR activates
objects, verifies their security clearance, allocates their memory, executes them, and
cleans up their memory once execution is finished.

As an analogy to how Java works, in Java, a program can run in multiple platforms with
minimal or no modification: one language, but multiple platforms. In .NET, a program
written in any of the forty supported languages can run in one platform, Windows, with
minimal or no modification: multiple languages, but one platform.

ADO.NET is how data access support is provided in the .NET Framework. ADO.NET
supports both connected and disconnected access. The key component of disconnected
data access in ADO.NET is the DataSet class, instances of which act as a database

cache that resides in your application's memory.

For both connected and disconnected access, your applications use databases through
what is known as a data provider. Various database products include their own .NET data
providers, including DB2 for Windows.

A .NET data provider features implementations of the following basic classes:
= Connection: establishes and manages a database connection.
= Command: executes an SQL statement against a database.
» DataReader: reads and returns result set data from a database.

= DataAdapter: links a DataSet instance to a database. Through a DataAdapter
instance, the DataSet can read and write database table data.

Three data providers that can work with DB2 software are shown in Table 1.3

Data Provider Characteristics
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ODBC .NET Data provider = Makes ODBC calls to a DB2 data source using the

DB2 CLI driver.
(not recommended)

= |t has same keyword support and restrictions as that
of DB2 CLI driver

= Can be used with .NET Framework Version 1.1, 2.0,

or 3.0.
OLE DB .NET Data provider = Uses IBM DB2 OLE DB Driver (IBMDADBZ2).
(not recommended) » |t has same keyword support and restrictions as that

of DB2 OLE DB driver

= Can be used only with .NET Framework Version 1.1,

2.0, or 3.0.
DB2 .NET Data provider = Extends DB2 support for the ADO.NET interface.
(recommended) = The DB2 managed provider implements the same

set of standard ADO.NET classes and methods
= |tis defined under IBM.DATA.DB2 namespace.
= Can be obtained by downloading any of:
- Data Server Driver for ODBC, CLI, and .NET
- IBM Data Server Runtime Client

- DB2 Data Server
Table 1.3 - ADO.NET data providers

1.3.7 PHP

PHP Hypertext Preprocessor (PHP) is an open source, platform independent scripting
language designed for Web application development. It can be embedded within HTML,
and generally runs on a Web server which takes the PHP code and creates Web pages as
output.

PHP is a modular language. You can use extensions to customize the available
functionality. Some of the most popular PHP extensions are those used to access
databases. IBM supports access to DB2 databases through two extensions:

= ibm _db2: The ibm_db2 extension offers a procedural application programming
interface to create, read, update and write database operations in addition to
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extensive access to the database metadata. It can be compiled with either PHP 4 or
PHP 5.

= pdo_ibm: The pdo_ibm is a driver for the PHP Data Objects (PDO) extension that
offers access to DB2 database through the standard object-oriented database
interface introduced in PHP 5.1. It can be compiled directly against DB2 libraries.

The PHP extensions and drivers are available for free from the PECL repository at
http://pecl.php.net/ Windows builds of the extensions and drivers are available at
http://sourceforge.net/projects/db2mc/files/

You will need the IBM Data Server Driver for ODBC and CLI to install the PHP extensions
on Linux and UNIX. Both, ibm_db2 and pdo_ibm are based on the IBM DB2 CLI Layer.

1.3.8 Ruby on Rails

Ruby is an open source object oriented language. Rails is a Web framework created using
Ruby. Ruby on Rails (RoR) is an ideal means to develop database backed web-based
applications. This hot new technology is based on the Model, View, Controller (MVC)
architecture and follows the principles of agile software development.

Rails requires no special file formats or integrated development environments (IDES); you
can get started with a text editor. However, various IDEs are available with Rails support,
such as RadRails, which is a Rails environment for Eclipse. For more information about
RadRails, visit http://www.radrails.org/.

DB2 supports Ruby 1.8.5 and later and Ruby on Rails 1.2.1 and later. The IBM_DB gem
includes the IBM_DB Ruby driver and Rails adapter which allows you to work with DB2 and is
based on the CLI layer. This gem must be installed along with an IBM Data Server Client.
To install the IBM_DB driver and adapter you can use Ruby gem or as a Rails plug-in.

1.3.9 Perl

Perl is a popular interpreted programming language that is freely available for many
operating systems. It uses dynamic SQL, and it is ideal for prototyping applications.

Perl provides a standard module called the Database Interface (DBI) module for accessing
different databases. It is available from http://www.perl.com. This module "talks" to drivers
from different database vendors. In the case of DB2, this is the DBD::DB2 driver which is
available from http://www.ibm.com/software/data/db2/perl.

1.3.10 Python

Python is a dynamic language often used for scripting. It emphasizes code readability and
supports a variety of programming paradigms, including procedural, object-oriented,
aspect-oriented, meta, and functional programming. Python is ideal for rapid application
development.
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Table 1.4 shows the extensions that are available for accessing DB2 databases from a
Python application.

Extension Description
ibm_db Defined by IBM
Provides the best support for advanced
features.

Allows you to issue SQL queries, call stored
procedures, use pureXML®, and access
metadata information.

ibm_db_dbi Implements the Python Database API
Specification v2.0.

It does not offer some of the advanced
features that the ibm_db API supports.

If you have an application with a driver that
supports Python Database API Specification
v2.0, you can easily switch to ibm_db. The
ibm_db and ibm_db_dbi APIs are packaged
together.

ibm_db_sa Supports SQLAIchemy, a popular open
source Python SQL toolkit and object-to-
relational mapper (ORM).

Table 1.4 - IBM Data Server - Python extensions

1.4 XML and DB2 pureXML

Extensible Markup Language (XML) is the underlying technology for Web 2.0 tools and
techniques, as well as for Service Oriented Architecture (SOA). IBM recognized early on
the importance of XML, and large investments were made to deliver pureXML® technology
-- atechnology that provides for better storage support XML documents in DB2 software.

Introduced in 2006, DB2 9 is a hybrid data server: it allows native storage of relational data,
as well as hierarchical data. While previous versions of DB2 and other data servers in the
marketplace could store XML documents, the storage method used in DB2 9 has improved
performance and flexibility. With DB2 9's pureXML technology, XML documents are stored
internally in a parsed hierarchical manner, as a tree; therefore, working with XML
documents is greatly enhanced. Newer releases of DB2 such as DB2 9.5 and DB2 9.7
have further improved the support for pureXML. Chapter 15, DB2 pureXML is devoted to
this subject in detail.



40 Getting started with DB2 application development

1.5 Web services

As a simple definition, think of a Web service as a function you can invoke through the
network, where you don't need to know the programming language used to develop it, you
don't need to know the operating system where the function will run, and you don't need to
know the location where it will run. Web services allow one application to exchange data
with another application using extensible industry standard protocols based on XML. This
is illustrated in Figure 1.8.

Web services provider Web services consumer

; R ———--..ﬁ_\ SQAL Server /___v_\'_\

<Flight> E Internet ¢,

<Humber>338<Number>

= <From>Toronto</From> ¥ L r

<To>Hanok<To>
<Depart_Time>10:00</Depart_Time>
</Flight>

o —

UPDATE flights

SET departure time =
wcg:lg:\a getFlightinfo (Depart_Time) + 14 hours

server
| Apache SOAP

SOAP
R (XMUHTTPR)

Browser (JOBC/SQL)
Client

Client

Figure 1.8 — How an example Web service works

In the figure, let's say the left side represents the system of a fictitious airline, Air Atlantis
which is using DB2 on Linux, and stores its flight information in XML format in the DB2
database. On the right side we have a system from another fictitious airline, Air Discovery
which is using SQL Server running on Windows. Now let's say that Air Atlantis and Air
Discovery sign a partnership agreement where the two companies want to share
scheduling and pricing information in order to coordinate their flights. Sharing information
between the two may be a challenge given that the two companies are using different
operating systems (Linux, Windows), and different data servers (DB2, SQL Server). When
Air Atlantis changes its flight schedule for a trip going from Toronto to Beijing, how can Air
Discovery automatically adjust its own flight schedule for a connecting flight from Beijing to
Shanghai? The answer lies on Web services. Air Atlantis can expose some of its flight
information by creating a Data Web service that returns the output of a stored procedure
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(the getFlightlInfo stored procedure) with flight information from the DB2 database. A
Data Web service is a Web service based on database information. When this Data Web
service is deployed to an application server such as WebSphere Application Server; then a
client or partner like Air Discovery can use a browser to access Air Atlantis' flight
information very easily. In this example, Air Atlantis behaves as the Web service provider
as it developed and made available the Web service, while Air Discovery behaves as the
Web service consumer since it consumes or uses the Web service.

Air Discovery can also invoke the Web service from its own JDBC application so that it can
perform calculations that use data from its SQL Server database. For example, if a flight
from Toronto to Beijing takes an average of 12 hours, Air Discovery can compute the
connecting flight from Beijing to Shanghai by adding the departure time the Air Atlantis
flight left Toronto, and adding the flight duration plus a few buffer hours. The amount of
hours to use as buffer may be stored in the SQL Server database at Air Discovery's
system, and the simple equation to use in the JDBC application would look like this:

i is Fli Air Atlantis Flight
Air Discovery Flight Air Atiantis Flight Alr Atlants Flignt Buffer tme-
Departure time = Departure time + (Toronto to Beijing) -+ (Toronto to Beijing)
(Beijing to Shanghai) (Toronto to Beijing) 12 hours average 2 hours

If Air Atlantis changes its flight departure time, this information is automatically
communicated to the Air Discovery system when it invokes the Web service.

1.6 Administrative APIs

DB2 software ("DB2") provides a large amount of administrative APIs that developers can
use to build their own utilities or tools. For example, to create a database you can invoke
the sgqlecrea API; to start an instance, use the db2lnstanceStart API; or to import
data into a table, use the db2Import API. The complete list is available from the DB2
Information Center. See the Resources section for the DB2 Information Center URL.

1.7 Development tools

Microsoft Visual Studio and Eclipse are two of the most popular Integrated Development
Environments (IDEs) used by developers today. Both IDEs work well with DB2 software
("DB2").

Some users of DB2 also interact with third party products such as MS Excel and MS
Access to create simple forms that connect to DB2. In this section we describe how to work
with these products and DB2 Express-C.

DB2 Express-C is available also on Mac OS X, so you can use DB2 natively to develop
database applications on a Mac. This may be especially appealing to the RoOR community
who has embraced the Mac platform.
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1.7.1 Visual Studio

For Microsoft Visual Studio, DB2 provides the IBM Database Add-ins for Visual Studio.
This free separate installable add-in integrates DB2 tools menus into Visual Studio after
installed. This way, a developer does not need to switch to other tools to work with DB2
databases. You can download the Add-ins from the DB2 Express-C Web site at
http://ibm.com/db2/express. More information is provided in Chapter 6, Application
development with .NET.

1.7.2 Eclipse

With respect to Eclipse, IBM offers IBM Data Studio, a free Eclipse-based tool that allows
you to administer your DB2 instances and databases, and to develop SQL and XQuery
scripts, stored procedures, UDFs, and data Web services. Because it is based on the
Eclipse platform, many developers can leverage their existing knowledge to work with this
tool.

To learn more about IBM Data Studio, refer to the eBook Getting started with IBM Data
Studio for DB2.

1.7.3 Access and Excel

Microsoft Excel and Microsoft Access are popular tools to generate reports, create forms,
and develop simple applications that provide some business intelligence to your data. DB2
interacts very easily with these tools. A DBA can store the company data in a secure DB2
server, and regular users with Access or Excel can access this data and generate reports.
This is illustrated in Figure 1.9

MS Excel M5 Access

Front-end

Back-end

Figure 1.9 - Working with Excel, Access and DB2

In the figure, Excel and Access can be used to develop a front-end application, while DB2
takes care of data security, reliability and performance as the back-end of the application.
Having all the data centralized in DB2 creates a simplified data storage model.
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In the case of Excel, the easiest way to get access to the DB2 data is to use an OLE DB
driver such as the IBM OLE DB Provider for DB2. This is included when you install the free
IBM Data Server Client which can be downloaded from the DB2 Express-C web site at
http://ibm.com/db2/express. Once installed, you need to select your data source with the
appropriate OLE DB provider to use from the MS Excel menu. Choose Data = Import
External Data = Import Data. The next steps are documented in the article IBM® DB2®
Universal Database™ and the Microsoft® Excel Application Developer... for Beginners [1].
See the References section for details.

In the case of Microsoft Access, you should also have either of the following installed:
= |BM Data Server client, or
= |BM Data Server Driver for ODBC, CLI and .Net, or
» |IBM Data Server Driver for ODBC and CLI

The IBM Data Server Driver for ODBC, CLI and .Net, and the IBM Data Server Driver for
ODBC and CLI is also known as the IBM DB2 ODBC Driver, which is the same as the DB2
CLI driver. This is the driver to use to connect from Access to DB2. After the driver is
installed, create an Access 2007 project, and choose the ODBC Database option available
within the External Data tab in the Table Tools ribbon. The next steps are documented in
the article DB2 9 and Microsoft Access 2007 Part 1: Getting the Data...[2]. When using
linked tables in Microsoft Access, the data is available to Access 2007 users, but the data
resides on the DB2 data server.

For versions of Access prior to 2007, the setup is a bit different, but you can review the
article Use Microsoft Access to interact with your DB2 data [3]. See the References section
for details.

1.8 Development environments

Developing applications using DB2 is not restricted to installing the software on your
laptop, or company computer. Today you can take advantage of Cloud Computing to
provision a DB2 server for a specified time. You can also develop DB2 applications using
virtual appliances available for DB2. These development environments are discussed in
this section.

1.8.1 DB2 Offerings on the Cloud
DB2 has offerings on the Cloud with:
= Amazon Web Services
= |BM development and test cloud
= |BM CloudBurst™ and IBM WebSphere CloudBurst appliance

= Rightscale™
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These are discussed in the next sections in more detail.
1.8.1.1 Amazon Web Services

IBM has entered into a partnership agreement with Amazon Web Services (AWS) for
running DB2 on Amazon’s Elastic Compute Cloud (EC2). AWS delivers a set of integrated
services that form a computing platform “in the cloud”, and is available on a pay-as-you-go
model. That is, AWS lets you ‘rent’ compute capacity (virtual servers and storage), and you
only pay for the capacity that you utilize. For example, let's say you provision one EC2
virtual server for normal database operations, and during peak times or for seasonal needs
you provision an extra database server for a few hours. In this example you would pay
AWS only for the extra database server only for the few hours that you have it running.

IBM offers three different deployment options for DB2 on Amazon’s cloud platform:
= DB2 Express-C Amazon Machine Images (AMIs) for evaluation and development
= Pay-as-you-go Production-ready AMIs with DB2 Express and DB2 Workgroup
= Ability to create your own AMIs using DB2 licenses you own

For more information and how to get started with DB2 on Amazon EC2, visit:
http://www.ibm.com/db2/cloud

1.8.1.2 IBM development and test cloud

IBM Smart Business Development and Test on the IBM Cloud (IBM Developer Cloud for
short) provides similar services to AWS, but it focuses on development and test. It allows
for flexible provisioning of resources, on demand, at a predetermined cost.

At the time of writing, DB2 images on the IBM Developer Cloud include:
= DB2 Express-C 9.7.1 PAYG (Pay as you go).

This image uses DB2 Express-C 9.7.1 built on 32-bit SUSE Linux Enterprise Server
(SLES). Note that using DB2 Express-C is free; however, you need to pay for the
infrastructure.

= DB2 Enterprise Developer 9.7.1 - BYOL (Bring your own license).

This image uses DB2 Enterprise built on 32-bit SLES with the IBM Database
Enterprise Developer Edition (DEDE) license.

= DB2 Enterprise Developer 9.7.1 64-bit - BYOL.

This image uses DB2 Enterprise on 64-bit Red Hat Enterprise Linux (RHEL) with
the IBM Database Enterprise Developer Edition (DEDE) license.

For more information about the IBM Developer Cloud, visit http://ibm.com/cloud/enterprise
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1.8.1.3 IBM CloudBurst for development and test

IBM CloudBurst allows you to build your own private cloud in your company. It provides
pre-installed, fully integrated service management capabilities across hardware,
middleware and applications using the IBM System x® BladeCenter® platform. It includes
services from IBM to implement it. Use IBM CloudBurst with the IBM WebSphere
CloudBurst appliance. These two critical offerings complement each other to help your
clients more easily, quickly and cost-effectively.

For more information, visit http://www-01.ibm.com/software/tivoli/products/cloudburst/

1.8.1.4 IBM WebSphere CloudBurst

IBM WebSphere CloudBurst is an appliance that helps developers establish and deploy
software images and patterns into a cloud environment. WebSphere Cloudburst Appliance
is like the “dispenser” of software environments into a private cloud, and IBM CloudBurst is
the “recipient” private cloud environment.

At the time of writing the DB2 images available on the IBM Websphere CloudBurst are:
= DB2 Enterprise 9.7.0 32-bit trial with 90-day evaluation period
This image uses DB2 Enterprise built on 32-bit SLES

For more information, visit http://www-01.ibm.com/software/webservers/cloudburst/

1.8.1.4 Rightscale

RightScale is a Cloud Management Platform. It allows you to more easily deploy and
manage business-critical applications on the cloud with automation, control, and portability.
Rightscale provides server templates and scripts (called RightScripts) that are published on
their site and allow you to automate, clone and repeat operations easily.

At the time of writing, the templates and Rightscripts listed in Table 1.5 are available for
DB2.

Type Name Description
ServerTemplate IBM DB2 Express-C 9.7 Install and configure DB2 Express-C
(Cent0S 5.2) 9.7

ServerTemplate = IBM DB2 Express-C 9.7 (Ubuntu  Install and configure DB2 Express-C
8.04) 9.7

RightScript VPN Cubed Client Connect Add server to existing VPN

RightScript Add Users to Group Add users to the group
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RightScript Backup DB2 Database Run a DB2 backup on your running
instance
RightScript Create database Create a database
RightScript Create Group Create a new group
RightScript Create sample database Run db2sampl
RightScript Create User Create a user
RightScript Delete Group Delete a system group
RightScript Delete User Delete a system user
RightScript Drop a database Drop a database
RightScript Install DB2 Express-C Install DB2 Express-C 9.7
RightScript Remove Users from a Group Remove users from group
RightScript Run command within db2 Run command from db2

commandline

RightScript Set DB2 parameter Use the db2set command
RightScript Start DB2 Start DB2 by running db2start
RightScript Start DB2 Administration Server = Start DAS server by running

db2admin start
RightScript Stop DB2 Run "db2stop" command to stop db2

RightScript Stop DB2 Administration Server = Stop DAS server by running
db2admin stop
Table 1.5 - Rightscale templates and RightScripts for DB2

For more information about Rightscale and DB2, visit

http://support.rightscale.com/27-Partners/IBM_DB2



http://support.rightscale.com/27-Partners/IBM_DB2�

Chapter 1 - Introduction to DB2 application development 47

1.8.2 DB2 Express-C virtual appliance for VMWare

If you work with VMWare in your company, you can use the DB2 Express-C virtual
appliances for both, Linux and Windows on 32-bit or 64-bit. Download these appliances
from http://www.ibm.com/db2/express/download.html

1.9 Sample programs

To help you learn how to program in different languages using DB2 as the data server, you
can review the sample applications that come with the DB2 server installation in the
SQLLIB\samples directory. Figure 1.10 below shows some sample programs provided with
DB2 on a Windows platform.
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Figure 1.10 - Sample programs that come with DB2

1.10 Exercises

1. Using IBM Data Studio, create a stored procedure P2 that does nothing. Call this
stored procedure from the DB2 Command Window or Linux shell.

2. Using IBM Data Studio, create a function F2 that takes no parameters and returns
the value 2000. Invoke this function from the DB2 Command Window or Linux
shell.

3. Modify P2 so it now invokes F2. Test it out!
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1.11 Summary

In this chapter, we looked at how DB2 provides the flexibility to program database
applications either inside the database on the server, or via client side applications with
connections to the DB2 data server.

The server side application coverage included stored procedures, user-defined functions
and triggers.

On the client side, we discussed the myriad of programming interfaces and methods
permitted by DB2 application development, once again displaying the remarkable flexibility
and capacity of DB2 as a database server.

1.12 Review questions
1. List one advantage of using stored procedures
2. How can a user extend the SQL language?
3. What is the difference between CLI and ODBC?
4. What is the difference between static SQL and dynamic SQL?
5. Mention one difference between a JDBC Type 2 and a JDBC Type 4 driver?
6. Which of the following objects are stored in a DB2 database?
A. Tables
B. Stored procedures
C. User-defined functions
D. All of the above
E. None of the above
7. Which of the following languages can be used to code stored procedures in DB2?
A. SQL PL
B. PL/SQL
C. Cobol
D. Java
E. All of the above
8. Choose the statements that are correct:

A. Static SQL is normally faster than dynamic SQL when the database is constantly
changed with many updates, deletes and inserts.

B. Embedded SQL must be static SQL
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C. ODBC and JDBC always use dynamic SQL
D. All of the above
E. None of the above
9. Which of the following is the recommended ADO.NET provider to use with DB2?
A. ODBC .NET Data provider
B. OLE DB .NET Data provider
C. DB2 .NET Data provider
D. All of the above
E. None of the above
10. Which of the following is not an IBM Data Server Python extension?
A.ibm_db
B. ibm_db_dbi
C.ibm_db_sa
D. ibm_db_python
E. All of the above






Chapter 2 — DB2 pureXML

In this chapter we discuss pureXML, the new technology introduced in DB2 9 to support
XML native storage. Many of the examples and concepts discussed in this chapter have
been taken from the IBM Redbook®: DB2 9: pureXML overview and fast start. See the
Resources section for more information on this title. Figure 2.1 outlines which section of the
DB2 “Big Picture” we discuss in this chapter.
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Figure 2.1 — The DB2 big picture: DB2 commands, SQL/XML and XQuery
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Note:

For more information about pureXML, watch this video:
http://www.channeldb2.com/video/video/show?id=807741:Vide0:4382

2.1 Using XML with databases

XML documents can be stored in text files, XML repositories, or databases. There are two
main reasons why many companies opt to store them in databases:

= Managing large volumes of XML data is a database problem. XML is data like other
data, just in a different overall format. The same reasons to store relational data on
databases apply to XML data: Databases provide efficient search and retrieval,
robust support for persistence of data, backup and recovery, transaction support,
performance and scalability.

= |ntegration: By storing relational and XML documents together, you can integrate
new XML data with existing relational data, and combine SQL with XPath or XQuery
in one query. Moreover, relational data can be published as XML, and vice versa.
Through integration, databases can better support Web applications, SOA, and
Web services.

2.2 XML databases

There are two types of databases for storing XML data:
= XML-enabled databases
= Native XML databases

2.2.1 XML-enabled databases

An XML-enabled database uses the relational model as its core data storage model to
store XML. This requires either a mapping between the XML (hierarchical) data model and
the relational data model, or else storing the XML data as a character large object. While
this can be considered as “old” technology, it is still being used by many database vendors.
Figure 2.2 explains in more detail the two options for XML-enabled databases.



http://www.channeldb2.com/video/video/show?id=807741:Video:4382%20%20�
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Figure 2.2 — Two options to store XML in XML-enabled databases

The left side of Figure 2.2 shows the CLOB and varchar method of storing XML
documents in a database. Using this method, an XML document is stored as an unparsed
string in either a CLOB or a varchar column in the database. If the XML document is stored
as a string, when you want to retrieve part of the XML document, your program will have to
retrieve the entire string, and parse it to find what you want. Think of parsing as building the
XML document tree in memory so you can navigate through this tree. This method is
memory-intensive and not very flexible.

The other option for XML-enabled databases is called shredding or decomposition and
is illustrated on the right hand side of Figure 2.2. Using this method, an entire XML
document is shredded into smaller parts which are stored in tables. Using this method, you
are literally forcing an XML document, which is based on the hierarchical model, into the
relational model. This method is not flexible because if the XML document is changed, this
change is not easily propagated into the corresponding tables and many other tables may
need to be created. This method is also not good for performance: if you need to get the
original XML document back, you need to perform an expensive SQL join operation, which
can become even more expensive when more tables are involved.

2.2.2 Native XML databases

Native XML databases use the hierarchical XML data model to store and process XML
internally. The storage format is the same as the processing format: there is no mapping to
the relational model, and XML documents are not stored as unparsed strings (CLOBs or
varchars). When XPath or XQuery statements are used, they are processed natively by
the engine, and not converted to SQL. This is why these databases are known as “native”
XML databases. DB2 is currently the only commercial data server providing this support.
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2.3 XML in DB2

Figure 2.3 below outlines how relational data and hierarchical data (XML documents) are
both stored in a DB2 hybrid database. The figure also shows the CREATE TABLE
statement that was used to create the table dept.

CREATE TABLE dept (deptID CHAR(8),.., deptdoc XML);

Figure 2.3 — XML in DB2

Note that the table definition uses a new data type, XML, for the deptdoc column. The
left arrow in the figure indicates the relational column deptlID stored in relational format
(tables), while the XML column deptdoc is stored in parsed hierarchical format.

Figure 2.4 illustrates that in DB2 9, there are now four ways to access data:
= Use SQL to access relational data
= Use SQL with XML extensions (SQL/XML) to access XML data
= Use XQuery to access XML data

= Use XQuery to access relational data
SERVER

CLIENT

DB2 Client/
Customer Client
Application

Interface

Figure 2.4 — Four ways to access data in DB2
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Thus, depending on your background, if you are an SQL person you may see DB2 as a
world class RDBMS that also supports XML. If you are an XML person, you would see DB2
as a world class XML repository that also supports SQL.

Note that IBM uses the term pureXML instead of native XML to describe this technology.
While other vendors still use the old technologies of CLOB/varchar or shredding to store
XML documents, they call those old technologies “native XML". To avoid confusion, IBM
decided to use the new term pureXML, and to trademark this name so that no other
database or XML vendor could use this same term to denote some differing technology.
pureXML support is provided for databases created as Unicode or non-Unicode.

2.3.1 pureXML technology advantages
Many advantages are provided by pureXML technology.

1. You can seamlessly leverage your relational investment, given that XML
documents are stored in columns of tables using the new XML data type.

2. You can reduce code complexity. For example, Figure 2.5 illustrates a PHP script
written with and without using pureXML. Using pureXML (the smaller box on the
left side) the lines of code are reduced. This not only means that the code is less
complex, but the overall performance is improved as there are fewer lines to parse
and maintain in the code.

e

Figure 2.5 — Code complexity with and without pureXML

tphn = db2_execute [§atmt) ; E
?php : i 2 P :
: - list [§Cid) = db2 fetch array(§stmt);
jeonn = db2_connect (§dbname, §dbuser, $dbpass): - = s 4 1|
§fileContents = file get_contents
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§stmt = db2 prepare|jconn, "VALUES [NEXT VALUE FOR - - a4 U
i) ™) 3
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3. Changes to your schema are easier using XML and pureXML technology. Figure

2.6 illustrates an example of this increased flexibility. In the figure, assume that you
had a database consisting of the tables Employee and Department. Typically
with a non-XML database, if your manager asked you to store not only one phone
number per employee (the home phone number), but also a second phone number
(a cell phone number), then you could add an extra column to the Employee table
and store the cell phone number in that new column. However, this method would
be against the normalization rules of relational databases. If you want to preserve
these rules, you should instead create a new Phone side table, and move all phone
information to this table. You could then also add the cell phone numbers as well.
Creating a new Phone table is costly, not only because large amounts of pre-
existing data needs to be moved, but also because all the SQL in your applications
would have to change to point to the new table.

Instead, on the left side of the figure, we show how this could be done using XML.
If employee Christine also has a cell phone number, a new tag can be added to
put this information. If employee Michael does not have a cell phone number, we
just leave it as is.

<DEPARTMENT denfid="15" depiname="Sales"> Requires:

<EMPLOYEE=> PR Py
. r
EMPNO=10</EMPNO> Normalization of EXIStIng data !

<FIRSTNAME >CHRISTINE</FIRST NAME> + Modification of the mapping
<LASTNAME=SMITH</LASTHNAME= - Change of applications
<PHONE >408-453-4063</PHONE >
<PHONE>415-010-1234</PHONE> Phone
<SALARY=52T750 00</SALARY = EMPNO PHONE
</[EMPLOYEE>
<EMPLOYEE= 27406-463-1234
<EMPNO>27</[EMPNO> 10[415-010-1234
<FIRSTNAME>MICHAEL=/FIRSTNAME=> 10|408-463-4953
<LASTNAME=THOMPSON</LASTNAME =
<PHONE>406-463-1234</PHONE >
<SALARY>41250 00</SALARY > Department
</[EMPLOYEE= DEPTID DEPTNAME .
</DEPARTMENT > 15(Sales Costly!
Employee “ y
DEPTID|EMPNO |FIRSTNAME |LASTNAME F"I-TS.U SALARY
15 27 |IMICHAEL THOMPESON |406- -1234 41250
15 10|CHRISTINE SMITH 4(18—’463—3’9@3 52750
I ™

Figure 2.6 — Increased data flexibility using XML

4. You can improve your XML application performance. Tests performed using

pureXML technology showed huge improvements in performance for XML
applications. Table 2.1 shows the test results for a company that switched to
pureXML from older technologies. The second column shows the results using the
old method of working with XML using another relational database, and the third
column shows the results using DB2 with pureXML.
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Task Other relational DB DB2 with pureXML
Development of search and CLOB: 8 hrs 30 min.
retrieval business processes Shred: 2 hrs
Relative lines of I/O code 100 35 (65% reduction)
Add field to schema 1 week 5 min.
Queries 24 - 36 hrs 20 sec - 10 min

Table 2.1 — Increased performance using pureXML technology

2.3.2 XPath basics

XPath is a language that can be used to query XML documents. Listing 2.1 shows an XML
document, and Figure 2.7 illustrates the same document represented in parsed-
hierarchical (also called “node” or “leaf”) format. We will use the parsed-hierarchical format
to explain how XPath works.

<dept bldg=*“101"">

<employee id=*901”>

<name>John Doe</name>

<phone>408 555 1212</phone>
<office>344</office>
</employee>
<employee i1d=*902">
<name>Peter Pan</name>
<phone>408 555 9918</phone>
<office>216</office>
</employee>
</dept>
Listing 2.1 — An XML document
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employee

dept

employee

id=901 name

phone

office id=902 name

phone

office

|

\

|

\

408-555-9918 " 216

John Doe 408-555-1212 " 344 Peter Pan

Figure 2.7 — Parsed-hierarchical representation of the XML document in Listing 2.1

A quick way to learn XPath is to compare it to the change directory (cd) command
in MS-DOS or Linux/UNIX. Using the cd command, you traverse a directory tree as
follows:

cd /directoryl/directory?2/..

Similarly, in XPath you use slashes to go from one element to another within the XML
document. For example, using the document in Listing 2.1 in XPath you could retrieve the
names of all employees using this query:

/dept/employee/name

2.3.2.1 XPath expressions

XPath expressions use fully qualified paths to specify elements and attributes. An “@” sign
is used to specify an attribute. To retrieve only the value (text node) of an element, use the
text() function. Table 2.2 shows XPath queries and the corresponding results using the

XML document from Listing 2.1.

XPath Result
/dept/@bldg 101
/dept/employee/@id 901
902
/dept/employee/name <name>Peter Pan</name>

<name>John Doe</name>
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/dept/employee/name/text() Peter Pan
John Doe

Table 2.2 — XPath expression examples

2.3.2.2 XPath wildcards
There are two main wildcards in XPath:
= “*” matches any tag name
= “/[" is the “descendent-or-self” wildcard

Table 2.3 provides more examples using the XML document from Listing 2.1

XPath Result

/dept/employee/*/text() John Doe
408 555 1212
344
Peter Pan
408 555 9918
216
/dept/*/@id 901
902
//name/text() Peter Pan
John Doe
/dept//phone <phone>408 555 1212</phone>
<phone>408 555 9918</phone>
Table 2.3 — XPath wildcard examples

2.3.2.3 XPath predicates

Predicates are enclosed in square brackets [ ]. As an analogy, you can think of them as
the equivalent to the WHERE clause in SQL. For example [@id="902"] can be read as:
“WHERE attribute id is equal to 902". There can be multiple predicates in one XPath
expression. To specify a positional predicate, use [n] which means the n™ child would be
selected. For Example, employee[2] means that the second employee should be selected.
Table 2.4 provides more examples.

XPath Result
/dept/employee[@i1d=*“902""]/name <name>Peter Pan</name>
/dept[@bldg="101"]/employee[office <name>John Doe</name>

>*“300"]/name
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//employee[office="344" OR 901
office=*216"]/@id 902
/dept/employee[2]/0@id 902

Table 2.4 — XPath predicate examples

2.3.2.4 The parent axis

wn

Similar to MS-DOS or Linux/UNIX, you can use a “.” (dot) to indicate in the expression that

you are referring to the current context, and a “..” (dot dot) to refer to the parent context.
Table 2.5 provides more examples.

XPath Result
/dept/employee/name[ . ./@i1d=“902""] <name>Peter Pan</name>
/dept/employee/office[.>“300"] <office>344</office>
/dept/employee[office > “300]/office <office>344</office>
/dept/employee[name=*“John Doe”]/../@bldg 101

/dept/employee/name[ .=*“John Doe”]/../../@bldg 101

Table 2.5 — XPath parent axis

2.3.3 XQuery basics

XQuery is a query language created for XML. XQuery supports path expressions to
navigate the XML hierarchical structure. In fact, XPath is a subset of XQuery; therefore,
everything we learned earlier about XPath applies to XQuery too. XQuery supports both
typed and untyped data. XQuery lacks null values because XML documents omit missing
or unknown data. XQuery and XPath expressions are case sensitive, and XQuery returns
sequences of XML data.

XQuery supports the FLWOR expression. If we use SQL for an analogy, it is equivalent to
a SELECT-FROM-WHERE expression. The next section describes FLWOR in more detail.

2.3.3.1 XQuery: FLWOR expression
FLWOR stands for:

= FOR: iterates through a sequence, binds a variable to items
= LET: binds a variable to a sequence
= WHERE: eliminates items of the iteration

= ORDER: reorders items of the iteration



Chapter 2 - DB2 pureXML 61

= RETURN: constructs query results

It is an expression that allows manipulation of XML documents, enabling you to return
another expression. For example, assume you have a table with this definition:

CREATE TABLE dept(deptlD CHAR(8),deptdoc XML);

And the XML document in Listing 2.2 is inserted in the deptdoc column

<dept bldg="101"">
<employee i1d="901”>
<name>John Doe</name>
<phone>408 555 1212</phone>
<office>344</office>
</employee>
<employee i1d="902"">
<name>Peter Pan</name>
<phone>408 555 9918</phone>
<office>216</office>
</employee>
</dept>
Listing 2.2 - A sample XML document

Then the XQuery statement in Listing 2.3 using the FLWOR expression could be run:

xquery
for $d in db2-fn:xmlcolumn(“dept.deptdoc*®)/dept
let $emp := $d//employee/name
where $d/@bldg > 95
order by $d/@bldg
return
<EmpList>
{$d/@bldg, $emp}
</EmpList>
Listing 2.3 - A sample XQuery statement with the FLWOR expression

This would return the output shown in Listing 2.4

<EmpList bldg="101">
<name>
John Doe
</name>
<name>
Peter Pan
</name>
</EmpList>
Listing 2.4 - Output after running the XQuery statement in Listing 2.3
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2.3.4 Inserting XML documents

Inserting XML documents into a DB2 database can be performed using the SQL INSERT
statement, or the IMPORT utility. XQuery cannot be used for this purpose as this has not
yet been defined in the standard.

Let's examine the script table_creation.txt shown in Listing 2.5 below, which can be
run from the DB2 Command Window or Linux shell using this statement:

db2 —tvf table_creation.txt

- D
drop database mydb

-- (@
create database mydb using codeset UTF-8 territory US

il C))

connect to mydb

- @
create table items (
id int primary key not null,
brandname  varchar(30),
itemname varchar(30),
sku int,
srp decimal (7,2),
comments xml
)
-- (3
create table clients(
id int primary key not null,
name varchar(50),
status varchar(10),
contact xml
)
-- (6)

insert into clients values (77, "John Smith®, "Gold",
"<addr>111 Main St., Dallas, TX, 00112</addr>")
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-
IMPORT FROM "D:\Raul\clients.del" of del xml from "D:\Raul"™ INSERT INTO
CLIENTS (ID, NAME, STATUS, CONTACT)

-- (8
IMPORT FROM "D:\Raul\items.del"™ of del xml from "D:\Raul"™ INSERT INTO
ITEMS (1D, BRANDNAME, ITEMNAME, SKU, SRP, COMMENTS)

Listing 2.5 - Contents of the file table_creation.txt

Note that this script file and related files are provided in the compressed file
Exercise_Files DB2 Application_Development.zip that accompanies this

book. Follow along as we describe each line in the script of Listing 2.5.

1. Drop the database mydb. This is normally done in script files to perform cleanup.
If mydb didn’t exist before, you will receive an error message, but this is OK.

2. Create the database mydb using the codeset UTF-8. This creates a Unicode
database. pureXML is supported in both Unicode and non-Unicode databases.

3. Connect to the newly created database mydb. This is necessary to create objects
within the database.

4. Create the table items. Note that the last column in the table (column comments)
is defined as an XML column using the new XML data type.

5. We create the table clients. Note that the last column in the table (column
contact) is also defined with the new XML data type.

6. Using this SQL INSERT statement, you can insert an XML document into an XML
column. In the INSERT statement you pass the XML document as a string
enclosed in single quotes.

7. Using an IMPORT command, you can insert or import several XML documents
along relational data into the database. In (7) you are importing the data from the
clients.del file (a delimited ascii file), and you also indicate where the XML
data referenced by that clients.del file is located (for this example, in
D:\Raul).

We will take a more careful look at file clients.del, but first, let's see the contents of
directory D:\Raul first. Figure 2.8 provides this information.
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C:4Raul
Mame

B Client3z2 7, <l

B Clienk4309, xml

B ClientSaE 1, xml

B Clientas7 7 el
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B Comment 3926, xml
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XML Dacurme
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%ML Schermn:
DEL File
XML Dacurme
XML Dacurme
XML Dacurme
DEL File

Figure 2.8 - Contents of D:\Raul directory with XML documents

Listing 2.6 shows the contents of the text file clients.del.

3227 ,Ella Kimpton,Gold,<XDS FIL="Client3227_xml" />,

8877,Chris Bontempo,Gold,<XDS FIL="Client8877.xml"/>,
9077,Lisa Hansen,Silver,<XDS FIL="Client9077.xml"* />
9177 ,Rita Gomez,Standard,<XDS FIL="Client9177.xml"/>,

5681,Paula Lipenski,Standard,<XDS FIL="Client5681.xml" />,
4309,Tina Wang,Standard,<XDS FIL="Client4309.xml*"/>

Listing 2.6 - Contents of the file clients.del

Inthe clients.del file, “XDS FIL="" is used to point to a specific XML document file.

Figure 2.9 shows the Control Center after running the above script.
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Figure 2.9 — The Control Center after running the table_creation.txt script

Note that in the figure, we show the contents of the CLIENTS table. The last column
contact is an XML column. When you click on the button with three dots, another
window opens showing you the XML document contents. This is shown in the bottom right
corner of the Figure 2.9.

2.3.5 Querying XML data
There are two ways to query XML data in DB2 software:
= Using SQL with XML extensions (SQL/XML)
= Using XQuery
In both cases, DB2 follows international XML standards.
2.3.5.1 Querying XML data with SQL/XML

Using regular SQL statements allows you to work with rows and columns. An SQL
statement can be used to work with full XML documents; however, it would not help when
attempting to retrieve only part of the document. In such cases, you need to use SQL with
XML extensions (SQL/XML).
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Table 2.6 describes some of the SQL/XML functions available with the SQL 2006 standard

Function name Description
XMLPARSE Parses character or large object binary data, produces
XML value
XMLSERIALIZE Converts an XML value into character or large object
binary data
XMLVALIDATE Validates XML value against an XML schema and

type-annotates the XML value

XMLEXISTS Determines if an XQuery returns a results (i.e. a
sequence of one or more items)

XMLQUERY Executes an XQuery and returns the result sequence

XMLTABLE Executes an XQuery, returns the result sequence as a
relational table (if possible)

XMLCAST Cast to or from an XML type
Table 2.6 — SQL/XML Functions

The following examples can be tested using the mydb database created earlier.

Example 1

Imagine that you need to locate the names of all clients who live in a specific zip code. The
clients table stores customer addresses, including zip codes, in an XML column. Using
XMLEXISTS, you can search the XML column for the target zip code and then restrict the
return result set accordingly. Listing 2.7 below illustrates the query required.

SELECT name FROM clients

WHERE xmlexists(
"$c/Client/Address[zip="95116"]"
passing clients.contact as "c"

)
Listing 2.7 - An example using XMLEXISTS

In Listing 2.7, the first line is an SQL clause specifying that you want to retrieve information
in the name column of the clients table.

The WHERE clause invokes the XMLEXISTS function, specifying the XPath expression
that prompts DB2 to navigate to the zip element and check for a value of 95116

The $c/Client/Address clause indicates the path inside the XML document hierarchy
where DB2 can locate the zip element. A dollar sign ($) is used to specify a variable;
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therefore “c” is a variable. This variable is then defined by this line: passing
clients.contact as 'c". Here, clients is the name of the table and contact is the
name of the column with an XML data type. In other words, we are passing the XML
document to the variable “c”.

DB2 inspects the XML data contained in the contact column, navigates from the root
Client node down to the Address node, then to the zip node and finally determines if
the customer lives in the target zip code. The XMLEXISTS function evaluates to “true” and
DB2 returns the name of the client associated with that row.

Starting with DB2 9.5, the above query could be simplified as shown in Listing 2.8 below.

SELECT name FROM clients
WHERE xmlexists(
"$CONTACT/Client/Address[zip="95116"]"

)
Listing 2.8 - Simplified version of the query shown in Listing 2.7

A variable with the same name as an XML column is created automatically by DB2. In the
above example, the variable CONTACT is created automatically by DB2. Its name matches
the name of the XML column CONTACT.

Example 2

Let's consider how to solve the problem of how to create a report listing the e-mail
addresses of “Gold” status customers. The query in Listing 2.9 below could be run for this
purpose.

SELECT xmlquery("$c/Client/email”™ passing contact as ''c')
FROM clients
WHERE status = "Gold~

Listing 2.9 - An example using XMLQUERY

The first line indicates we want to return the email address which is an element of the XML
document (not a relational column). As in the previous example, “$c” is a variable that
contains the XML document. In this example we use the XMLQUERY function which can
be used after a SELECT, while the XMLEXISTS function can be used after a WHERE
clause.

Example 3

There may be situations when you would like to present XML data as tables. This is
possible with the XMLTABLE function as shown in Listing 2.10 below.

SELECT t.comment#, i.itemname, t.customerlD, Message
FROM items 1,
xmltable("$c/Comments/Comment” passing i.comments as *'c"
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columns Comment# integer path "CommentlID",

CustomerlID integer path "CustomeriD",

Message varchar(100) path "Message®) AS t
Listing 2.10 - An example using XMLTABLE

The first line specifies the columns to be included in your results set. Columns prefixed with
the “t” variable are based on XML element values.

The third line invokes the XMLTABLE function to specify the DB2 XML column containing
the target data (i . comments) and the path within the column's XML documents where the

elements of interest are located.

The columns clause, spanning lines 4 to 6, identifies the specific XML elements that will
be mapped to output columns in the SQL result set specified on line 1. Part of this mapping
involves specifying the data types to which the XML element values will be converted. In
this example all XML data is converted to traditional SQL data types.

Example 4

Now let's explore a simple example in which you include an XQuery FLWOR expression
inside an XMLQUERY SQL/XML function. This is illustrated in Listing 2.11.

SELECT name, xmlquery(
“for $e in $c/Client/email[1l] return $e”
passing contact as “c”
)
FROM clients
WHERE status = “Gold”
Listing 2.11 - An example using XMLQUERY and FLWOR

The first line specifies that the customer names and the output from the XMLQUERY
function will be included in the result set. The second line indicates the first email sub-
element of the Client element is to be returned. The third line identifies the source of our
XML data (contact column). The fourth line tells us that this column is coming from the
clients table; and the fifth line indicates that only Gold customers are of interest.

Example 5

The example illustrated in Listing 2.12 demonstrates again the XMLQUERY function which
takes an XQuery FLWOR expression; however, note that this time we are returning not
only XML, but also HTML.

SELECT xmlquery("for $e in $c/Client/email[1]/text()
return <p>{$e}</p>"
passing contact as ''c')
FROM clients
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WHERE status = "Gold~
Listing 2.12 - An example returning XML and HTML

The return clause of XQuery enables you to transform XML output as needed. Using the
text()function in the first line indicates that only the text representation of the first email
address of qualifying customers is of interest. The second line specifies that this
information is to be surrounded by HTML paragraph tags.

Example 6

The following example uses the XMLELEMENT function to create a series of item
elements, each of which contain sub-elements for the ID, brand name, and stock keeping
unit (SKU) values obtained from corresponding columns in the 1tems table. Basically, you
can use the XMLELEMENT function when you want to convert relational data to XML data.
This is illustrated in Listing 2.13.

SELECT
xmlelement (name "item', itemname),
xmlelement (name "id", id),
xmlelement (name "brand', brandname),
xmlelement (name ''sku', sku)
FROM items
WHERE srp < 100

Listing 2.13 - An example using XMLELEMENT

The query in Listing 2.13 would return the output as shown in Listing 2.14

<item>
<id>4272</id>
<brand>Classy</brand>
<sku>981140</sku>
</item>

<item>
<id>1193</id>
<brand>Natural</brand
<sku>557813</sku>

</item>

Listing 2.14 - Output of the query in Listing 2.13

2.3.5.2 Querying XML data with XQuery

In the previous section, we looked at how to query XML data using SQL with XML
extensions. SQL was always the primary query method, and XPath or XQuery was
embedded inside SQL. In this section, we discuss how to query XML data using XQuery.
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This time, XQuery will be the primary query method, and in some cases, we will use SQL
embedded inside XQuery (using the db2-fn:sqlquery function). When using XQuery,

we will invoke a few functions, and will also use the FLWOR expression.

Example 1

This is a simple XQuery to return customer contact data. In the example, CONTACT is the
name of the XML column, and CLIENTS is the name of the table.

xquery db2-fn:xmlcolumn(“CLIENTS.CONTACT?)

Always prefix any XQuery expression with the xquery command so that DB2 knows it has

to use the XQuery parser, otherwise DB2 will assume you are trying to run an SQL
expression. The db2-fn:xmlcolumn function is a function that retrieves the XML

documents from the column specified as the parameter. It is equivalent to the following
SQL statement, as it is retrieving the entire column contents:

SELECT contact FROM clients
Example 2

In this example shown in Listing 2.15, we use the FLWOR expression to retrieve client fax
data

xquery
for $y in db2-fn:xmlcolumn(“CLIENTS.CONTACT”)/Client/fax
return $y

Listing 2.15 - XQuery and the FLWOR expression

The first line invokes the XQuery parser. The second line instructs DB2 to iterate through
the fax sub-elements contained in the CLIENTS.CONTACT column. Each fax element is

bound to the variable $y. The third line indicates that for each iteration, the value “$y” is
returned.

The output of this query is illustrated in Listing 2.16 (We omitted the namespace in the
output, otherwise it would be harder to read as it may span several lines):

<fax>4081112222</fax>
<fax>5559998888</fax>
Listing 2.16 - Output of the query show in Listing 2.15

Example 3
The example in Listing 2.17 queries XML data and returns the results as HTML.

xquery
<ul> {
for $y in db2-fn:xmlcolumn(“CLIENTS.CONTACT”)/Client/Address
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order by $y/zip
return <li>{$y}</li>
}
</ul>
Listing 2.17 - XQuery statement with the FLWOR expression returning HTML

The sample HTML returned would look as shown in Listing 2.18.

<ul>

<li>

<address>
<street>9407 Los Gatos Blvd.</street>
<city>Los Gatos</city>
<state>ca</state>
<zip>95302</zip>

</address>

</li>

<address>

<street>4209 El Camino Real</street>
<city>Mountain View</city>
<state>CA</state>
<zip>95302</zip>

</address>

</li>

</ul>

Listing 2.18 - Output of the query ran in Listing 2.17

Example 4

The following example shows how to embed SQL within XQuery by using the db2-
fn:sglquery function. The db2-fn:sqlquery function executes an SQL query and
returns only the selected XML data. The SQL query passed to db2-fn:sqlquery must
only return XML data. This XML data can then be further processed by XQuery. This is

illustrated in Listing 2.19.

xquery
for $y in
db2-fn:sqlquery(
“select comments from items where srp > 100~
)/Comments/Comment
where $y/ResponseRequested=*Yes~
return (
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<action>
{$y/ProductlID
$y/CustomerlD
$y/Message}
</action>

)
Listing 2.19 - An example of the db2-fn:sglquery function embedding SQL within

XQuery

In the example, the SQL query filters rows based on the condition that the srp column has
a value greater than 100. From those rows filtered, it will pick the comments column,
which is the XML column. Next XQuery (or XPath) is applied to go to sub-elements.

Note:

SQL is case insensitive and DB2 software stores all table and column names in
uppercase by default. XQuery on the other hand, is case sensitive. The above functions
are XQuery interface functions so all the table names and column names should be
passed to these functions in uppercase. Passing the object names in lowercase may
result in an undefined object name error.

2.3.6 Joins with SQL/XML

This section describes how to perform JOIN operations between two XML columns of
different tables, or between one XML column and one relational column. Assume you have
created two tables with the statements shown in Listing 2.20

CREATE TABLE dept (unitlD CHAR(8), deptdoc XML)

CREATE TABLE unit (unitlD CHAR(8) primary key not null,
name CHAR(20),
manager VARCHAR(20),

)
Listing 2.20 - DDL of tables to use in the JOIN examples

You can perform a JOIN operation in either of two ways. The first method is shown in
Listing 2.21.

SELECT u.unitlD
FROM dept d, unit u
WHERE XMLEXISTS (
“$e//employee[name = $m]~
passing d.deptdoc as “e”, u.manager as “m’”)
Listing 2.21 - First method to perform a JOIN with SQL/XML

Line 4 of the statement in the above listing shows that the JOIN operation occurs between
the element name, which is a sub-element of the deptdoc XML column in table dept, and
the manager relational column in the table unit.
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Listing 2.22 shows the second method to perform the JOIN.

SELECT u.unitlID
FROM dept d, unit u
WHERE u.manager = XMLCAST(
XMLQUERY (“$e//employee/name “
passing d.deptdoc as “e”)
AS char(20))
Listing 2.22 - Second method to perform a JOIN with SQL/XML

In this second method, the relational column is on the left side of the JOIN. If the relational
column is on the left side of the equation, a relational index may be used instead of an XML
index.

2.3.7 Joins with XQuery
Assume the following tables have been created:

CREATE TABLE dept(unitlD CHAR(8), deptdoc XML)
CREATE TABLE project(projectDoc XML)

If we use SQL/XML, a JOIN would look as shown in Listing 2.23.

SELECT XMLQUERY (
“$d/dept/employee’ passing d.deptdoc as “d”)
FROM dept d, project p
WHERE XMLEXISTS (
“$e/dept[@deptID=$p/project/deptiD]*
passing d.deptdoc as “e”, p.projectDoc as “p”)
Listing 2.23 - A JOIN with SQL/XML

The equivalent JOIN using XQuery is shown in Listing 2.24.

xquery
for $dept in db2-fn:xmlcolumn(“DEPT.DEPTDOC”)/dept
for $proj in db2-fn:xmlcolumn(““PROJECT.PROJECTDOC")/project
where $dept/@deptID = $proj/deptliD
return $dept/employee

Listing 2.24 - A JOIN with XQuery

This second method is easier to interpret -- variable $dept holds the XML document of the
XML column deptdoc in table dept. The variable $proj holds the XML document of the
XML column projectdoc in table project. Then line 4 performs the JOIN operation
between an attribute of the first XML document and an element of the second XML
document.
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2.3.8 Update and delete operations

Update and delete operations on XML data can be performed in one of two ways:
= Using SQL UPDATE and DELETE statements
= Using the TRANSFORM expression

For the first way using SQL UPDATE and DELETE statements, the update or delete occurs
at the document level; that is, the entire XML document is replaced with the updated one.
For example, in the UPDATE statement in Listing 2.25 below, if you'd only like to change
the <state> element, the entire XML document is actually replaced.

UPDATE clients SET contact=(
xmlparse(document
“<Client>
<address>
<street>5401 Julio ave.</street>
<city>San Jose</city>
<state>CA</state>
<zip>95116</zip>
</address>
<phone>
<work>4084633000</work>
<home>4081111111</home>
<cel1>4082222222</cel 1>
</phone>
<fax>4087776666</fax>
<emai I>newemai l@someplace.com</emai l>
</Client>")
)
WHERE id = 3227
Listing 2.25 - An example of an SQL UPDATE

For the second way, you can perform sub-document updates using the TRANSFORM
expression, which is a lot more efficient. This allows you to replace, insert, delete or
rename nodes in an XML document. You can also change the value of a node without
replacing the node itself, typically to change an element or attribute value—which is a very
common type of update. This support was added in DB2 9.5.

The TRANSFORM expression is part of the XQuery language, you can use it anywhere
you normally use XQuery, for example in a FLWOR expression or in the XMLQUERY
function in an SQL/XML statement. The most typical use is in an SQL UPDATE statement
to modify an XML document in an XML column.

Listing 2.26 shows the syntax of the TRANSFORM expression.

>>-transform--] copy clause |--] modify clause |--] return clause |-><
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copy clause

| -—copy----$VariableName--:=--CopySourceExpression-+---————————- |
modify clause
| --modi fy--ModifyExpression--——-——-—-————— - |
return clause
| --return--ReturnExpression--—————-—————— |

Listing 2.26 - The syntax of the TRANSFORM expression
The copy clause is used to assign to a variable the XML documents you want to process.

In the modify clause, you can invoke an insert, delete, rename, or replace
expression. These expressions allow you to perform updates to your XML document.

For example:

e If you want to add new nodes to the document, you would use the insert
expression

e To delete nodes from an XML document, use the delete expression

e To rename an element or attribute in the XML document, use the rename
expression

e To replace an existing node with a new node or sequence of nodes, use the
replace expression. The replace value of the expression can only be used to

change the value of an element or attribute.
The return clause returns the result of the transform expression.

Listing 2.27 shows an example of an UPDATE statement using the TRANSFORM
expression.

(1)-- UPDATE customers
(2)-- SET contactinfo = xmlquery( "declare default element namespace

3)-- "http://posample.org";

4)-- transform

B)-- copy $newinfo := $c

(6)-- modify do insert <email2>my2email .gm.com</email2>
a)-- as last into $newinfo/customerinfo

(8)-- return $newinfo” passing contactinfo as "'c')
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(9)-- WHERE id = 100
Listing 2.27 - An UPDATE using the TRANSFORM expression

In the above example, lines (1), (2), and (9) are part of the SQL UPDATE syntax. In Line
(2) the XMLQUERY function is invoked, which calls the transform expression in line (4).
The transform expression block goes from line (4) to line (8), and it is used to insert a new
node into the XML document containing the email2 element. Note that updating the
elements in an XML document through a view is not supported.

Deleting entire XML documents from tables is as straightforward as when using the
SELECT statement in SQL/XML. Use the SQL DELETE statement and specify any
necessary WHERE predicates.

2.3.9 XML indexing

In an XML document, indexes can be created for elements, attributes, or for values (text
nodes). Below are some examples. Assume the table below was created:

CREATE TABLE customer(info XML)
And assume the XML document in Listing 2.28 is one of the documents stored in the table.

<customerinfo Cid="1004">
<name>Matt Foreman</name>
<addr country="Canada'>
<street>1596 Baseline</street>
<city>Toronto</city>
<state>Ontario</state>
<pcode>M3Z-5H9</pcode>
</addr>
<phone type="work'>905-555-4789</phone>
<phone type="home'>416-555-3376</phone>
<assistant>
<name>Peter Smith</name>
<phone type="home'>416-555-3426</phone>
</assistant>
</customerinfo>
Listing 2.28 - The XML document to use in the examples related to XML indexes

The statement shown in Listing 2.29 creates an index on the attribute Cid

CREATE UNIQUE INDEX idx1 ON customer(info)
GENERATE KEY USING
xmlpattern "/customerinfo/@Cid"
AS sql DOUBLE

Listing 2.29 - An index on attribute Cid

The statement shown in Listing 2.30 creates an index on the element name
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CREATE INDEX idx2 ON customer(info)
GENERATE KEY USING
xmlpattern "/customerinfo/name”
AS sql VARCHAR(40)

Listing 2.30 - An index on element name

The statement in Listing 2.31 creates an index on all elements name

CREATE INDEX idx3 ON customer(info)
GENERATE KEY USING
xmlpattern "//name*
AS sql VARCHAR(40);

Listing 2.31 - An index on all elements name

The statement in Listing 2.32 creates an index on all text nodes (all values). This is not
recommended, as it would be too expensive to maintain the index for update, delete and
insert operations, and the index would be too large.

CREATE INDEX idx4 ON customer(info)
GENERATE KEY USING
xmlpattern "//text()"
AS sql VARCHAR(40);
Listing 2.32 - An index on all text nodes (Not recommended)

2.4 Working with XML Schemas

DB2 allows you to insert an XML document into the database if it is well-formed. If it's not,
you will receive an error at insertion time. On the other hand, DB2 does not force you to
validate a XML document. If you wish to have an XML document validated, you have
several alternatives as we will discuss in this section.

2.4.1 Registering your XML Schemas

XML Schemas are stored in the DB2 databases in what is called an XML Schema
repository. To add an XML Schema to a repository, you use the REGISTER XMLSCHEMA
command.

For example, let's say you have an XML document stored in file order .xml as shown in
Figure 2.10
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<?xml wversion="1.0" encoding="UTF-8"7
<po:Purchasefrder xmlns:po="http://www.test.com/po™>
<Header>
<Td»1</Id>
<date»2004-01-29</date>
<de=scription>purchase order</description>
<value>20</value>
<3tatus>shipped</status>
</Header>
<ITtems>
<Item>
<ItemDescription color="red" weight="5">
<Hame>Widget C</Hame>

<SEU>1</5ET>
<Price>30</Price>
<Comment>no comment</Comment
</ItemDescriptions
<HunmberOrdered>1</HunberOrdered:>
</ITtem>
</fItema>

<Customer type="regualar">
<Mame>Manoj ¥ Sardana</Hame>
<Address>ring road, bangalore</Address>
<Phone>9180510551059</Phone>
<emailsmsardanalin.ibm. com</emails>
</Customer>
</po:Purchaze0rder>

Figure 2.10 - The order.xml file containing an XML document

Now, let's say you have an XML Schema document stored in file order .xsd as shown in
Figure 2.11
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Ckxsd schema xmlrs xsd="http://wwWww.w3. o:g/EQOl/KHLSchema" i
- T rargetNamespace="heeps [ lywwtestooon/Fo"
xmlns:po="http://wwWw.test.com/po”
xmlns:head="http://www.test.com/header™
¥mins:prod = "htep://www.test.com/product®
¥mlns:cust = "http://Wwww.test.com/customer">

<xs :z;pnrth‘ space="http://www.test.com/product™ 5chemﬁLacat10n§’ﬁ§gduct.xsd:H?
<¥3d:import :Sﬁzspace="http:ffwww.test.comfcustomer" schemalocati h="cu5tomﬁr.x3d"%})
<xs6:import space="http://wuw.test.com/header"” schemaLocationSkh
<xsd: XxType name="itemIype"> —
<xsd:sequence> -
<xsd:element name—“Item"\Q&fOccura—“lj)maxOccurs—"unbounded" >
<xsd:complexType> _—
<xsd:sequence>
<xsd:element name="ItemDescription" type="prod:prodIype" />
<xsd:element name="NumberOrdered" type="xsd:integer" />
</xad:sequence>
</xsd:complexType>
</xsd:element>
</xsd:sequence>
</x%ad:complexType>

ieader.xsd"™ /> -
! Iz

<xsd: complexType name="potype">

<xsd:sequence>
<x=d:element name="Header" type="head:headerType" />
<xsd:element name="Items" type="po:itemIype”™ />
<xsd:element name="Customer”™ type="cust:customerType" />

</xsd:sequence>

</xsd:complexType>

<xsd:element name="PurchaseOrder" type="po:potype"” />
</xsd:schema>
Figure 2.11 - The order.xsd file containing an XML schema
In this XML Schema document we highlight with an ellipse the following:
= <xsd:schema ....>: Indicates it's a XML Schema document

= <xsd:import ...>: We import other xsd files (other XML Schemas) that would be part
of this bigger XML Schema.

= minOccurs="1": An example of an XML Schema “rule”, where for element Item we

say that it should occur at least one time, or in other words, there should be at least
one Item element.

Next, in order to register the XML Schema to the database, a script similar to the one
shown in Listing 2.33 below could be used. The script includes comments that make it self-
explanatory.

-- CONNECT TO THE DATABASE
CONNECT TO SAMPLE;

-- REGISTER THE MAIN XML SCHEMA
REGISTER XMLSCHEMA http://www.test.com/order FROM D:\example3\order.xsd AS
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order;

-- ADD XML SCHEMA DOCUMENT TO MAIN SCHEMA

ADD XMLSCHEMA DOCUMENT TO order ADD http://www.test.com/header FROM
D:\example3\header.xsd;

-- ADD XML SCHEMA DOCUMENT TO MAIN SCHEMA

ADD XMLSCHEMA DOCUMENT TO order ADD http://www.test.com/product FROM
D:\example3\product.xsd;

-- ADD XML SCHEMA DOCUMENT TO MAIN SCHEMA

ADD XMLSCHEMA DOCUMENT TO order ADD http://www.test.com/customer FROM
D:\example3\customer .xsd;

-- COMPLETE THE SCHEMA REGISTRATION
COMPLETE XMLSCHEMA order;
Listing 2.33 - A sample script showing the steps to register an XML schema

To review this information later you can SELECT the information from the Catalog tables
as shown in Listing 2.34 below.

SELECT CAST(OBJECTSCHEMA AS VARCHAR(15)), CAST(OBJECTNAME AS VARCHAR(15))
FROM syscat.xsrobjects
WHERE OBJECTNAME="ORDER*;

Listing 2.34 - Retrieving XML schema information from the DB2 Catalog tables

2.4.2 XML Schema validation

Once your XML Schemas have been registered in DB2, you can validate your XML
documents in two ways:

= Use the XMLVALIDATE function during an INSERT
= Use a BEFORE Trigger

Figure 2.12 shows an example where the XML document shown in Figure 2.10 is validated
according to the XML Schema shown in Figure 2.11.
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DROP TABLE t1;
CREATE TAELE t1 {po xmi);

INSERT INTO t1 WALUES{xmlvalidate(xmlparsedocurment('<?xml wersion="1.0" encoding="UTF-8"7=
<po:PurchaseOrder xmins:po="http:/Mww test.com/po"s
<Header=
<ld=1</d=
<date>2004-01-29</date >
zdescription=purchase order</description:
=values20<values
«<status=shipped</status=
</Header=
<ltems:
=Item:=
<ltemDescription colar="red" weight="3"=
<MamexWidiet C</MName:=
<5kHU=1</SKU =
<Price=30</Price=
=Comment=na comment</Comment=
</ItermDescription:=
<MumberOrdered>1</MumberOrdered=
<flterm:
={ltems=
<Custamer type="regular"=
=Narme=Manoj K Sardana</Mame:=
<Address=ring road, bangalore</Address:=
<Phone=9180510595109</Phone=
<email=msardanai@in.ibm.com<femail=
</Customer=
</po:PurchaseOrder=")) ACCORDING TO XMLSCHEMA ID order));

Figure 2.12 - XML Schema validation using XMLVALIDATE

To test if an XML document has been validated, you can use the “IS VALIDATED”
predicate on a CHECK constraint.

You can validate XML documents in a column using different XML schemas. This is
important for easy migration from version 1 to version 2 of an XML schema. In the same
XML column, you may also find XML documents with no validation at all. This is useful if
documents are received from trusted and non-trusted sources where only the later require
schema validation.

2.4.3 Other XML support

Small XML documents can now be in-lined with the base table. This means that the XML
data is stored in the same place as the relational data, and can take advantage of the
same compression mechanisms as regular relational data. Larger XML documents are
stored in a separate internal object, which can also be compressed.
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DB2 software also supports XML Schema evolution. This means that if your XML Schema
changes, you can update the XML Schema easily with the UPDATE XMLSCHEMA
command. If the changes to the XML Schema are too drastic, you are likely to get some
errors.

In DB2 XML decomposition or “shredding” is also supported. This is the “old” method to
store XML in databases, and is what other vendors use to store XML. DB2 still supports
this method if you wish to use it; but we recommend pureXML. DB2 also supports the XML
Extender, also using the old method to store XML, but this extender will no longer be
enhanced.

With DB2 9.7 all the benefits of pureXML has been extended to database partitions
commonly used for data warehouses. Database Partitioning Feature (DPF) is offered with
DB2 Enterprise Edition.

2.5 Exercises

Throughout this chapter, you have seen several examples of SQL/XML and XQuery syntax
and have been introduced to the DB2 Command Editor and IBM Data Studio. In this
exercise, you will test your SQL/XML and XQuery knowledge while gaining experience with
these tools. We will use the mydb database created using the table_creation.txt script file
which was explained earlier in this chapter (Listing 2.5).

Procedure

1. Create the mydb database and load the XML data, as discussed earlier in the
chapter. The file table_creation.txt is included in the accompanying file
Exercise_Files _DB2_Application_Development.zip under the Chapter
2 folder. Run the table_creation.txt script file from a DB2 Command Window
or Linux shell as follows:

db2 —tvf table creation.txt

2. If the script fails in any of the steps, try to figure out the problem by reviewing the
error messages. A typical problem when running the script is that you may need to
change the paths of the files as they may be located in different directories. You
can always drop the database and start again issuing this command from the DB2
Command Window or Linux shell:

db2 drop database mydb
3. If you receive an error while trying to drop the database because of active
connections, issue this command first:

db2 force applications all
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4. After successfully running the script, use the DB2 Control Center, or IBM Data
Studio to verify that the items and clients tables are created and that they contain
4 and 7 rows respectively.

5. With the mydb database created and with the two tables loaded, you can now
connect to it, and perform the queries shown in Listings 2.7 through 2.19

2.6 Summary

This chapter introduced you to XML and pureXML technology. XML document usage is
growing exponentially due to Web 2.0 tools and techniques as well as SOA. By storing
XML documents in a DB2 database you can take advantage of security, performance, and
coding flexibility using pureXML. pureXML is a technology that allows you to store the XML
documents in parsed-hierarchical format, as a tree, and this is done at database insertion
time. At query time, there is no need to parse the XML document in order to build a tree
before processing. The tree for the XML document was already built and stored in the
database. In addition, pureXML technology uses a native XML engine that understands
XQuery; therefore, there is no need to map XQuery to SQL which is what is done in other
RDBMS products.

The chapter also talked about how to insert, delete, update and query XML documents
using SQL/XML and XQuery. It also discussed XML indexes, XML Schema, and other
features such as compression and XML Schema evolution.

2.7 Review guestions

Why is it a good idea to store XML documents in a database as opposed to files?
What are the two types of databases for storing XML data?

What are the two main characteristics of pureXML?

Why would using pureXML be better for application performance?

How can you insert an XML document into a DB2 database?

o g ~ 0w bd R

Which of the following can be used to retrieve XML data in DB2?
A. SQL

SQL/XML

XQuery

BandC

moo

All of the above
7.  Which of the following is not a SQL/XML function?
A. XMLQUERY
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XMLTABLE
XMLCAST
XMLVALIDATE
XMLNAVIGATE

mo o W

8. Which of the following is not an XQuery function
A. db2-fn:xmlcolumn

db2-fn:sqglquery

XMLQUERY

All of the above

mo o W

None of the above

9. How can you update an XML document?
A. Use the SQL INSERT statement
Use the TREEUPDATE expression
Use the TRANSFORM expression

All of the above

mOoO O W

None of the above
10. Which of the following statements is true?
A. XML Indexes can be created for elements, and attributes, but not values

B. XML Schemas are stored in the XML Schema repository, a separate internal
file not related to the database.

You can validate an XML document with an AFTER trigger
All of the above

None of the above



Chapter 3 — Stored procedures, UDFs, triggers,
and data Web services

This chapter focuses on data server-side development using stored procedures, user-
defined functions (UDFs) and triggers.

A stored procedure is a database application object that can encapsulate SQL statements
and business logic. Keeping part of the application logic in the database provides
performance improvements as the amount of network traffic between the application and
the database is considerably reduced. In addition, stored procedures provide a centralized
location to store your code, so other applications can reuse the same stored procedures.

A UDF allows you to extend the SQL language and encapsulate your business logic.

Triggers are database objects that allow database administrators to have the data server
automatically verify the validity of data before insertion, or to audit data after it has been
modified.

Data Web services externalize information from a DB2 database by converting SQL scripts
or stored procedures into a Web service. This provides a flexible, inexpensive, and
convenient solution to companies that need to share information stored in their databases.

In this chapter you will learn about:
= The basics of SQL PL and Java stored procedures
= Developing User-defined functions
= Creating Data Web Services
= Working with IBM Data Studio
= Creating BEFORE, AFTER and INSTEAD OF triggers.

3.1 Stored procedures: The big picture

DB2 stored procedures can be written using SQL PL (SQL Procedural Language), C/C++,
Java, COBOL, CLR (Common Language Runtime) supported languages, and OLE. In this
chapter, we focus on SQL PL procedures because of their popularity, good performance
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and simplicity. The SQL PL language is based on the SQL/PSM (SQL Persisted Stored
Modules) standard. We also discuss briefly how to create a Stored Procedure using the
Java language.

Note:

New with DB2 9.7 is the support for PL/SQL (Procedural Language / SQL) which is
Oracle's data server proprietary procedural language extension to SQL/PSM and is used
with stored procedures. The DB2 Express-C edition does not currently support PL/SQL.

Figure 3.1 illustrates how stored procedures work.

Client Application Server

Figure 3.1 — Network traffic reduction with stored procedures

At the top left corner of the figure, you see several SQL statements executed one after the
other. Each SQL is sent from the client to the data server, and the data server returns the
result back to the client. If many SQL statements are executed like this, network traffic
increases. On the other hand, at the bottom, you see an alternate method that incurs less
network traffic. This second method calls a stored procedure myproc stored on the server,
which contains the same SQL; and then at the client (on the left side), the CALL statement
is used to call the stored procedure. This second method is more efficient, as there is only
one call statement that goes through the network, and one result set returned to the client.

Stored procedures can also be helpful for security purposes in your database. For
example, you can let users access tables or views only through stored procedures; this
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helps lock down the server and keep users from accessing information they are not
supposed to access. This is possible because users do not require explicit privileges on the
tables or views they access through stored procedures; they just need to be granted
sufficient privilege to invoke the stored procedures.

Note:

For more information about SQL PL stored procedures, watch this video:
http://www.channeldb2.com/video/video/show?id=807741:Vide0:4343

3.2 Working with IBM Data Studio

IBM Data Studio 2.2 will be used in this chapter to develop stored procedures, UDFs, and
data Web services. IBM Data Studio 2.2 is free. It is not included with DB2, but provided as
a separate image; and it comes in two flavors:

= |IDE: Allows you to share the same Eclipse (shell sharing) with other products such
as InfoSphere Data Architect and Rational products. It also provides support for
Data Web services.

= Stand-alone: This version provides almost the same functionality as the IDE version
but without support for Data Web services and without shell sharing. The footprint
for this version is a lot smaller.

Note:

For a thorough coverage about IBM Data Studio, refer to the free eBook Getting started
with IBM Data Studio for DB2 which is part of this DB2 on Campus free book series.

In this chapter we use the IDE version because we demonstrate how to work with Data
Web services. The Data Studio images can be downloaded from
www.ibm.com/db2/express. Figure 3.2 shows IBM Data Studio 2.2.
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Figure 3.2 — IBM Data Studio 2.2

In this chapter we focus on the Data Project Explorer view highlighted at the top right
corner of the figure. This view focuses on data server-side development.

3.2.1 Creating a project

Before you can develop stored procedures, UDFs or Data Web services in Data Studio,
you need to create a project. From the Data Studio menu, choose File -> New -> Project
and choose Data Development Project. This is shown in Figure 3.3.
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=lolx|

B new Project

Select a wizard
Create a Data Development Project

Wizards:

[type filter text

(= General

E-( Data

- ﬂj Data Development Project]
H-[-% Edlipse Modeling Framework
(= EJB

/(= Graphical Modeling Framework
H-[= Java
3
3
3

[ Java EE

= JavaScript

=% Modeling

£-(2= Plug-in Development
H-(= Web

¥-[= Examples

[ I = B e I W = = T

7 < Back I Mext > I Einist | Cancel |

Figure 3.3 — Creating a data development project

Follow the steps from the wizard to input a name for your project, and indicate which
database you want your project associated with. If you do not have any existing database
connection, click on the New button in the Select Connection panel, and a window as
shown in Figure 3.4 will appear.
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® New Connection i ] 4]

Connection Parameters

Select the database manager, JDBC driver, and required connection parameters.

i~ Connection identification
V' Use default naming convention
Connection Mame: IS.-‘J\MPLEI
Select a database manager: IDBC driver: |IBM Data Server Driver for JDBC and SQLI (JDBC 4.0) Default | A
DB2 for Linux, UNIX, and Windows Properties
DB2 for z/0S
Derby General |Traung I Optional I 1=
Generic JDBC Database:
Informix - I SAMPLE
Host: | localhost
Port number: I 50000
™ Use dient authentication
User name: I arfchong
Password: I IIITITIIYY
Connection URL: | jdbc:dh2: /localhost: 50000/SAMPLE retrieveMessagesFromserveron ;I
GetMessage =true; LI
Test Connection |
) < Back. Mext > | Finish I Cancel

Figure 3.4 — New connection parameters

In Figure 3.4, make sure to choose DB2 for Linux, UNIX and Windows in the Select a
database manager field on the left side of the figure. For the JDBC driver drop down menu,
the default after choosing DB2 for Linux, UNIX and Windows is the JDBC type 4 driver
listed as IBM Data Server Driver for JDBC and SQLJ (JDBC 4.0) Default. Use this default
driver and complete the specified fields. For the host field, you can input an IP address or a
hostname. In the example IBM Data Studio and the DB2 database reside on the same
computer, so localhost was chosen. Ensure to test that your connection to the database
is working by clicking on the Test Connection button shown on the lower left corner of the
figure. If the connection test was successful, click Finish and the database name will be
added to the list of connections you can associate your project to. Select the database,
then click Finish and your project should be displayed on the Data Project Explorer view. In
this view, if you click on the "+" symbol, you can drill down the project to see different
folders such as PL/SQL packages, SQL scripts, stored procedures, etc.

3.2.2 Creating a stored procedure

To create a Java, PL/SQL or SQL PL stored procedure in Data Studio, follow the steps
below. Note that stored procedures in other languages cannot be created from Data
Studio. In the following steps, we choose SQL (representing SQL PL) as the language for
the stored procedure, however similar steps apply to Java and PL/SQL languages.
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Step 1: Write or generate the stored procedure code

When you want to create a stored procedure, right-click on the Stored Procedures folder
and choose New -> Stored Procedure. Complete the information requested in the New
Stored Procedure wizard such as the project to associate the procedure with, the name
and language of the procedure, and the SQL statements to use in the procedure. By
default, Data Studio gives you an example SQL statement. Take all the defaults for all the
other panels, or at this point, you can click Finish and a stored procedure is created using
some template code and the SQL statement provided before as an example. This is shown

in Figure 3.5.
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Figure 3.5 — A sample stored procedure

In Figure 3.5, the code for the sample stored procedure MYPROCEDURE was generated.
You can replace all of this code with your own code. For simplicity, we will continue in this
book using the above sample stored procedure as if we had written it.

Step 2: Deploy a stored procedure

Once the stored procedure is created, to deploy it, select it from the Data Project Explorer
view, right-click on it, and then choose Deploy. Deploying a stored procedure is basically
executing the CREATE PROCEDURE statement, compiling the procedure and storing it in
the database. Figure 3.6 illustrates this step.
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Figure 3.6 — Deploying a stored procedure

After clicking Deploy, in the Deploy options panel, taking the defaults and clicking on Finish
is normally good enough.

Step 4: Run a stored procedure

Once the stored procedure has been deployed, you can run it by right-clicking on it and
choosing Run. The results would appear in the Results tab at the bottom right corner of the
Data Studio workbench window as shown in Figure 3.7.
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Figure 3.7 — Output after running a stored procedure

To run a stored procedure from the DB2 Command Window or the Command Editor, you
can use the CALL <procedure name> statement. Remember you first need to connect

to the database since this is where the stored procedure resides. Figure 3.8 illustrates this.
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c+| DB2 CLP - DB2COPY1

C:“Program Files~\IBM\SQLLIB“BIMN>dbZ? connec
Database Connection Information
Database server DBZ2/NT 9.7.8

SQL authorization ID ARFCHONG
Local database alias SAMPLE

C:N\Program Files\IBMNSQLLIBNBIN>dbZ call myprocedure

Result set 1

PROCNAME

SYSPROC
ADMIN_CMD

SYSPROC
ADMIN_COPY_SCHEMA

SYSPROC
ADMIN_DROP_SCHEMA

Figure 3.8 — Calling a stored procedure from the DB2 Command Window

Just like you can call a stored procedure from the DB2 Command Window, you can also do
so from a Java program, a C program, a Visual Basic program, and so on. You just need to
use the correct syntax for the given language.

3.3 SQL PL stored procedures basics

SQL PL stored procedures are easy to create and learn. They have the best performance
in DB2. SQL PL stored procedures (or simply “SQL stored procedures”) are the focus of
this chapter.

3.3.1 Stored procedure structure
The basic store procedure syntax is shown below.

CREATE PROCEDURE proc_name [( {optional parameters} )]
[optional procedure attributes]
<statement>

Where <statement> is a single statement, or a set of statements grouped by BEGIN
[ATOMIC] ... END

3.3.2 Optional stored procedure attributes

The following describes some of the optional stored procedure attributes:
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= LANGUAGE SQL
This attribute indicates the language the stored procedure will use. LANGUAGE SQL
is the default value. For other languages, such as Java or C use LANGUAGE JAVA or
LANGUAGE C, respectively.

= RESULT SETS <n>
This is required if your stored procedure will be returning n result sets.

= SPECIFIC my unique_name

This is a unique name that can be given to a procedure. A stored procedure can be
overloaded, that is, several stored procedures can have the same name, but with
different number of parameters. By using the SPECIFIC keyword you can provide one
unigue name for each of these stored procedures, and this can ease stored procedure
management. For example, to drop a stored procedure using the SPECIFIC keyword,
you can issue this statement: DROP SPECIFIC PROCEDURE. If the SPECIFIC
keyword had not been used you would have had to use a DROP PROCEDURE
statement and put the name of the procedure with all the parameters so DB2 would
know which of the overloaded procedures you wanted to drop.

3.3.3 Parameters

There are three types of parameters in an SQL PL stored procedure:
= IN - Input parameter
= QOUT - Output parameter
= INOUT - Input and Output parameter

For example:

CREATE PROCEDURE proc(IN pl INT, OUT p2 INT, INOUT p3 INT)
To call the procedure use the CALL statement. For example, to call the above stored
procedure you could specify:

CALL proc (10,7,4)
The question mark (?) is used for OUT parameters in the CALL statement. Listing 3.1
provides another example of a stored procedure with parameters that you can try.

CREATE PROCEDURE P2 ( IN v_pl INT,
INOUT v_p2 INT,
OUT  v_p3 INT)
LANGUAGE SQL
SPECIFIC myP2
BEGIN
-- my second SQL procedure
SET v_p2 = v p2 + v_pl;
SET v_p3 = v_pl;
END
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Listing 3.1 - A stored procedure with parameters
To call the procedure from the Command Editor you can use:

call P2 (3, 4, ?)

3.3.4 Comments in an SQL PL stored procedure

There are two ways to specify comments in an SQL PL stored procedure:

= Using two dashes. For example:
-- This is an SQL-style comment

= Using a format similar to the C language. For example:
/* This is a C-style coment */

3.3.5 Compound statements

A compound statement in a stored procedure is a statement consisting of several
procedural instructions and SQL statements encapsulated by the keywords BEGIN and
END. When the ATOMIC keyword follows the BEGIN keyword, the compound statement is
treated as one unit, that is, all of the instructions or statements in the compound statement
must be successful in order for the entire compound statement to be successful. If one of
the statements is not, then everything is rolled back. Figure 3.9 shows a compound
statement structure.

~ [BEGIN [ATOMIC] ] ostionaly atomic
=declare conditions=
=declare statements=> Declarations
Compound <declare cursors=
Statement <declare handlers=>
=logic = :l Logic -

Can contain other
compound =tmtz

= [END

Figure 3.9 — Compound statements

3.3.6 Variable declaration
To declare a variable, use the DECLARE statement as shown below.

DECLARE var_name <data type> [DEFAULT value];

Listing 3.2 provides some examples.
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DECLARE templ SMALLINT DEFAULT O;
DECLARE temp2 INTEGER DEFAULT 10;
DECLARE temp3 DECIMAL(10,2) DEFAULT 100.10;
DECLARE temp4 REAL DEFAULT 10.1;
DECLARE temp5 DOUBLE DEFAULT 10000.1001;
DECLARE temp6 BIGINT DEFAULT 10000;
DECLARE temp7 CHAR(10) DEFAULT “"yes";
DECLARE temp8 VARCHAR(10) DEFAULT “"hello”;
DECLARE temp9 DATE DEFAULT "1998-12-25-;
DECLARE templ0 TIME DEFAULT "1:50 PM";
DECLARE templl TIMESTAMP DEFAULT "2001-01-05-12.00.00";
DECLARE templ2 CLOB(20G);
DECLARE templ3 BLOB(26G);

Listing 3.2 - Variable declaration examples

3.3.7 Assignment statements
To assign a value to a variable, use the SET statement. For example:

SET total = 100;

The above statement is equivalent to

VALUES(100) INTO total;

Additionally, any variable can be set to NULL. For example:

SET total = NULL;

You can assign a value to a variable based on the output of a SELECT statement. For
example:

SET total = (select sum(cl) from T1);
SET First_val = (select cl from T1 fetch Ffirst 1 row only)

An error condition is raised if more than one value is fetched from a table and you are
trying to assign it to a single variable. If you need to store more information than a single
value, use arrays, or cursors.

You can also set variables according to external database properties or special DB2
register variables. For example:

SET sch = CURRENT SCHEMA;
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3.3.8 Cursors

A cursor is a result set holding the result of a SELECT statement. The syntax to declare,
open, fetch, and close a cursor is shown in Listing 3.3.

DECLARE <cursor name> CURSOR [WITH RETURN <return target>]
<SELECT statement>;

OPEN <cursor name>;

FETCH <cursor name> INTO <variables>;

CLOSE <cursor name>;

Listing 3.3 - Syntax to work with cursors

When a cursor is declared, the WITH RETURN clause can be used with these values:

= CLIENT: the result set will return to client application

= CALLER: the result set is returned to client or stored procedure that made the call
Listing 3.4 below provides an example of a stored procedure using a cursor.

CREATE PROCEDURE set()
DYNAMIC RESULT SETS 1
LANGUAGE SQL
BEGIN
DECLARE cur CURSOR WITH RETURN TO CLIENT
FOR SELECT name, dept, job
FROM staff
WHERE salary > 20000;
OPEN cur;
END
Listing 3.4 - A stored procedure using a cursor

3.3.9 Flow control

Like in many other languages, SQL PL has several statements that can be used to control
the flow of the logic. Below we list some of the flow control statements supported:

= CASE (selects an execution path, simple search)

= IF

* FOR (executes body for each row of table)

= WHILE

= ITERATE (forces next iteration. Similar to CONTINUE in C)
= LEAVE (leaves a block or loop. "Structured Goto")

= LOOP (infinite loop)

= REPEAT



Chapter 3 - Stored procedures, UDFs, triggers, and data Web services 99

= GOTO
= RETURN
= CALL (procedure call)

3.3.10 Errors and condition handlers

In DB2, the SQLCODE and SQLSTATE keywords are used to determine the successful or
unsuccessful execution of an SQL statement. These keywords need to be explicitly
declared in the outermost scope of the procedure as follows:

DECLARE SQLSTATE CHAR(5);
DECLARE SQLCODE INT;

DB2 will set the values of the above keywords automatically after each SQL operation. For
the SQLCODE, the values are set as follows:

= =, successful.
= > (0, successful with warning
= < 0, unsuccessful

= =100, no data was found. (i.e.: FETCH statement returned no data)

For the SQLSTATE, the values are set as follows:
= success: SQLSTATE '00000'
= not found: SQLSTATE '02000
= warning: SQLSTATE '01XXX'
= exception: all other values

The SQLCODE is RDBMS specific, and more detailed than the SQLSTATE. The
SQLSTATE is standard among RDBMSs but is very general in nature. Several SQLCODEs
may match one SQLSTATE.

A condition can be raised by any SQL statement and would match an SQLSTATE. For
example, a specific condition like SQLSTATE '01004' is raised when a value is truncated
during an SQL operation. Rather than using SQLSTATE '01004' to test for this condition,
names can be assigned. In this particular example, the name trunc can be assigned to

condition SQLSTATE ‘01004’'as shown below.
DECLARE trunc CONDITION FOR SQLSTATE =01004*

Other predefined general conditions are:

= SQLWARNING
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= SQLEXCEPTION
= NOT FOUND

3.3.10.1 Condition handling
To handle a condition, you can create a condition handler which must specify:
= Which conditions it handles

= Where to resume execution (based on the type of the handler: CONTINUE, EXIT or
UNDO)

= Which actions to perform to handle the condition. These actions can be any
statement, including control structures.

If an SQLEXCEPTION condition is raised, and there is no handler, the procedure
terminates and returns to the client with an error.

3.3.10.2 Types of handlers
There are three types of handlers:

= CONTINUE - This handler is used to indicate that after an exception is raised, and
the handler handles the condition, the flow will CONTINUE to the next statement
after the statement that raised the condition.

= EXIT — This handler is used to indicate that, after an exception is raised, and the
handler handles the condition, the flow will go to the end of the procedure.

= UNDO - This handler is used to indicate that after an exception is raised, and the
handler handles the condition, the flow will go to the end of the procedure, and will
undo or roll back any statements performed.

Figure 3.10 illustrates the different condition handlers and their behavior.

/ BEGIN [ATO f'-'1IG] \\

DECLARE = -=3 HANDLER FOR =conditions=

exception Statement 1 CONTINUE point
xstatement 2. /
statement_3;
END ——

\ UNDO or EXIT point /

Figure 3.10 — Type of condition handlers




Chapter 3 - Stored procedures, UDFs, triggers, and data Web services 101

3.3.11 Calling stored procedures

The following code snippets illustrated in Listings 3.5, 3.6 and 3.7 show how to CALL
stored procedures from a CLI/ODBC, VB.NET, and Java program respectively.

SQLCHAR *stmt = (SQLCHAR *)

"CALL MEDIAN_RESULT_SET( ? )" ;
SQLDOUBLE sal = 20000.0; /* Bound to parameter marker in stmt */
SQLINTEGER salind = 0; /* Indicator variable for sal */

sqglrc = SQLPrepare(hstmt, stmt, SQL_NTS);

sqlrc = SQLBindParameter(hstmt, 1, SQL_PARAM_OUTPUT,
SQL_C_DOUBLE, SQL_DOUBLE, 0, 0, é&sal, 0, &salind);

SQLExecute(hstmt);

if (salind == SQL_NULL_DATA)
printf("'Median Salary = NULL\n");
else
printf("'Median Salary = %.2f\n\n", sal );

/* Get Ffirst result set */
sqlrc = StmtResultPrint(hstmt);
/* Check for another result set */
sqlrc = SQLMoreResults(hstmt);
ifT (sqlrc == SQL_SUCCESS) {
/* There is another result set */
sglrc = StmtResultPrint(hstmt);

}
Listing 3.5 - Example calling a stored procedure from a CLI/ODBC application

For more details, see the DB2 sample file: sqllib/samples/sqlproc/rsultset.c

Try
“ Create a DB2Command to run the stored procedure
Dim procName As String = “TRUNC_DEMO”
Dim cmd As DB2Command = conn.CreateCommand()
Dim parm As DB2Parameter

cmd.CommandType = CommandType.StoredProcedure
cmd.CommandText = procName

“ Register the output parameters for the DB2Command
parm cmd.Parameters.Add(*“v_lastname”, DB2Type.VarChar)
parm.Direction = ParameterDirection.Output
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parm cmd.Parameters.Add(“v_msg”, DB2Type.VarChar)
parm.Direction = ParameterDirection.Output

“ Call the stored procedure
Dim reader As DB2DataReader = cmd.ExecuteReader

Catch myException As DB2Exception
DB2ExceptionHandler (myException)
Catch
UnhandledExceptionHandler()
End Try
Listing 3.6 - Example calling a stored procedure from a VB.NET application

try
{
// Connect to sample database
String url = “jdbc:db2:sample”;
con = DriverManager.getConnection(url);

CallableStatement cs = con.prepareCall(*“CALL trunc_demo(?, ?));

// register the output parameters
callstmt.registerOutParameter(l, Types.VARCHAR);
callstmt.registerOutParameter(2, Types.VARCHAR);

cs.execute();
con.close();

}

catch (Exception e)

{

/* exception handling logic goes here */

}
Listing 3.7 - Example calling a stored procedure from a Java application

3.3.12 Dynamic SQL

In dynamic SQL, as opposed to static SQL, the entire SQL statement is not known at run
time. For example if coll and tabname are variables in this statement, then we are

dealing with dynamic SQL.:
"SELECT * || coll || * FROM * ]| tabname;
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Dynamic SQL is recommended for DDL to avoid dependency problems and package
invalidation. It is also required to implement recursion.

Dynamic SQL can be executed using two approaches:

= Using the EXECUTE IMMEDIATE statement — This is ideal for single execution
SQL

= Using the PREPARE statement along with the EXECUTE statement - This is ideal
for multiple execution SQL

The code snippet illustrated in Listing 3.8 provides an example of Dynamic SQL using the
two approaches. The example assumes a table T2 has been created with this definition:

CREATE TABLE T2 (cl INT, c2 INT)

CREATE PROCEDURE dynl (IN valuel INT, IN value2 INT)
SPECIFIC dynl
BEGIN
DECLARE stmt varchar(255);
DECLARE st STATEMENT;

SET stmt = "INSERT INTO T2 VALUES (?, ?)7;
PREPARE st FROM stmt;

EXECUTE st USING valuel, valuel;
EXECUTE st USING value2, value2;

SET stmt = INSERT INTO T2 VALUES (9,9)";
EXECUTE IMMEDIATE stmt;
END
Listing 3.8 - An example of a stored procedures using dynamic SQL

3.4 Java Stored Procedures

A Java stored procedure in DB2 is created using the CREATE PROCEDURE statement
which provides the definition for the procedure, and points to an external Java application.
Java stored procedures can be easily created using IBM Data Studio. You can follow the
same steps as discussed in section 3.2, choosing Java for the language. IBM Data Studio
will also let you choose between JDBC or SQLJ for the procedure. If you take all the
defaults when creating the Java stored procedure, a corresponding Java application will be
generated for you. Figure 3.11 illustrates IBM Data Studio with a Java stored procedure
created. Figure 3.12 shows the corresponding Java source code.
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Figure 3.11 - CREATE PROCEDURE definition for a Java stored procedure
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Figure 3.12 - Java source code for a Java stored procedure

3.5 User-defined functions: The big picture

A user-defined function (UDF) is a database application object that maps a set of input
data values into a set of output values. For example, a function may take a measurement
in inches as input, and return the result in centimeters.

DB2 supports creating functions using SQL PL, PL/SQL, C/C++, Java, CLR (Common
Language Runtime), and OLE (Object Linking and Embedding). In this book, we focus on
SQL PL functions because of their simplicity, popularity, and performance.

Note:

WEH, Prior to DB2 9.7, UDFs only supported a subset of SQL PL statements known as inline

SQL PL. With DB2 9.7, All SQL PL statements are fully supported.

Note:

For more information about UDFs watch this video:
http://www.channeldb2.com/video/video/show?id=807741:Video:4362
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There are four types of functions: scalar, table, row, and column functions. In this book, we
focus only on scalar and table functions.

3.5.1 Scalar functions

Scalar functions return a single value. Scalar functions cannot include SQL statements that
will change the database state; that is, INSERT, UPDATE, and DELETE statements are
not allowed. Some built-in scalar functions are SUM(), AVG(), DIGITS(), COALESCE(), and
SUBSTR().

DB2 allows you to build customized user-defined functions where you can encapsulate
frequently used logic. Listing 3.9 provides an example of a scalar function.

CREATE FUNCTION deptname(p_empid VARCHAR(6))
RETURNS VARCHAR(30)
SPECIFIC deptname
BEGIN ATOMIC
DECLARE v_department_name VARCHAR(30);
DECLARE v_err VARCHAR(70);
SET v_department_name = (
SELECT d.deptname FROM department d, employee e
WHERE e.workdept=d.deptno AND e.empno= p_empid);
SET v_err = "Error: employee " || p_empid || " was not found”;
IF v_department_name IS NULL THEN
SIGNAL SQLSTATE ®80000° SET MESSAGE_TEXT=v_err;

END IF;
RETURN v_department_name;
END

Listing 3.9 - An example of a scalar function

In the above listing, the function name is deptname and it returns the department number
of an employee based on the employee id. A scalar UDF can be invoked using the
VALUES statement. It can also be invoked from a SQL statement wherever a scalar value
is expected. For example, try the following from the DB2 Command Window or from a
Linux or UNIX terminal:

db2 *values (deptname ("0003007°))"
or
db2 "select (deptname ("0003007")) from sysibm.sysdummyl"

Note in the second example that the SYSIBM.SYSDUMMY1 is used. This is a special
dummy table with one row and one column. It is used to ensure that only one value is
returned. If you try the same SELECT statement with any other table that had more rows,
the function would be invoked as many times as the table has.
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3.5.2 Table functions

Table functions return a table of rows. You can call them using the FROM clause of a
query. Table functions, as opposed to scalar functions, can change the database state;
therefore, INSERT, UPDATE, and DELETE statements are allowed. Some built-in table
functions are SNAPSHOT_DYN_SQL() and MQREADALL( ). Table functions are similar to
views, but since they allow for data modification statements (INSERT, UPDATE, and
DELETE) they are more powerful. Typically they are used to return a table and keep an
audit record.

Listing 3.10 provides an example of a table function that enumerates a set of department
employees:

CREATE FUNCTION getEnumEmployee(p_dept VARCHAR(3))
RETURNS TABLE
(empno CHAR(6),
lastname VARCHAR(15),
firstnme VARCHAR(12))
SPECIFIC getEnumEmployee
RETURN
SELECT e.empno, e.lastname, e.firstnme
FROM employee e
WHERE e.workdept=p_dept
Listing 3.10 - An example of a scalar function

To test the above function, try the SELECT statement shown in Figure 3.13 below.

SELECT * FROM
TABLE (getEnumEmployee('E01')) T

\

TABLE() function alias

Figure 3.13 — Invoking a table function.

As shown in the above figure, a table UDF has to be invoked in the FROM clause of an
SQL statement since it returns a table. The special TABLE() function must be applied and
an alias must be provide after its invocation.

3.6 Triggers: The big picture

Triggers are database objects associated with a table that define operations to occur when
an INSERT, UPDATE, or DELETE operation is performed on the table. Triggers are



Va.7

108 Getting started with DB2 application development

activated automatically. The operations that cause triggers to fire are called triggering SQL
statements.

Note:

For more information about triggers watch this video:
http://www.channeldb2.com/video/video/show?id=807741:Vide0:4367

Note:

Prior to DB2 9.7, triggers only supported a subset of SQL PL statements known as inline
SQL PL. With DB2 9.7, All SQL PL statements are fully supported.

3.6.1 Types of triggers
There are three types of triggers: “before” triggers, “after” triggers, and “instead of” triggers.
3.6.1.1 Before triggers

Before triggers are activated before a row is inserted, updated or deleted. The operations
performed by this trigger cannot activate other triggers; therefore an INSERT, UPDATE, or
DELETE operations are not permitted. An example of a simple before trigger with
explanation of some of its syntax is shown in Figure 3.14.

CREATE TRIGGER default class end
NO CASCADE BEFORE INSERT ON cl s
T REFERENCING NEW AS n
FOR EACH ROW

MODE DB2SQL

WHEN (n.ending IS NULL)
/ SET n.ending = n.starting + 1 HOUR

Figure 3.14 — Example of a before trigger

In the above figure the trigger default_class_end will be triggered before an INSERT
SQL statement is performed on the table CL_SCHED. This table is part of the SAMPLE
database, so you can create and test this trigger yourself while connected to this database.
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The variable n in the trigger definition represents the new value in an INSERT, that is, the
value being inserted. The trigger will check the validity of what is being inserted into the
table. If the column ENDING has no value during an INSERT, the trigger will ensure it has
the value of the column STARTING plus 1 hour.

Listing 3.11 shows the statements you can try to test the trigger, and the corresponding
output.

C:\Program Files\IBM\SQLLIB\BIN>db2 insert into cl_sched (class_code, day,
starting) values ("abc®,1,current time)

DB200001 The SQL command completed successfully.
C:\Program Files\IBM\SQLLIB\BIN>db2 select * from cl_sched

CLASS_CODE DAY STARTING ENDING

042:BF 4 12:10:00 14:00:00
553:MJA 1 10:30:00 11:00:00
543:CWM 3 09:10:00 10:30:00
778:RES 2 12:10:00 14:00:00
044:-HD 3 17:12:30 18:00:00
abc 1 11:06:53 12:06:53

6 record(s) selected.
Listing 3.11 - Testing the before trigger created earlier

In the above listing you can see that there was no value passed for the ENDING column in
the INSERT statement; therefore its value is NULL. Also the CURRENT TIME is a special
DB2 register returning the time it was invoked. In the example, the current time is 11:06:53,
therefore this value is assigned to the STARTING column, while the ENDING column gets
what the trigger logic assigns to it, which is 11:06:53 plus 1 hour.

The trigger validate_sched shown below extends the functionality of the
default_class_end trigger previously described to add additional conditions.

CREATE TRIGGER validate_sched
NO CASCADE BEFORE INSERT ON cl_sched
REFERENCING NEW AS n
FOR EACH ROW
MODE DB2SQL
BEGIN ATOMIC
-- supply default value for ending time if null
IF (n.ending IS NULL) THEN
SET n.ending = n._starting + 1 HOUR;
END IF;
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-- ensure that class does not end beyond 9pm
IF (n.ending > "21:00") THEN

SIGNAL SQLSTATE ®80000*°

SET MESSAGE_TEXT="class ending time is beyond 9pm*®;
ELSEIF (n.DAY=1 or n.DAY=7) THEN

SIGNAL SQLSTATE ®80001*

SET MESSAGE_TEXT="class cannot be scheduled on a weekend®;

END IF;
END
Listing 3.12 - Extending the before trigger created earlier

3.6.1.2 After triggers

After triggers are activated after the triggering SQL statement has executed to successful
completion. The operations performed by this trigger may activate other triggers (cascading
is permitted up to 16 levels). After triggers support INSERT, UPDATE and DELETE
operations. Listing 3.13 is an example of an after trigger.

CREATE TRIGGER audit_emp_sal
AFTER UPDATE OF salary ON employee
REFERENCING OLD AS o NEW AS n
FOR EACH ROW
MODE DB2SQL
INSERT INTO audit VALUES (

CURRENT TIMESTAMP, * Employee * || o.empno || ° salary changed from *
Il CHAR(o.salary) || " to " || CHAR(n.salary) || " by " || USER)

Listing 3.13 - An example of an after trigger

In the above listing, the trigger audit_emp_sal is used to perform auditing on the column
SALARY of the EMPLOYEE table. When someone makes a change to this column, the
trigger will be activated to write the information about the changed made to the salary into
another table called AUDIT. The OLD as o NEW as n line indicates that the prefix o will be
used to represent the old or existing value in the table, and the prefix n will be used to
represent the new value coming from the UPDATE statement. Thus, o.salary represents
the old or existing value of the salary, and n.salary represents the updated value for the
column salary data.

3.6.1.3 “Instead of” triggers

Instead of triggers are defined on views. Since views are defined dynamically using a
SELECT statement that accesses one or more tables, views cannot be updated. However,
using this type of trigger, you can give users the illusion that a view can be updated
because the logic defined in the trigger is executed instead of the triggering SQL
statement. For example, if you perform an update operation on a view, the instead of
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trigger will be activated to actually perform the update on the base tables that form the
view.

Triggers cannot be created from IBM Data Studio. They can be created from the Control
Center or from the Command line tools (DB2 Command Window, Command Line
Processor, or the Command Editor).

3.7 Data Web services

Data Web services are web services based on database information. Using IBM Data
Studio it is very easy to create Data Web services. A web service is like a JEE application
(formerly known as J2EE); therefore the Web service needs to be deployed to an
application server. In this book we use WebSphere Application Server Community Edition
(WAS CE) version 2.1 which is a free application server built on top of Apache Geronimo.
WAS CE can be downloaded from this site:

http://www.ibm.com/developerworks/downloads/ws/wasce/

WAS CE has a small footprint, and is very easy to install. Ensure WAS CE is installed prior
to working with data web services.

Note:

For more information about WAS CE, refer to the eBook Getting started with WAS CE that
is part of this DB2 on Campus free book series.

To create a Data Web Service from Data Studio, open or create a new project, and select
the Web Services folder. Right-click on this folder and choose New Web Service. Give a
name to the Web service, and click on Finish. Figure 3.15 shows the MyWebService
created using the steps just explained.
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Figure 3.15 — Creating

a data web service

Though you created a Web service, it currently has no methods or operations. To add
operations to the Web service you simply have to drag and drop stored procedures or SQL
scripts previously created in Data Studio. For example, take a look at Figure 3.16 below.
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Figure 3.16 — Dragging and dropping to create a data web service operation

The above figure shows the stored procedure GETALLEMP which returns a cursor based
on the statement SELECT * FROM EMPLOYEE. After this procedure has been deployed and
tested, it is added as an operation to the Web service simply by dragging and dropping it
into the web service MyWebService as highlighted in the figure. A similar procedure can
be done with SQL scripts previously created, or even stored procedures already deployed
to the database and found from the Data Source Explorer view.

Once the web service has at least one operation, you can build and deploy it by selecting
the Web service, right-clicking on it and choosing Build and Deploy as shown in Figure

3.17 below.
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Figure 3.17 — Building and deploying a data web service

After choosing Build and Deploy, the Deploy Web Service window will appear as illustrated
in Figure 3.18.
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Figure 3.18 — The Deploy Web Service window

In the Deploy Web Service window, within the Web Server section, we chose WAS CE 2.1
for the type field. Other supported application servers are Apache Tomcat and WebSphere
Application Server (WAS). Since we have WAS CE already installed on the same computer
as the DB2 data server, we choose the option Server rather than Build deployable files
only, do not deploy to a Web server. This second option creates WAR files you can later
transfer to the application server where you want to deploy the Web service. In Figure 3.20



116 Getting started with DB2 application development

above, the application server has already been added to IBM Data Studio. If it had not
been added, you need to click the New button and take all defaults for most panels. The
one thing you do need to specify is where you installed WAS CE. The default installation
path on Windows is:

C:\Program Files\IBM\WebSphere\AppServerCommunityEdition

Back in the Deploy Web Service window, ensure to click on the Launch Web Services
Explorer after deployment checkbox. Then click Finish. At this point, WAS CE will started,
and then the Data Web Service is deployed. This may take approximately 10 to 20
seconds. Once finished the Web Services Explorer will be launched. Figure 3.19 illustrates
the Web Services Explorer.

B Data - http:/ /127.0.0.1:4748 fwse fwsexplorer /wsexplorer.jsp?org.eclipse.wst.ws.explorer=0 - IBM Data Studio =181 x|
Ele Edit MNavigate Search Project Date Run Window Help
Nwilts | G~ | 47 - |Upgradetooptim | 5] - G0t o e [ %5 Debug | [ pata
5. Data Project Explorer % = B || g0 ceTaLLEMP @_WS&VREEWE@\ =k
— . =
= 5 7 || web Services Explorer a2 | o
L_J-jD MyProject (SAMPLE:jdbe:db2:/localhost: 5 = |
i+ [0 PL/SQL Packages 5. Navigator Actions gt
i+ SQL Seripts
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[ User-Defined Functions - Z#REp: /lacalhost:8080MyProjectmyWebService fwsdl Invoke a WSDL Operation =
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B0 @y WebServiceHTTPROST Endpoints
-4} GETALLEMP
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Figure 3.19 — The Web Services Explorer

In the above figure, on the left panel of the Web Services Explorer we have a tree which
starts with the URL where we can find the Web Services Description Language (WSDL)
document. For this particular example, the WSDL is located at:

http://localhost:8080/MyProjectmyWebService/wsd|

The tree also shows the items:
= myWebServiceHTTPGET
= myWebServiceHTTPGET


http://localhost:8080/MyProjectmyWebService/wsdl�
http://localhost:8080/MyProjectmyWebService/wsdl�
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= myWebServiceSOAP

The first two items correspond to the REST protocol, and the last one to the SOAP
protocol. In Figure 3.18 under Message protocols section, we checked both the REST and
SOAP protocols, that's why both type of web services were generated. REST and SOAP
are two standards that can be used with Web Services, and it is your choice which want
you want to use. IBM Data Studio can generate web services using either or both of them.
In Figure 3.19 the GETALLEMP method under the SOAP version is highlighted, and when
you click on Go in the right panel you will test this method providing you the output at the
bottom of the right panel, and showing you the output as a Form. In Figure 3.19, we are
actually displaying the output as Source.

If you would like to invoke the REST version of the GETALLEMP method from a browser,
first take a look at the WSDL to see how to invoke the method. If you scroll down the
WSDL you will see how to invoke the method. This is illustrated in Figure 3.20.

¥ Mozilla Firefox == x|

Flle Edit View History Bookmarks Tools Help

@ M c {5t / I ﬂ |htq::Mocthost:8080;’M\fProjechny\"febsarvicefwsdl 77 |.| Google J:

|.5] Most Visited |j Customize Links \_-L] Free Hotmail m MSM.com |_1'] My Yahoo! \_-L] Radio Station Guide |_1'] DB2 Sample Applicatio... |j Windows Marketplace |j Windows Media »

<http:urlEncoded/>
</wsdl:input>
—<wsdl:output>
<mime:mimeXml part="response"/>
</wsdl:output>
</wsdl:operation>
</wsdl:binding>
— <wsdl:binding name="myWebServiceHTTPPOST" type="tnsmyWebServiceGetPostUsrl">
<http:binding verb="POST"/>
—<wsdl:operation name="GETALLEMP">
<http:operation location="GETALLEMP"/>
<wsdl:input/>
—<wsdl:output>
<mime:mimeXml part="response"/>
</wsdl:output>
</wsdl:operation>
</wsdl:binding>
—<wsdl:service name="myWebService">
—<wsdl:port binding="tns:myWebServiceSOAP" name="myWebServiceSOAPHTTP">
<soap:address location="http:/localhost:3080/MyProjectmyWebService/services/myWebService'/>
</wsdl:port>
—<wsdl:port binding="tnsmyWebServiceHTTPGET" name="myWebServiceHTTPGET">
<http:address location="hitp-/locathost-8080/MyProjectmyWebService rest/myWebService/" />
</wsdl:port>
—<wsdl:port binding="tns:myWebServiceHTTPPOST" name="myWebServiceHTTPPOST">
http:address location="hitp7/Tocalho: £E080MyProjectmyWebS m’ica-"restﬁ\VEbE;aTjﬁ_cg‘$>
<lwsdl:port> -
<fwsdl:service>
<fwsdl:definitions> -

Toone
Figure 3.20 — The WSDL

In the above figure, we highlighted the URL to use to invoke the Web service. To this URL
we need to append the name of the method you wish to execute. The full URL for our
example would be:

http://localhost:8080/MyProjectmyWebService/rest/myWebService/ GETALLEMP



http://localhost:8080/MyProjectmyWebService/rest/myWebService/GETALLEMP�
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Note that the method name is case sensitive. Figure 3.21 illustrates the output of inputing
the above URL in a browser.

) Moxzilla Firefox =1E] x|
Elle Edit View History Bookmarks Tools Help

-~ & X @« / | A | 1ttp: /localhost:8080/MyProjectmy WebService restjmy\ebService/GETALLEMP - |'|G(-E-E|IE Jal
2] Most visited |j Customize Links \j Free Hotmail u MSN.com |j My Yahoo! \j Radio Station Guide |j DB2 Sample Applicatio... |j Windows Marketplace |j Windows Media »
ﬂ
This XML file does not appear to have any style information associated with it. The document tree is shown below.

—<ns1l:GETALLEMPResponse>
— <rowsef>
—<row>
<EMPNO=000010</EMPNO=>
<FIRSTNME>CHRISTINE</FIRSTNME>
<MIDINIT>I</MIDINIT>
<LASTNAME>HAAS</TLASTNAME>
<WORKDEPT>A00</WORKDEPT>
<PHONENO>3978</PHONENO>
<HIREDATE=>1995-01-01Z</HIREDATE>
<JOB>PRES </JOB>
<EDLEVEL>18</EDLEVEL>
<SEX>F</SEX>
<BIRTHDATE>1963-08-24Z</BIRTHDATE>
<SALARY>152750.00</SALARY>
<BONUS>1000.00</BONUS>
<COMNM=4220.00</COMM>
<frow>
—<row>
<EMPNO=000020</EMPNO>
<FIRSTNME>MICHAEL </FIRSTNME=>
<MIDINIT>L</MIDINIT>
<LASTNAME>THOMPSON</LASTNAME>
<WORKDEPT>B01<WORKDEPT>
<PHONENO>3476</PHONENO> |

‘Done

Figure 3.21 — Invoking the GETALLEMP method from myWebService

If you wish, you can also apply an XSLT to this XML output. This can be done from Data
Studio by right-clicking on the method in the data Web service and choosing Manage XSLT
as shown in Figure 3.22.
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B Data - IBM Data Studio

_1&] x|
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i =
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[ sQL Scripts
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(] User-Defined Functions
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- B3 myWebService (JM WASCE v2. 1Server at

: .0
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P DataServer it
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-1 Projectl (SAMPLE:jdbc:

¥ Data Source Explorer 53 : =8
B8 % |[e] | T ¥
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i&5 RESEARCH [DB2 Alias]
143 SAMPLE (DB2 for Linux, UNIX, and Windows V3
& Instance
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= properties | ] 5QL Results | 44 Servers 22 B Console] 3 Q& FE = O
Server - | state | status | A
4 | | _,I ' IBM WASCE w2.1 Server at localhost Ep Started ;I
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Figure 3.22 — Applying an XSLT to the output of a Web service method

In the Configure XSL Transformations window, click on Browse and look for an XSL file

previously created. For example, Listing 3.14 shows part of the XSL file used in this
example.
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B getAllEmp_HTHL_Response.s| - Notepad — 3l x|
Ele Edit Format View Help

?xml version="1.0" encodw‘nﬁ:"UTF—s"'b -
l<xs51:s5tylesheet xmins:ixs1=" p:/wew.w3. org/1998,/x5L /Transform™ I—

version="1.0
xmlns:xalan="http://xml. apache.org/xs1t"
xmlns:tns="http://waw.w3.org/1999/xhtm1">

<xs1:output method="html" version="1" encoding="UTF-8" omit-xml-declaration="yes" standalone="yes" indent="yes"

/>
<xs1:template match="/">
<html><body>
<h2-Employees Overview</h2>
<tablex |
<Tr>
<td>
<table border="1">
<tr>
<}d>EMPNO</td><td>FIRST NAME</td><td>MIDDLE INITTIAL</td><td=LAST NAME</td><td>SALARY</td><td>BONUS</Td>
</tr>
<xs51:for-each select="//row">
<tr>
<td>
<ax>
<xs]:attribute name="href">getemp?Tempno=<xs1:value-of select="EMPNO/text()"/></xs1:attribute>
<x51:value-of select="EMPNO/Text()"/>
</a>
</td>
<td>
<x51:value-of select="FIRSTNME /Text()" />
</td>
<td>
<xsT:value-of select="MIDINIT /text()"/>
</td>
<td>
<xs1:value-of select="LASTNAME /text()"/>
</td>
<td> |

Listing 3.14 - XSL file used in the data Web services example

Figure 3.23 shows how this XSL file is specified.

B Configure XSL Transformations — 1ol x|
Configure XSL Transformations —f;/
Spedfy the X5L files to use for the optional XSL transformations of the messages for the operation. You can transform messages sent to and returned from the operation,
1=

~Transformation of Input

X5L file: | Browse... | ® |

I | Custom 2L schema
Foot element: I j

~Trar on of Output

SL file: |E:‘DemosExarnplEs\Example‘%_xslt‘getA]lEmp_}-WML_R.espoﬂx.xsl Broyse...;i b4 |

I Custom XML schema
Roat element: I j

Generate Default... |

Figure 3.23 — Specifying the XSL file to use

After clicking on Finish, you need to build and deploy the Web service again, and after
refreshing the browser with the same URL as in Figure 3.21, you will see an output as
illustrated in Figure 3.24.
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1) Mozilla Firefox =18 |
Flle Edit View History Bookmarks Tools Help

@ - c Y / Iﬂ |http:Mocalhost:SDSOM\;’ProjedmyWebServicafrest,r‘my\'u'ebsarvice,{GEl’N.LEl\‘!P AR |'|C-:-:-;E V.
|.5] Most Visited | | CustomizeLinks | | Free Hotmail [ MSM.com | ‘| My Yahoo! | | Radio Station Guide | '| DB2Sample Applicatio . | | Windows Marketplace | | Windows Media »
Employees Overview i
[EMPNO [FIRST NAME [MIDDLE INITIAL [LASTNAME  [SALARY [BONUS| Update Bonus:

[000010 [CHRISTINE [T [HAAS [152750.00 [1000.00

[oooo20 MICHAEL [T [THOMPSON [94250.00 [s00.00 | BomusFactor 1.1

[oo0030 [SALLY [a [KWAN [98250.00 [800.00 | Bomus Amomnt [100000

[000050 [TOHN B [GEYER [s0175.00 [200.00 .

[00060 [RVING  [F [STERN [72250.00 [500.00 Lsubit]|

[ooo070 [EVA p [PULASKI  [96170.00 [700.00

looo0%0 [ELEEN  [w [HENDERSON [89750.00 [600.00

000100 [THEODORE [Q SPENSER 86150.00 [500.00 L |
000110 [VINCENZO [G LUCCHESSI  [66500.00 [900.00

looo1zo [sEAN [OCONNELL [49250.00 [600.00

[o00130 [DELORES M [QUINTANA  [73800.00 [500.00

[o00140 [HEATHER |[a [NICHOLLS  [68420.00 [600.00

[oo150 [BRUCE [ADAMSON  [55280.00 [500.00

lo00160 [ELIZABETH [R [PIANKA [62250.00 [400.00

[000170 [MASATOSHI |1 [YOSHIMURA  [44680.00 [500.00

[000180 [MARLYN |[s [SCOUTTEN  [51340.00 [500.00

[ooo190 [1AMES H [WALKER  [50450.00 [400.00

[oo200 pAVID [EROWN [57740.00 [600.00

[000210 [WILLIAM [T [1oNES [68270.00 [400.00 [

‘ Done

Figure 3.24 — Output after invoking the GETALLEMP method with an XSLT

Note:

For a complete demo of this same Data Web Services example, watch this video:
http://www.channeldb2.com/video/video/show?id=807741%3AVideo%3A1482

3.8 Exercises

In this exercise, you will create a scalar UDF using IBM Data Studio. This will give you
more experience with Data Studio, as well as improving your familiarity with the SQL PL
language for user-defined functions.

Procedure
1. Open IBM Data Studio (Hint: it is available through the Start menu).

2. Create a new project as described earlier in the chapter that is associated to the
EXPRESS database created in the exercises of Chapter 5. Then drill down until
you find the User-Defined Functions folder.

3. Right-click the User-Defined Functions folder. Select New -> User-defined
functions.



http://www.channeldb2.com/video/video/show?id=807741%3AVideo%3A1482�
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4,

5.

6.

For the name of the function use booktitle, for the language choose SQL which
means you will create an SQL PL user-defined function.

At this point, you can click the NEXT button several times taking all the defaults
until you finish creating the UDF. Alternatively, just click on the Finish button now.

An editor window will be displayed with some sample code. Delete all these code,
and replace it with the following.

CREATE FUNCTION booktitle(p_bid INTEGER)
RETURNS VARCHAR(300)

SPECIFIC booktitle
F1: BEGIN ATOMIC
DECLARE v_book_title VARCHAR(300);
DECLARE v_err VARCHAR(70);
SET v_book_title = (SELECT title FROM books WHERE p_bid = book_id);
SET v_err = "Error: The book with ID * || CHAR(p_bid) || *
was not found.";
IF v_book_title IS NULL THEN SIGNAL SQLSTATE "80000" SET
MESSAGE_TEXT=v_err;
END IF;
RETURN v_book_title;
END

Build the function by right-clicking on the function name and choosing Deploy
followed by Finish from the Deploy options panel.

Run the function by right-clicking on the function name and choosing Run.

Since the function accepts one input parameter, a dialog window appears asking
you to fill in a value for the parameter.

Enter the value: 80002

What is the result?

Try again with the value: 1002

What happens this time? (Hint: Look in the SQL Results tab).

10. Close IBM Data Studio when you are finished.
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3.9 Summary

This chapter provided an introduction to data server-side development. We discussed how
to create stored procedures, UDFs, and triggers. The discussion was centered on the SQL
PL language, and the use of the IBM Data Studio tool. The chapter also discussed how to
create Data Web Services based on SQL scripts or stored procedures.

3.10 Review questions
1. What are the benefits of stored procedures?
Can scalar UDFs be used to write audit information to a table?
How can you invoke a scalar UDF?
Can a BEFORE trigger be used to UPDATE tables?
What is the SPECIFIC keyword used for in a stored procedure?

o o M w N

Which of the following is not a valid type of a trigger?
A. BEFORE

PRESENT
AFTER
INSTEAD OF

mo O

None of the above

7. Which of the following tools can be used to create a trigger?

A. Control Center
Command Editor

DB2 Command Window
IBM Data Studio

mo o o

None of the above

8. Why of the following statements correctly invokes the table function getFlights?
A. SELECT * FROM GETFLIGHTS()

SELECT * FROM GETFLIGHTS

SELECT * FROM TABLE (GETFLIGHTS) A
SELECT * FROM TABLE (GETFLIGHTS) AS A
E. CandD

O o w

9. Which of the following statements is true?
A. WSDL stands for Web Services Descriptor List
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D.
E.

SOAP and REST Web services both use XML behind the scenes

Deployed stored procedures cannot be dragged and dropped to a web service
in Data Studio to create a new method for that web service

Aand C

None of the above

10. Which of the following statements is false?

mOoO O W

A. Stored procedures in DB2 can be developed using the C/C++ language
UDFs only support a subset of the SQL PL language known as inline SQL PL
A stored procedure can call a UDF

A trigger can call a stored procedure

None of the above



Chapter 4 — Application development with Java

This chapter discusses the basics of application development with Java and DB2. Most
Java applications use Java Database Connectivity (JDBC) to access databases using
dynamic SQL; or SQLJ to access databases using static SQL. These are a set of classes
and interfaces written in Java that are vendor-neutral.

In this chapter you will learn about:
= Programming using JDBC
= Programming using SQLJ
= Programming using pureQuery
4.1 Java - DB2 applications: The big picture
Developing Java applications that access a database uses the JDBC or SQLJ standard.

Support for this standard is provided through a JDBC or SQLJ driver provided by the
database vendor as illustrated in Figure 4.1 where a DB2 data server is used.

Java JDBC /sQLJ
application driver

Figure 4.1 - Java applications accessing a DB2 database

In the figure, a Java application connects to a DB2 data server through the JDBC/SQLJ
driver. After a successful connection, SQL or XQuery statements issued from the Java
application are passed to the DB2 data server for processing, and then result is returned to
the Java application.

JDBC and SQLJ applications can work with minimal modification on data servers that are
compliant to the JDBC/SQLJ specifications such as DB2, Informix®, Oracle®, SQL
Server®, and so on. DB2 9.7 has support for the JDBC 4.0 specification and earlier.
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In the case of DB2, its JDBC and SQLJ driver is included in either of the following:
= Any DB2 data server edition
= IBM Data Server Client
= IBM Data Server Runtime Client
= |BM Data Server Driver for JDBC and SQLJ

Data server editions, clients and drivers were described in Chapter 1 - What is DB2
Express-C? Clients and drivers are free of charge. Depending on the type of JDBC driver
you use in your application, you may require a client to be installed or not. The different
types of JDBC drivers are explained in the next section.

4.2 Setting up the environment

Before you can run or develop JDBC or SQLJ applications ensure your environment is
correctly set up.

If you would like to develop Java stored procedures and Java user-defined functions which
reside on the DB2 server, ensure a JDK is installed in the DB2 server. Fortunately, when
you install DB2 Version 9.7, the IBM SDK for Java 6 (also known as JDK 6) is installed by
default on all platforms. The location where it is installed is indicated in the database
manager configuration (dbm cfg) parameter JDK_PATH. For example, on Windows the
default location is C:\Program Files\IBM\SQLLIB\java\jdk. The Java compiler
(Javac) at this location will be used to compile Java stored procedures and Java user-
defined functions. The JVM that is part of this JDK is used to start the DB2 GUI tools such
as the Control Center.

If you would like to develop JDBC/SQLJ applications from the DB2 server; in addition to the
JDK, ensure the JDBC/SQLJ driver is setup correctly by adding the correct jar files to the
CLASSPATH. Similarly, if you would like to develop JDBC/SQLJ application from a client
machine, ensure you have installed and setup the JDBC/SQLJ driver correctly. If you are
using the JDBC type 2 driver, you also need to install a DB2 client (either the IBM Data
Server Client or the IBM Data Server Runtime Client). More details are provided in the next
section.

4.2.1 DB2 JDBC and SQLJ drivers
Table 4.1 describes the different types of JDBC drivers available in the industry today.

Type Driver name Description Provided with
DB2?

Type 1 The JDBC-ODBC Through this driver, JDBC access No
bridge driver is performed via an ODBC driver.
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Type 2 The Native-API driver
Type 3 The JDBC net pure-
java driver
Type 4 The  native-protocol

pure-java driver.

Table 4.1 - JDBC driver types

This driver requires a DB2 client to
be installed in the same machine
were the JDBC application is
running. DB2 provides two type 2
drivers as we will describe later.

This driver uses a pure Java client
and communicates with a net
server  using a database-
independent protocol. The net
server then communicates the
client's requests to the database.
This driver is no longer supported
in DB2 in favor of Type 4 drivers.

This is the most flexible JDBC API.
This driver converts JDBC calls
into the network protocol used by
DB2 directly. This allows a direct
call from the client machine to the
DB2 server without having to
install a DB2 client.

Yes

No

Yes

Though there are several types of JDBC drivers, type 2 and type 4 drivers are the most
popular and best for performance; therefore, in DB2 9.7, support for other types has been
dropped in favor of these two types. Type 2 drivers need to have a DB2 client installed on
the machine where the Java application is running. The type 2 driver uses the DB2 client to
establish communication to the database as depicted in Figure 4.2.

DB2 Client

Figure 4.2 - A Java application using the JDBC type 2 driver

Remote

Database

Type 4 is a pure java client, so there is no need for a DB2 client, but the driver must be
installed on the machine where the JDBC application is running. Figure 4.3 illustrates a
JDBC application using the type 4 driver.
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Figure 4.3 — A JDBC application using the type 4 driver

Table 4.2 provides more details about the DB2 JDBC and SQLJ drivers.

Driver Driver Name Packaged JDBC Minimum level of
Type as specification SDK for Java
supported required
Type 2 DB2 JDBC Type 2 Driver db2java.zip JDBC 1.2 and 1.4.2
for Linux, UNIX and JDBC 2.0

Windows (Deprecated*)

Type 2 IBM Data Server Driver db2jcc.jar JDBC 3.0 142
and for JDBC and SQLJ and sqlj.zip compliant
Type 4
db2jccd.jar JIDBC 4.0 and 6
and earlier
sqlj4.zip

Table 4.2 - DB2 JDBC and SQLJ drivers
* Deprecated means it is still supported, but no longer enhanced

As you can see from Table 4.2, Type 2 is provided with two different drivers; however the
DB2 JDBC Type 2 Driver for Linux, UNIX and Windows, packaged as db2java.zip, is
deprecated.

The IBM Data Server Driver for JDBC and SQLJ packaged as db2jcc.jar
(com.ibm.db2.jcc) includes support for both, the type 2 and type 4 drivers. The choice of
driver is determined based on the syntax used to connect to the database in your Java
program: If a hostname or IP address, and a port are included in the connection string,
then type 4 is used, otherwise, type 2 is used. This is discussed in more detail in a later
section of this chapter. The IBM Data Server Driver for JDBC and SQLJ has been
optimized to access all DB2 servers in all platforms including the mainframe.

When you install a DB2 server, a DB2 client or the IBM Data Server Driver for JDBC and
SQLJ, the db2jcc.jar and sqlj.zip files compliant with JDBC 3.0 are automatically
added to your CLASSPATH. If you would like to use the JDBC 4.0 specification, make sure
to replace db2jcc. jar and sqlj.zip with db2jcc4. jar and sql j4.zip respectively
in the CLASSPATH.

Note:
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If you are new to the Java programming language and the concepts of JVM, JRE, or JDK;
review the free e-book Getting Started with Java that is part of this book series.

4.3 JDBC Programming
Developing a JDBC program consists of the following steps:
1. Connect to the database using either JDBC type 2 or type 4
2. Execute SQL statements
3. Receive results
4. Handle SQL errors and warnings
5. Close the connection

We discuss each of these steps in more detail in the next sections. Figure 4.4 provides a
summary about the steps, interfaces, classes and methods that are used in a JDBC
program. These are also discussed in more detail in the next sections.

Driver Manager

e Create ment(} C i PrepareCall(?) —I

PrepareStatement(?) *

PreparedStatement CallableStatement

800K 7.7) setXXX(7.7)

executeQuery(?) execute() executeQuery(} < 2
executeu‘pdate{?] miﬁ:ﬁg;:ge” executeGuery()

set}XX(2.7)

getUpdateCount() executeUpdate()

True

False
ResultSet ResultSet ResultSet Null

getUpdateCount()

h._.

ResultSet

— Y
next{} getUpdateCount{)

next{} next()
getX(?.7) getixX(2.7) get)07.7)
Update | / Update /|
P Records / LS, Pl Records Records

Figure 4.4 - The JDBC Programming steps, objects and methods
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Note:

Several examples and figures used in this section are taken from the IBM redbook DB2
Express-C: The Developer Handbook for XML, PHP, C/C++, Java, and .NET (SG24-7301-
00). See the Resources section in this book for more information.

4.3.1 Connecting to a DB2 database

This section shows you how to connect to a database using JDBC Type 2, and JDBC Type
4. Let's examine the code snippet shown in Listing 4.1 below for a connection using JDBC
Type 2.

(1) import java.sql.*;

class myprg {
public static void main (String argv[]){

try {
Connection con = null;
(@)) Class.forName("'com.ibm.db2.jcc.DB2Driver');
3) String url = "jdbc:db2:SAMPLE";

if (argv.length == 2){

String userlID = argv[0];

String passwd = argv[1];

(C)) con = DriverManager .getConnection(url,userlD,passwd);

}
else

{throw new Exception

('"\n Usage: java myprg userlID password\n');

}

Listing 4.1 - Connecting to a DB2 Database using JDBC Type 2
Let's review each of the items shown in Listing 4.1:

(1) This statement imports the java.sql package, which contains the JDBC core
API.

(2) This statement loads the driver classes from the IBM Data Server Driver for JDBC
and SQLJ (db2jcc.jar/db2jcc4.jar/sqlj.-zip/sqlj4.zip). The ForName
method takes a string argument whose value is the name of the class which
implements the interfaces defined in java.sql package. In this case the class
name is "com.ibm.db2. jcc.DB2Driver". If you expand the db2jcc. jar file,
you'll see on Windows:
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C:\Program
Files\IBM\SQLLIB\java\db2jcc\com\ibm\db2\jcc\DB2Driver.class

In the case of the deprecated DB2 JDBC Type 2 Driver for Linux, UNIX and
Windows, the class name to use in the forName method would be
"COM.ibm._db2_jdbc.app-DB2Driver". If you unzip db2java.zip on Windows

you'll see:

C:\Program
Files\IBM\SQLLIB\java\db2java\COM\ibm\db2\jdbc\app\DB2Driver.
class

(3) In this line, we initialize the URL and choose to connect to the SAMPLE database. In
the syntax of the URL we are not including the host name or the port number;
therefore, this means Type 2 is being used. Type 2 needs a DB2 client to be
installed, and use it to configure the connectivity to the SAMPLE database.

(4) In the case two arguments are passed to the program (userID and password),
these will be used to get the connection; otherwise the program throws an
exception. DriverManager.getConnection(url,userlD,passwd) can also be
called without a userliD and passwd as follows:
DriverManager.getConnection(url). In this case the user ID logged on to the
system would be used. For Type 4, as we will see next, this will not work, as this
connection is taken as a remote TCPIP connection and DB2 needs a user ID and
password for all remote connections.

Now let's take a look at the same code snippet as in Listing 4.1, but using a JDBC Type 4
connection. This is illustrated in Listing 4.2

import java.sql.*;

class myprg {
public static void main (String argv[]){
try {
Connection con = null;
Class.forName(''com.ibm.db2_jcc.DB2Driver');
€Y String url = "jdbc:db2://168.100.10.1:50000/SAMPLE";
if (argv.length == 2){
String userlID = argv[0];
String passwd = argv[1];
con = DriverManager.getConnection(url,userlID,passwd);
}
else
{ throw new Exception
('"\n Usage: java myprg userlID password\n');

}
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Listing 4.2 - Connecting to a DB2 Database using JDBC Type 4

Listing 4.2 shows the exact same code snippet as in Listing 4.1, but the URL has been
changed to use the Type 4 syntax:

"jdbc:db2://<1P address or hostname>:<DB2 Instance port number>/<dbname>"

(1) In Listing 4.2, the fictitious IP address 168.100.10.1 was used. The DB2 instance
port number is 50000, and the database name to connect to is SAMPLE. To test a

connection when you are not connected to a network you can always use
localhost or the loopback IP address 127 .0.0.1 to point to yourself.

Note:

Most of the code snippets shown in this chapter are extracted from the program

myprg - jJava which is included in the

Exercise_Files DB2_Application_Development.zip file with this book. You can
test each code snippet by commenting out the appropriate section in the program.

After a Connection object is created, a Statement, PreparedStatement, or
CallableStatement object can be created with the methods described in Table 4.3

Method Object created Description

createStatement Statement object A Statement object can be
used to execute SQL that does
not use parameter markers.

prepareStatement PreparedStatement A PreparedStatement
object object can be used to execute
SQL that uses parameter
markers.
prepareCall CallableStatement A CallableStatement object
object can be used to call a stored
procedure.

Table 4.3 - Methods of the Connection object to create different types of Statement
object
4.3.2 Executing SQL statements

This section describes how to declare host variables, and execute SQL statements using
the Statement, PreparedStatement and CallableStatement interfaces.

4.3.2.1 Declaring host variables
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Host variables follow normal Java variable syntax. Some data types that map to
database data types in Java applications can be seen in Figure 4.5 extracted from the DB2

Information Center.

Java data type

Database data type

short SMALLINT
boolean’, by'tel. Java.lang.Boolean SMALLINT

int, java.lang.Integer INTEGER

long, java.lang.Long BIGINTLL

float, java.lang.Float REAL

double, java.lang.Double DOUBLE
Java.math_BigDecimal DECIMAL (g, s
java.math.BigDecimal DECFLOAT(nf
java.lang.String CHAR(n)f
java.lang.String GRAF’HIC(m}i
java.lang.String VARC HARI:n}:

iava_lana.Strina VADRDADHIN S

Figure 4.5 - Mapping of Java data types with DB2 data types
The full mapping list can be found at:

http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.java.doc/
doc/rjvidata.html

The DCLGEN (Declarations generator) utility in DB2 allows you to create structures for host
variables. The languages supported are C, Java, COBOL, and FORTRAN.

For example, to generate the declaration statements for the table employee in the
SAMPLE database for the Java language you can use:

db2dclgn -D sample -T employee -L Java

The output would be stored in a file employee. java with content as shown in Listing 4.3
below.

jJava.sql .Date

hiredate;
jJava.lang.String job;
short edlevel;
jJava.lang.String sex;
jJava.sql .Date birthdate;

Java_.math_BigDecimal salary;
Listing 4.3 - Output of DCLGEN for the employee table using the Java language

4.3.2.2 The Statement interface


http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.java.doc/doc/rjvjdata.html�
http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.java.doc/doc/rjvjdata.html�
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A class implementing the Statement interface is used to execute an SQL statement
which does not contain parameter markers. A Statement object is created with the
createStatement method from a Connection object.

Table 4.4 shows the different methods applicable to the Statement object to execute a
query.

Method Description

executeQuery Use it when a result set is expected, for example, a SELECT
statement. It returns a ResultSet object.

executeUpdate @ Use it for updates of database contents, for example, INSERT,
UPDATE, and DELETE. It returns an integer with the number of rows
affected.

execute Use it when you don't know until runtime whether the statement
executed is a SELECT or an UPDATE statement. It returns true if
the result of the SQL is a result set, false if it's an update count.
Use this method in conjunction with getResultSet or
getUpdateCount methods.

Table 4.4 - Methods of the Statement object

Listing 4.4 provides a code snippet that illustrates the use of a Statement object, and the
executeQuery method.

(1) Statement stmt = con.createStatement();
(2) ResultSet rs stmt.executeQuery
('SELECT EMPNO, FIRSTNME, LASTNAME " +
" FROM EMPLOYEE " +
" WHERE SALARY > 80000" );
(3) while ( rs.next() ) {
System.out._printIn(**Empno '+ rs.getString(1) +
" Full name = " + rs._getString(2) +
'+ rs.getString(3));

b
(O] rs.close();
(5) stmt.close();
(6) con.close();

} catch (Exception e) {
e_printStackTrace();
b

3}
Listing 4.4 - Statement object: Performing a SELECT with executeQuery
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The three dots at the beginning indicates this is part of a program, not all the listing is being
shown. Next each line marked with a number is explained as follows:

(1) An object of Statement (or class implementing the Statement interface) can be
used to execute the SQL statement which does not contain parameter markers. A
Statement object can be created from the Connection object using
createStatement method.

(2) The ResultSet object maintains a cursor to the current row of the result set of a
qguery. The executeQuery method allows you to execute a query (SELECT). If

you want to update, delete, or insert, use the executeUpdate method as we will
see later.

(3) The cursor can be advanced to the next row by using the next method of the
ResultSet object. The cursor by default can only be moved forward and is read-

only.

(4) Closing the result set.

(5) Closing the statement.

(6) Closing the connection.

If you would like to test the above code snippet, edit the myprg.java program
(accompanying this book) appropriately. The program includes the connection statements
shown in Listing 4.2. The program would be compiled and executed as shown below.

jJjavac myprg.java

java myprg <userid>

<password>

The output would look as shown in Figure 4.6 where the userID is arfchong, and the
password is mypasswd:

ot |DB2 CLP - DB2COPY1

D:sTempX*javac myprg.java

D:sTemp*java myprg arfchong mypassuwd
Empno = HBEEH

Empno
Empno
Empno
Empno
Empno
Empno

D:sTemp>

5151515 p )
#RER30
51515150 )
#RER70
(515151500
#0881 80

18 Full

Full
Full
Full
Full
Full
Full

name
name
name
name
name
name
name

CHRISTINE HAAS
MICHAEL THOMPSON
SALLY KUAN

JOHN GEYER

EUua PULASKI
EILEEN HENDERSON
THEODORE SPENSER

Figure 4.6 - Executing the myprg.java program
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The next code snippet shown in Listing 4.5 below provides an example of using a
Statement object, and the executeUpdate method.

Statement updStmt = con.createStatement();
(1) int numRows = updStmt.executeUpdate
(""UPDATE EMPLOYEE " +
" SET FIRSTNME "Raul™, " +
LASTNAME "Chong™® " +
" WHERE EMPNO = "000010" ');
System.out.printIn("’'Number of rows updated " + numRows);
Listing 4.5 - Statement object: Performing an UPDATE with executeUpdate

In the above listing, in line (1):

The executeUpdate method is used to perform a SQL UPDATE operation, which returns
an integer with the number of rows affected. The above code snippet is part of the
myprg.java program. You can run it as follows after commenting out the appropriate
sections in the program:

javac myprg.java
java myprg <userid> <password>

And this would be the output:

Number of rows updated: 1

The examples in Listing 4.6 and Listing 4.7 are similar to the previous Listing 4.5, but in this
case, the query is saved on a string called query first, and we are using the
executeUpdate method to perform an INSERT and a DELETE respectively.

String query = null;
query = "INSERT INTO employee (EMPNO, " +

"FIRSTNME, LASTNAME, EDLEVEL, SALARY)" +

"WALUES ("099999", "Jin", "Xie", 25, 90000)";
Statement stmt = con.createStatement();
int numRows = stmt.executeUpdate( query );
System.out.printIn("'Number of rows inserted: " + numRows);
stmt.close();

Listing 4.6 - Statement object: Performing an INSERT with executeUpdate

String query = null;

query = "DELETE FROM employee where empno = "000999"";
Statement stmt = con.createStatement();

int numRows = stmt.executeUpdate( query );



Chapter 4 - Application development with Java 137

System.out.printIn("'Number of rows deleted:
stmt.close();
Listing 4.7 - Statement object: Performing a DELETE with executeUpdate

+ numRows) ;

The next code snhippet shown in Listing 4.8 is an example of using the execute method.
As stated earlier, this method is used when you don't know until runtime if you are
performing a SELECT or an update, where an update refers to an SQL UPDATE, INSERT,
or DELETE.

String passedStmt = "SELECT firstnme, lastname " +
"FROM employee " +
"WHERE salary > 80000";

Statement stmt = con.createStatement();
ResultSet rs = null;
int numrows = 0;

(1) if (stmt.execute(passedStmt)){
rs = stmt._getResultSet();
while ( rs.next(Q) ) {
System.out.printIn(’*Full name = " + rs.getString(l) +

'+ rs.getString(2));
}
rs.close();
}
else {
numrows = stmt.getUpdateCount();
System.out.printIn("*Number of rows updated:

}
Listing 4.8 - Statement object: Performing a SELECT or UPDATE with execute

+ numrows);

In the above listing, in line (1):

If the statement passed (passedStmt in this example) is a SELECT, the execute method
will return true. If it was an UPDATE/INSERT/DELETE, it'd return False. In this particular
example we hard-coded the statement passed; however, it could have been implemented
as an argument.

To test this using the myprg. java program, comment out the corresponding section in the
program, and run these commands:

Javac myprg.-java

Java myprg <userid> <password>

The output would look like:

Full name = Raul Chong
Full name = MICHAEL THOMPSON
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Full name = SALLY KWAN
Full name = JOHN GEYER
Full name = EVA PULASKI
Full name = EILEEN HENDERSON
Full name = THEODORE SPENSER

If you modify the program so the passed statement is an UPDATE operation, you can test
compiling and running the program again, and would get this result:

Number of rows updated: 1

4.3.2.3 The PreparedStatement interface

A class implementing the PreparedStatement interface can be used to run queries
which can contain parameter markers. A parameter marker is a question mark (?) that
appears in a dynamic statement string and can appear where a variable could appear.
PreparedStatement extends the Statement interface.

As indicated earlier, the prepareStatement method of the Connection object is used
to create a PreparedStatement object.

If the SQL statement contains parameter markers, the values for these parameter markers
need to be set using setter methods before executing the statement. Setter methods of a
PreparedStatement object look like “setXXX”, where XXX denotes the data type of the
parameter marker. For example, setint, setString, setDouble, setBytes,
setClob, setBlob

After setting the parameter values, use the executeQuery, executeUpdate, or
execute methods based on the SQL type.

Listing 4.9 provide a sample code snippet using PreparedStatement and a SELECT.

(1) PreparedStatement pStmt = con.prepareStatement
("'SELECT firstnme, ™ +
* lastname " +
"FROM employee WHERE salary > ? ™);
(2) pStmt.setlnt(1,80000);
(3) ResultSet rs = pStmt.executeQuery();
while ( rs.next() ) {
System.out.printIn(""Full name = " + rs.getString(l) +
' + rs.getString(2));
}
(4) rs.close();
(5) pStmt.close();
Listing 4.9 - PreparedStatement object: Performing a SELECT with executeQuery

In the above listing:
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(1) A prepared statement is created from a SELECT, where the parameter marker (?) is
used for the salary.

(2) Since the salary column is defined as INTEGER, we use the setter method
setlint. In this particular example we hardcode the value to 80000. The “1” in
pStmt.setInt(1,80000) represents the first parameter marker.

(3) After the setter methods have been used to set values, we use executeQuery in
this case since it's a SELECT statement, and assign it to a result set.

(4) Close the result set

(5) Close the PreparedStatement object pStmt.

This next sample code snippet shown in Listing 4.10 provides a similar example as the
previous listing, but this time it is using a PreparedStatement with an update, and using
executeUpdate.

(1) PreparedStatement pStmt = con.prepareStatement
(""UPDATE employee " +
" SET salary = ? " +
" WHERE empno = ? ');
(2) pStmt.setint (1,85000);
(3) pStmt.setString(2,'000010");
(4) int numRows = pStmt.executeUpdate();
System.out.printIn("'Number of rows updated: " + numRows);
pStmt.close();
Listing 4.10 - PreparedStatement object: Performing an UPDATE with executeUpdate

In the above listing:

(1) A prepared statement is created from an UPDATE, where one parameter marker is
used for the salary, and another one for the empno column.

(2) Since the salary column is defined as INTEGER, we use the setter method
setint. In this particular example we hardcode the value to 85000. The “1” in
pStmt.setint(1,85000) represents the first parameter marker.

(3) The empno column is defined as a string (CHAR in the database); therefore, we use
the setter method setString.

(4) After the setter methods have been used to set values, we use executeUpdate in
this case since it's an UPDATE statement, and obtain the number of rows affected.

The next sample code snhippet shown in Listing 4.11 provides a similar example as the
previous listing, but this time it is using a PreparedStatement with a SELECT, and using
execute.

(1) String passedStmt = "SELECT firstnme, lastname " +
"FROM employee " +
"WHERE salary > ?"';
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PreparedStatement pStmt = con.prepareStatement(passedStmt);
pStmt.setint (1,85000);
ResultSet rs = null;
int numrows = O;
(2) if (pStmt._execute())
{
rs = pStmt.getResultSet();
while ( rs.next() ) {
System.out.printIn("*Full name = " + rs.getString(l) +
'+ rs.getString(2)); }
rs.close();
}
else
{
numrows = pStmt.getUpdateCount();
System.out._printIn(''Number of rows updated:
pStmt.close();
Listing 4.11 - PreparedStatement object: Performing a SELECT with execute

+ numrows); }

In the listing above:

(1) A prepared statement is created from a SELECT, where a parameter marker is used
for the salary.

(2) Use the execute method when you don't know whether the statement to be
executed is a query (SELECT) or an update (UPDATE, INSERT, DELETE). If the
statement passed (passedStmt in this example) is a SELECT, the execute method
will return true. If it was an UPDATE/INSERT/DELETE, it'd return false. In this
particular example we hard-coded the passed statement. It could have been
implemented as an argument.

4.3.2.4 The CallableStatement interface

A class implementing the Cal lableStatement interface can be used to call a stored
procedure. Cal lableStatement extends the PreparedStatement interface. Use the
prepareCall method of the Connection object to create a CallableStatement
object.

A CallableStatement can have three types of parameters: IN, OUT, INOUT. The value
for IN and INOUT parameters must be set using setter methods (setXXX) before
executing the CallableStatement. In the same way, OUT and INOUT parameters
should be registered (using registerOutParameter methods) to the database before
executing the statement.

The CallableStatement can be executed using executeUpdate, executeQuery,
and execute methods. The usage of these three methods is described below:

= executeUpdate: When no result set is expected as the output of the call.
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= executeQuery: When a single result set is expected as the output of the call.
= execute: When multiple result sets are expected as the output of the call.

Let's take a look at the sample code snippet in Listing 4.12 using a Cal lableStatement
object and the executeUpdate method. Assume the view_salary_increase stored
procedure is defined as:

view_salary_increase (IN p_empno varchar(6),
INOUT p_increase int,
OUT p_firstname)

where the stored procedure returns as the OUT parameter the first name of an employee
for a given employee number.

(1) CallableStatement cstmt;
(2) cstmt = con.prepareCall(“'call view_salary_increase(?,?,?)'");
(3) cstmt.setString(1,"000010™);
(4) cstmt.setInt(2,10000000);
(5) cstmt.registerOutParameter(3, Types.VARCHAR);
(6) cstmt.executeUpdate();
(7) System.out.println(cstmt.getString(3) +
" would receive and increase of " +

cstmt.getInt(2));
(8) cstmt.close();
Listing 4.12 - CallableStatement using executeUpdate: Not returning a resultset

In the above listing:
(1) The CallableStatement object cstmt is declared.

(2) The CallableStatement object is created from the connection’s method
prepareCall and is assigned to cstmt

(3) Input parameters to the stored procedure (IN or INOUT) must be set before
executing the call

(4) Same as 3, this parameter is an INOUT parameter.

(5) Output parameters to the stored procedure must be registered to indicate the type.
For INOUT parameter, if you setXXX first, it'd be optional to register it.

(6) In this case the executeUpdate method is used because no result set is returned
by the stored procedure.

(7) Use the getXXX methods to retrieve the information from the stored procedure
parameters (OUT and INOUT)

(8) Closes the Cal lableStatement object cstmt
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In this next example shown by the code snippet in Listing 4.13, a CallableStatement
object is used to call the stored procedure high_paid_employees defined as:

high_paid_employees (IN p_salary INT))

where the stored procedure returns one result set with two columns: the first name and last
name of employees with a salary greater than p_salary.

CallableStatement cstmt;
(1) cstmt = con.prepareCall(*'call high_paid_employees(?)");
(2) cstmt._setlnt(1,80000);
(3) ResultSet rs = cstmt.executeQuery();
System.out._printIn("'High-paid employees list\n" +
Mo ")
(4) while ( rs.next() ) {
System.out.printin( rs.getString(l) + ™ " +
rs.getString(2) );
}

rs.close();
cstmt.close();
Listing 4.13 - CallableStatement object returning one result set

In the above listing:

(1) The CallableStatement object cstmt is created from the connection’s method
prepareCall to invoke the high_paid_employees stored procedure.

(2) Input parameter to the stored procedure is set before executing the call. There are
no output parameters to register.

(3) The executeQuery method issued since the stored procedure is returning one
result set.

(4) We loop through the result set, and use getter methods (getXXX) for the columns
returned in the result set.

4.3.3 Receiving results

This section describes the third step when working with JDBC programs. It describes how
to receive results, mainly ResultSet objects.

4.3.3.1 ResultSet

A ResultSet object is returned by the executeQuery method of Statement,
PreparedStatement, and CallableStatement objects. The ResultSet object

maintains a cursor to the current row of a result set. This cursor can be moved to the next
row by using the next() method of this object. A cursor by default can only be moved

forward and is read-only; however, you could define a cursor to be scrollable or updatable.
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The columns value for the current row can be fetched by calling getter methods of the
ResultSet object. When all the rows are fetched, the next method returns an exception.

Table 4.5 lists three properties for the ResultSet that can be set while creating the
Statement object.

Property Description
resultSetType Defines the scrollability of the cursor
resultSetConcurrency Defines the updatability of the cursor

resultSetHoldability Indicates that the result set will remain open even after the
statement is closed

Table 4.5 - Properties for resultSet

The createStatement and prepareStatement supporting all of these properties have
the following syntax:

createStatement (int resultSetType,
resultSetConcurrency,
resultSetHoldability)

prepareStatement (int resultSetType,
resultSetConcurrency,
resultSetHoldability)

All three properties are optional. Listing 4.14 below provides an example of working with
result sets taken from the IBM redbook mentioned at the beginning of section 4.3.

(1) Statement stmt = con.createStatement(ResultSet.TYPE_SCROLL_SENSITIVE,
ResultSet.CONCUR_UPDATABLE);
(2) ResultSet rs=stmt.executeQuery(‘'Select POID,Status from
purchaseorder'™);
(3) while(rs.next()) {
int id rs.getint(l);
String status = rs.getString(2);
if(id==5003 && status.toUpperCase().compareTo(""UNSHIPPED')==0) {
System.out.printin("'updating status to shipped for id value "+

(o R ):
(D) rs.updateString(2,"Shipped™);
(5) rs.updateRow();
}

}
(6) rs.beforeFirst();
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System.out.printIn("'Printing all the purchase order record status');
while(rs.next()) {

int id = rs.getint(l);

String info = rs.getString(2);

System.out.printIn("id="+id+" info="+ info );

}
Listing 4.14 - An example of using a ResultSet object

In the above listing:

(1) This line is used to create the Statement object with properties for the cursor to be
scrollable (and sensitive to changes made by others) and updatable.

(2) The ResultSet object is created
(3) Looping through the resultset

(4) For the condition where id = 5003 and it is UNSHIPPED, update the String
(column 2) for that row of the cursor to status of “Shipped”. If there were more
columns you could update the other columns too using updater methods
(updateXXxX)

(5) Update the row (If you used rs.insertRow(), it'd insert a new row at that
position)

(6) Move the cursor back to the front of this ResultSet object, just before the first
row.

4.3.4 Handling SQL errors and warnings

Just like any Java program, in JDBC, exception handling is done using the try-catch block.
A DB2 application throws a SQLException whenever it encounters a SQL error or a
SQLWarning whenever it encounters a SQL warning when executing SQL statements.

4.3.4.1 SQLExceptions

An object of SQLException is created and thrown whenever an error occurs while
accessing the database. The SQLException object provides the information listed in
Table 4.6

SQLException Description Method to retrieve this
information information
Message Textual representation of the error getMessage method
code
SQLState The SQLState string getSQLState method.

ErrorCode An integer value and indicates the error getErrorCode method
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which caused the exception to be
thrown.

Table 4.6 - SQLException information

Apart from the above information, the DB2 JCC driver provides an extra interface
com.ibm.db2. jcc.DB2Diagnosable. This interface gives more information regarding

the error that occurred while accessing the DB2 database.

If multiple SQLExceptions are thrown, they are chained. The next exception information
can be retrieved by calling the getNextException method of the current
SQLException object. This method will return null if the current SQLException object is

last in the chain. A while loop in the catch block of the program can be used to retrieve all
the SQLException objects one by one. Listing 4.15 shows how to handle the
SQLException in the try-catch block.

try {
// code which can throw SQLException go here

} catch (SQLException sqle)
{
System.out.printin("'Rollback the transaction and quit the program'™);
System.out.printin();
try { con.rollbackQ); }
catch (Exception e) {}
System.exit(l);
}
Listing 4.15 - Handling a SQLException

4.3.4.2 SQLWarning

The SQLWarning object is created whenever there is a database warning that occurred
while calling the methods of the following classes:

= Connection

= Statement

» PreparedStatement
= CallableStatement
» ResultSet

All these interfaces contain the getWarning method to retrieve the warning information.
Note that the creation SQLWarning object does not throw any SQLException. You need
to call the getWarning method of the above interface to check if any warning exists or
not. Listing 4.16 provides an example of working with SQLWarning.
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Statement stmt=con.createStatement();

stmt.executeUpdate(''delete from product where pid="101""");

SQLWarning sqlwarn=stmt.getWarnings();

while(sglwarn!=null)

{

System.out.println ("Warning description: + sglwarn._getMessage());
System.out.println ("SQLSTATE: " + sqlwarn.getSQLState());
System.out.println ("Error code: " + sqglwarn.getErrorCode());
sqlwarn=sqlwarn.getNextWarning(Q);

}
Listing 4.16 - Handling a SQLWarning

4.3.5 Closing the connection

We include this section for completeness of the steps to develop a JDBC program.
However, we have already shown in earlier examples how to close a connection using the
close method of a connection. Earlier in Listing 4.4, we also illustrated how to close
Statement and Resul tSet objects, also using their corresponding close methods.

4.3.6 Working with XML

Working with pureXML in Java applications is fairly easy. Simply work with SQL/XML and
XQuery statements the way you normally work with SQL statements. Treat XML as a string
within the Java program. There are performance advantages as well. The JDBC program
does not need to retrieve the entire XML document as a string or CLOB (if that was the
way it was stored) and build at run time a DOM tree (if using DOM parser). The tree was
already built when the XML document was inserted into the database. Let DB2 software
("DB2") retrieve what you need based on the SQL/XML or XQuery you passed to it.

4.3.6.1 Inserting XML data

If you want to insert a XML document to the database using a Java program, you have two
choices:

= Hardcode the XML in the Java program and insert it as a string

= Store the XML document in a file, and insert the file using the setBinaryStream
method

For example, let's assume you have created a table called CLIENTS with the following
DDL:

create table clients(

id int primary key not null,
name varchar(50),
status varchar(10),

contactinfo xml
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)

Note that the last column contactinfo is defined as XML. Figure 4.7 shows the Java
program treats this column as a string.

public static void insertstring(){
Try

Tor simplicity, I've defined variables with input data
int id = 1885; .
String name = iUty

Striag Status = "Silver™;
tring xml = \
////2(7:23;3 version=\"1.0\"7>" +
e "<Client>" + S
e "<Address> " + \
/ "<street>54 Moorpark Ave.</street>" +3%
4 "<city>5an Jose</city>" + %
{ "<sTate>CA</state>" +
"«zip>95110</Zip>" +
[ "< /Address>" + J
\ "<phone>" +
X "awork>=4084630110</work>" + /
N "<home>4081113434</home>" + /
"«celi=4082223333</cellx>" +
"</phone>" +

42
x
"<fax»4087776688< fax>" + /
\ “<email>sailer555@yahoo. com</emaits" +
~I</Client>";

get a connecTion

Connection conn = Conn.getConn();

define string thar will insert file withour validarion 2 ; )
= 5String query = "insert into clients (id, name, status, contactinfo) values (?, ?, 7 .7l 1 —

prepare the statement
Preparedstatement insertStmt = conn.preparestatement(query);
insertstmt.setInt(1l, 1id);

arstring(3, sta
tmt.setString(43, xml)

< _inserts

execute the statement
if (insertsStmt.executeupdate() != 1) {
: System.out.printin("No record inserted.");
r
conn.close();

_ catch (exception &) { . . . }
 d

Figure 4.7 - Inserting an XML document hardcoded in the Java program

In the figure above, a variable xml is defined as a String. Then in the line

insertStmt.setString(4, xml), the fourth parameter marker which corresponds to the
XML column contactinfo is set with the value of the variable xml .

In Figure 4.8, the XML document is not hardcoded in the Java program, but stored in a file
called clientl885.xml. Then this file is inserted into the database using the
setBinaryStream method. DB2 will take care of the rest.
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pub1ic{static void insertrile(){
ry
// for simplicity, I've defined variables with input data
int id = 1885;
String name = “Amy Liu™;

S 5 “Sitvert;
<:13§Ei§§:§§f§fi;. XMLFiles/Client1885.xm1"; // input File>

/ get a connection
Connection conn = Conn.getConn{);

// define string that will insert file without validarion
Fing query = "insert into clients (id. name, status. contactinfo) values (7, 2, 7 .71

/ prepare the statement
PreparedStatement insertSImt = conn.preparesStatementiquery);
insertStmt.setInt(l, id);
insertstmt. 5et5tr1ng(2 name) ;

insertsStmt. ""d:}.
ile = new F11effn).
insertStmt.setBinaryStream(4, new FileInputStream(file), (int)file.length());

// execute the statement

if (insertStmt.executeUpdate() != 1) {
System.out.printin("No record inserted.");

¥

énﬁn:c1ose();

catch (Exceptione) { . . . }

Figure 4.8 - Inserting an XML document stored in a file

4.3.6.2 Retrieving XML documents with SQL/XML and XQuery

Everything that was learned in Chapter 15, DB2 pureXML, can be applied to this chapter.
Figure 4.9 shows an example where an SQL/XML query is invoked in the Java program. A
parameter marker is used, and for the second column of the result set returned (the email),
it is retrieved as a string. The email as you can tell from the query is an element of the XML
document stored in column contactinfo.

String status = "Silver";

try{ _
‘ get a database connection

’ define, prepare, and execute a query that includes
(1) a path express1on that will return an XML element and
parame - 3 olumn value_
query = SELECT name xm1query{ SC ‘Client/ema e
* passing contactinfo as \"c\"
* from c11ents hhere status =(?"
Prepar ed =i
selectStmt.setString(1, sratus),
ResultSet rs = selectStmt.executeQuery();

// iterate over and print the results
while(rs.next() ){
System. i

: etstring(1) +
" + rs.getstring(2)

¥

.

// release resources

}
catch (Exception e) { . . . }

Figure 4.9 - Using SQL/XML in a Java program
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Figure 4.10 is an example of using XQuery in a Java program. Again, there is nothing
special about working with SQL/XML or XQuery in a Java program.

try{
'/ get a database connection
Connection conn = Conn.getConn();

'/ define, prepare, and execute an XJuery (without SQL).

'/ note that we must hard-code query predicate values.

String query = "xquery Tor %y in db2-Tn:xmlcolumn” +
"{'CLIENTS.CONTACTINFO'}/Client ™ +
"where fy/address/city=""5an Jose“" and $y/ /Address/state='"CA " " +
"return <emailList> { $y/email } </emailList=";

Preparedstatement selectStmt = conn.preparestatement (query);

Resultset rs = selectStmt. executaguery(l;

/ iterate over all items in the sequence and print results.
while(rs.nexti{) J{
System.out.printinirs.getstring(1i));
B
'/ release all resources

'/ catch and handle any exceptions

H
Figure 4.10 - Using XQuery in a Java program

Note:

A more complete explanation of JDBC including topics about database metadata, batch
updates, transactions, savepoints, handling large objects, and more can be found in the
IBM redbook DB2 Express-C: The Developer Handbook for XML, PHP, C/C++, Java, and
.NET (SG24-7301-00). See the Resources section in this book for more information

4.4 SQLJ Programming

SQLJ programming is a standard for embedding SQL statements into Java programs. All
SQL statements are run statically using contexts. A context gives you information that
helps interpret where the SQL statement is executed. There are different types of contexts:

= Connection context. This is equivalent to the Connection object in JDBC. A
default connection context is used when no connection context is specified.

= Execution context. This is required to get the information regarding the SQL
statement before and after executing the statement.

4.4.1 SQLJ Syntax

When working with SQLJ, there is different syntax that can be used that can help a
precompiler identify the statements to translate from other statements in the embedded
SQL Java program. There are different types of syntax, but they all start with “#sql” and

use curly brackets as delimiters as shown below:

= #sql [connection-context] { sql statement }
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= #sql [connection-context, execution context] { sql statement }
= #sql { sql statement }
= #sql [execution context] { sgl statement }

Host variables can be identified by a colon as in the example below:

#sql {SELECT EMPNO FROM EMP WHERE WORKDEPT = :dept};

4.4.2 Connection contexts

To work with SQL in an SQLJ program, you need to first establish a database connection.
A connection context is used for that purpose. There are different ways to work with
connection contexts as shown in Listing 4.17 and Listing 4.18 below.

(1) #sql context ctx; // This should be outside the class

(2) Class.forName(''com.ibm.db2.jcc.DB2Driver'™) _newlnstance();
(3) ctx ctxl = new ctx(“jdbc:db2:sample”,false);

(4) #sql [ctx1] { DELETE FROM dept };

Listing 4.17 - Working with a Connection context

In the above listing:
(1) Declare a class for the connection context using the syntax:

#sql context <context-class-name>

(2) Load the JDBC driver; similar to JDBC programs.
(3) Invoke the constructor of the context class.
(4) An SQL statement (DELETE) is executed under the connection context “ctx1”

This other example in Listing 4.18 is similar but it combines using JDBC connection objects
with SQLJ.

#sql context ctx; // This should be outside the class
Class.forName(''com. ibm.db2. jcc.DB2Driver™) .newlnstance();
(1) Connection con=DriverManager.getConnection();
(2) ctx ctxl = new ctx(con);
#sql [ctx1] { DELETE FROM dept };

Listing 4.18 - Connection context from Connection object example:
In the above listing:

(1) Using a Connection object

(2) Invoke the constructor of the context class.
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In addition, you can also create a default context for the connection. This means that later
on there will not be a need to specify a context when performing SQL operations, as the
context to use will be the one specified as the default one. The syntax would be of this
form:

#sql { sgl statement }

Listing 4.19 provides an example.

Class.forName(*'com.ibm.db2.jcc.DB2Driver'™) _newlnstance();
Connection con = DriverManager.getConnection();

(1) DefaultContext ctxl = new DefaultContext(con);

(2) DefaultContext._setDefaultContext(ctxl);

(3) #sql { DELETE FROM dept };

Listing 4.19 - Connection with default context example

In the above listing:
(1) A DefaultContext is created.
(2) Set the default context to be ctx1

(3) Specify the SQL to execute, in this case it is a DELETE statement. Note that there is
no need to put the context name in the syntax. The default context ctx1 will be
used.

Listing 4.20 below provides an example of a complete SQLJ program using a default
context.

import java.sql.*;
(1) import sqglj.runtime.*; // SQLJ runtime support
(2) import sqglj.runtime.ref.*; // SQLJ runtime support

class myprg3 {
public static void main(String argv[]) {
try {
Connection con = null;
Class.forName(*'com. ibm.db2.jcc.DB2Driver');
String url = "jdbc:db2://127.0.0.1:50000/SAMPLE";
if (argv.length == 2) {
String userlID = argv[0];
String passwd = argv[1];
con = DriverManager.getConnection(url,userlID,passwd);
}
else { throw new Exception
('"\n Usage: java myprg3 userlID password\n"); }
3) DefaultContext ctx = new DefaultContext(con);
(D) DefaultContext.setDefaultContext(ctx);
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) if(C ctx 1= null )
(6) { ctx.close():}
} catch (Exception e) { }

3}
Listing 4.20 - A complete SQLJ program

In the above listing:

1 and 2: These packages need to be imported to provide for SQLJ runtime support
3. Creating a default context

4. Setting the default context to use

5. If the context is not closed

6. Close the context / disconnect

4.4.3 Execution contexts

An execution context monitors and controls a SQL statement while executing; it is
equivalent to the Statement inteface in JDBC and is created within a connection context

object.

To create an ExecutionContext object use the getExecutionContext method of the
connection context. Some ExecutionContext methods work before an SQL statement is
executed while others apply only after execution.

Listing 4.21 provides an example.

#sqgl context ctx; // this should be outside the class
String url = "jdbc:db2:sample";
Class.forName(''com. ibm.db2.jcc.DB2Driver'™) .newlnstance();
Connection con=DriverManager.getConnection(url);
ctx ctxl=new ctx(con);
(1) ExecutionContext exectxl = ctxl.getExecutionContext();
(2) #sql[ctxl,exectx1l] = { DELETE FROM purchaseorder WHERE
status="UnShipped"}
(3) int i = exectxl.getUpdateCount();
Listing 4.21 - An example using an execution context

In the above listing:

(1) An execution context is created with the getExecutionContext method of
the connection context object.

(2) Specifying the SQL to run associated to connection context ctxl1, and execution
context exectxl.

(3) Invoking the getUpdateCount method of the execution context object to obtain
the number of records deleted or updated.
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4.4.4 Iterators
Iterators are equivalent to a JDBC result set. There are two types of iterators:

= Named iterators: Identify a row by the name of the column in the result set. While
defining the named iterator, specify the name of the columns and their data types

= Position iterators: Identify a row by its position in the result set. While defining the
position iterator, specify only the data types of the columns.

Listing 4.22 provides an example of a named iterator.

(1) #sql iterator namediterator (int poid, String status)
(2) namediterator iteratorl;
(3) #sql [ctx1] iteratorl = {
(4) while(iteratorl.next()) {
(5) System.out._printin(''poid: " + iteratorl_poid() + "Status: "'+
iteratorl.status());
}
(6) iteratorl.close();
Listing 4.22 - An example of a named iterator

select poid,status from purchaseorder };

In the above listing:

(1) A named iterator is declared with two columns. Note that the column names poid
and status are explicitly mentioned. This is why this is a hamed iterator.

(2) A named iterator iteratorl is declared

(3) In connection context ctxl, the iteratorl is defined with a “select poid,
status from purchaseorder”

(4) Looping through the iterator

(5) Printing the poid and status of each row retrieved. Note the syntax:
“iteratorl.poid()”, and “iteratorl.status()".

(6) Closing iteratorl.
Listing 4.23 provides an example of a position iterator.

(1) #sql iterator positionedlterator (int, String);

(2) String status = null;

(3) int poid = 0;

(4) positionedlterator iteratorl;

(5) #sql [ctx1] iteratorl={ select poid, status from purchaseorder };
(6) #sql { fetch :iteratorl into :poid, :status };

(7)) while(literatorl_endFetch()) {

(3) System.out.printIn(poid: " + poid + "Status: '+ status);
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9 #sql { fetch :iteratorl into :poid, :status };

}
Listing 4.23 - An example of a position iterator

In the above listing:

(1) A position iterator is declared with two columns. Note that the column does not
have names, just the data type. This is why this is a position iterator

(2) A variable status is declared. This is like a host variable that are used to receive
the values from the iterator

(3) Similar to (2) for variable poid.
(4) A positioned iterator iteratorl is created.

(5) In connection context ctxl, the iteratorl is defined with a “select poid,
status from purchaseorder”

(6) Before starting the loop, we fetch the first record into the host variables poid and
status. This is because in (7) we are not using next(), but endFetch() so the
while loop condition would end differently if you use next() vs. endFetch().

(7) Looping through the iterator

(8) Printing the poid and status of each row retrieved.
(9) Fetching the next record in the iterator.

Named or position iterators can be updatable and scrollable. By default, iterators in SQLJ
are read-only and can only move forward. To define a scrollable iterator, you need to
implement sqlj - runtime.Scrol lable while defining the iterator.

To define an updatable cursor, you need to implement sqlj.runtime.ForUpdate while
defining the iterator. When defining an updatable iterator, you also need to specify the
columns you would like to update.

This is similar as in JDBC. Listing 4.24 provides an example of an updatable iterator.

(1) #sql public iterator namediterator implements sglj.-runtime.ForUpdate
with (updateColumns="STATUS") (int poid, String status);
(2) namediterator iteratorl;
(3) #sql [ctx1] iteratorl={ select poid,status from purchaseorder };
(4) while(iteratorl._next()) {
(5) System.out.printIn(before update poid: " + iteratorl.poid() +
"Status: "'+ iteratorl._status());
(6) if(iteratorl._status() -toUpperCase() .compareTo(""UNSHIPPED'")==0){
#sql [ctx1] {update purchaseorder set status=
"shipped® where current of :-iteratorl };

}
(7)) #sql [ctx1] {commit};
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Listing 4.24 - An example of an updatable iterator
In the above listing:

(1) A named iterator is declared and it's defined as updatable iterator because it
implements sqgl j . runtime.ForUpdate and note it also indicates which column it
will be updating in: with (updateColumns="STATUS')

(2) The named iterator 1teratorl is declared

(3) iteratorl is defined as the result of the “select poid,status from
purchaseorder”

(4) Looping through the iterator
(5) Printing each row of the iterator

(6) Testing if the value of the status column is “UNSHIPPED”. If it is, the value is
changed to ‘shipped’.

(7) Committing the changes.

4.4.5 Working with JDBC and SQLJ combined

JDBC and SQLJ can be used together in a single application. For example, a JDBC
connection object can be retrieved from a ConnectionContext object using its
getConnection method and vice versa.

An iterator in SQLJ and a JDBC ResultSet can be retrieved from each other as shown
below:

= [terator from result set: #sql iterator = {CAST :result-set }
» Result set from an iterator: Use the iterator's getResultSet method.

Listing 4.25 provides an example of working with JDBC and SQLJ combined in one
program.

#sql public iterator positionlterator (int, String);
Class.forName(''com. ibm.db2. jcc.DB2Driver™) .newlnstance();
Connection con=DriverManager.getConnection(url);
con.setAutoCommit(false);
(1) ctx ctxl=new ctx(con);
positionlterator iterator;
Statement stmt = con.createStatement();
ResultSet rs=stmt.executeQuery(''select poid, status from purchaseorder');
(2) #sql [ctx1] iterator={cast :rs};
#sql {fetch :iterator into :poid, :status};
while(Yiterator.endFetch()) {
System.out.printIn(’id: "+poid+" status: "'+status);
#sql {fetch :iterator into :poid, :status};



156 Getting started with DB2 application development

}

iterator.close();
Listing 4.25 - Working with JDBC and SQLJ combined in one program

In the above listing:
(1) The connection object is used to create an SQLJ connection context

(2) This shows how an SQLJ iterator can be obtaining the results coming from a JDBC
result set

4.4.6 Preparing an SQLJ program

Preparing an SQLJ program is similar to the process followed for an embedded SQL
program where you have to precompile and bind the program. In this case, the SQLJ
program needs to be translated and customized. Figure 4.11 shows the process to prepare
the program myprg3.sqlj.

DBz
Customizer —*

db2sqljcustomize
Package

saLl
Translator
sqlj java myprg3

Java

javac

Figure 4.11 - Steps to prepare a SQLJ program

In the figure, the SQLJ program myprg3.sqglj goes through the SQLJ Translator using
the sqlj command. The SQLJ Translator inspects the file looking for lines starting with
"#sql", and replaces those lines with generated code that includes the SQLJ runtime
classes, creating a file with . java extension. It then compiles this file using the Java
compiler (Javac) to create a -class file. This is shown at the bottom of the figure where
the myprg3. java and the myprg3.class files are created.

The SQLJ translator will also create, as shown at the top of the figure, serialized profile
files for each connection context class that is used in an SQLJ executable clause. In this
example it shows two serialized profile files myprg3 SJProfileO.ser and
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myprg3_SJProfilel.ser. These files hold information about the embedded SQL. From
these files a myprg3_SJProfileKeys.class file (not shown in the figure) is created
after javac is invoked. Using the DB2 customizer with the db2sqljcustomize
command, a package (compiled SQL) is created in the database.

When you want to execute the program, simply run it using the command java myprg3
which will use the myprg3.class file and the corresponding package in the database.

Note:

The program myprg3.sql j is included in the zip file
Exercise_Files DB2 Application_Development.zip accompanying this book.
You can review, test, and prepare this file.

Below is an example of actually executing all of these commands and the corresponding
output. These are the steps to follow:

(1) Running the SQLJ Translator (sql j command)
D:\>sqlj myprg3.sqlj

The following files are created:
myprg3.java, myprg3.class,
myprg3_SJProfileO.ser,
myprg3_SJProfileKeys.class

(2) Run the DB2 Customizer (db2sgljcustomize command) for every .ser file. The DB2
Customizer can take several parameters. It's basically a Java program that needs to
connect to a database since that's where it will store the package. For example:

D:\>db2sqgl jcustomize -url Jjdbc:db2://1ocalhost:50000/sample -user
rfchong -password mypasswd myprg3_SJProfileO.ser

Where:

= —url jdbc:db2://localhost:50000/sample is the URL needed to connect to the
database

= —user rfchong is user ID to connect to the database
= —password mypasswd is the password to connect to the database

= myprg3_SJProfile0.ser is the file name to customize to create the package in the
database

The output would look as shown in Listing 4.26 below.
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Liccllsaljl

[Jccllsqlj] Begin Customization

[Jccllsqlj] Loading profile: myprg3_SJProfileO

[Jccllsqlj] Customization complete for profile myprg3_SJProfileO.ser
[Jccllsqlj] Begin Bind

[Jccllsqlj] Loading profile: myprg3_SJProfileO

[Jccllsqlj]l Driver defaults(user may override): BLOCKING ALL

VALIDATE BIND STATICREADONLY YES

Liccllsalj]
Liccllsqlj]
Liccllsqlj]
Liccllsqljl
Liccllsqljl
Liccllsqlj]

Fixed driver options: DATETIME 1SO DYNAMICRULES BIND
Binding package MYPRG301 at isolation level UR
Binding package MYPRG302 at isolation level CS
Binding package MYPRG303 at isolation level RS
Binding package MYPRG304 at isolation level RR

Bind complete for myprg3_SJProfileO

Listing 4.26 - Output of running the DB2 customizer

No output files will be created, but a package with the embedded SQL statements and
access plan would be stored in the database.

(3) Run the program. The package previously created is then used at runtime.

D:\>java myprg3 <userid> <password>

Successful connection to the database!

Successful retrieval of record. Column "IBMREQD" has a value of "Y*
Successful Disconnection from database

End of Program

Figure 4.12 below shows all the output of preparing the program myprg3.sqlj
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DB2 CLP - DB2COPY1

Jemprdir
Uolume in drive D is Local Disk
Uolume Serial Mumber iz 7C78-5C4B

Directory of D:~Temp

A7-30-2007 B8:57 AM <DIR> .
A7-30-2007 @8:57 AM <DIR> -
A7/25-2009 B3:36 PH 4,567 myprgd.sqlj
1 File<{s) 4.56% huytes
2 Dirds) 22.844,.49%.968 hytes free

D=Temp>sqlj myprgl.=glj

D=~Temp>dir
Uolume in drive D is Local Disk
Uolume Serial Mumber iz 7C78-5C4B

Directory of D:~Temp

a7/38-,2089 H .

a7/38-,2089 -

a7.-38.-2809 3.148 myprgd.class

a7.-38.-2809 6.835 myprgl.java
4,567 myprgd.=sgqlj
1,553 myprgd_SJProfileB.ser
1.187 myprgd_SJProfileKeys.class

i ] 17.282 bhytes
2 Dires 22.844,.479 488 bytes free

D:~\Temp>db2sgljcustomize —url jdbhc:db2://localhost:588080/sample —user arfchong —
pazsword mypasswd myprg3d SJProfileB_zer
Ljeccll=sgljl

Begin Customization

Loading profile: myprgd_SJProfileB

Customization complete for profile myprg3_SJProfileB.ser

Begin Bind

Loading profile: myprg3d_SJProfiled

Driver defaults<user may override?: BLOCKING ALL UVALIDATE BIND STATI

Fixed driver options: DATETIME IS0 DYNAMICRULES BIND
Binding package MYPRGIP1 at isolation level UR
Binding package MYPRGIB2 at isolation level C8
Binding package MYPRG3B3 at isolation level RS
Binding package MYPRG3B4 at isolation level RR
[jecc1l=zqlj]l Bind complete for myprgd SJProfileB

D=sTemp*java myprgd arfchong mypassuwd
Successful connection to the database?
Successful retrieval of record. Column *IBMREQD' has a value of Y’
Buccessful Disconnection from database
End of Progranm

D=~Temp>

Figure 4.12 - Preparing the SQLJ program myprg3.sqlj

4.5 pureQuery

At this point you should have a basic understanding about JDBC and SQLJ. Traditional
JDBC and SQLJ programming, as you may have noticed, requires some tedious
programming. This is one of the reasons why object relational mapping (ORM)
frameworks such as Hibernate are popular. They provide a data access abstraction layer
that facilitates the mapping between your object-oriented code and your relational
database model. However, ORM frameworks tend to generate the SQL required behind the
scenes for you, and this generated SQL may not be optimal. Moreover, diagnosing
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performance issues and tuning become more complex because the developers no longer
control what SQL is sent to the database.

In answer to these challenges, IBM developed pureQuery. You can think of pureQuery as
a thin layer of APIs that sits on top of JDBC. It facilitates the mapping of object-oriented
code with the relational model as ORM frameworks do; but it also gives you the flexibility to
work with your SQL. Therefore, pureQuery programming model and tools, help with Java
data access, improves performance by generating code that uses best practice
approaches such as using JDBC-like batch updates, and helps with problem determination.

In addition to APIs, pureQuery also provides the following:

= A runtime, which provides optimized and secure database access

= An Eclipse-based integrated database development environment for enhancing
development productivity

= Monitoring services, to provide developers and DBAs with previously unknown
insights about performance of Java database applications.

pureQuery also allows you to generate static SQL without changing any code. This unlocks
the advantages of static SQL without any effort.

The tools for pureQuery are included in the product Optim Development Studio. The
APIs and runtime are available with the product Optim™ pureQuery Runtime and is also
packaged at no extra charge for development use on the developer’'s machine with Optim
Development Studio. Monitoring services are delivered in Optim Development Studio and
to a greater degree with the IBM DB2 Performance Expert and Extended Insight Feature.

IBM Optim™ portfolio of products, provide an integrated, modular environment to design,
develop, deploy, operate, optimize and govern enterprise data throughout its lifecycle. This
is known as Optim Integrated Data Management.

Note:

More information about pureQuery and Optim Integrated Data Management can be found
in the free e-books Getting Started with pureQuery, and Getting Started with IBM Data
Studio for DB2 respectively. Both eBooks are part of this book series.

4.6 Exercises
In this exercise you will practice writing small JDBC and SQLJ programs.
Procedure

1. In Listing 4.12 we illustrated an example where a CallableStatement object was
used to return one result set. Create a JDBC program with this specifications:

- Program name: mylab4. java

- The program should be executed with using this syntax:
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jJava mylab4 <userid> <password> <bonus>
- Connect to the SAMPLE database using the type 4 driver

- Call the "high_bonus" stored procedure which returns 2 result sets
- Ensure you first create the high_bonus stored procedure as shown below:

CREATE PROCEDURE HIGH_BONUS (IN p_bonus INT)
DYNAMIC RESULT SETS 2
-- This procedure lists the first name, last name, bonus, and
-- education level (edlevel) of the employees with a bonus amount
-- larger than the amount specified by the parameter p_bonus.
-- This information is in the EMPLOYEE table.
-- The procedure also returns another result set with the names
-- of all departments from the DEPARTMENT table.
P1: BEGIN
-- Declare cursorl
DECLARE cursorl CURSOR WITH RETURN FOR
SELECT firstnme, lastname, bonus, edlevel
FROM employee
WHERE bonus > p_bonus;

-- Declare cursor2
DECLARE cursor2 CURSOR WITH RETURN FOR
SELECT deptname
FROM department;

—-- Cursor left open for client application
OPEN cursoril;
OPEN cursor2;

END P1

The program mylab4 . java (solution) is included in the
Exercise_Files DB2_Application_Development.zip file that accompanies this
book.

2. Look for the file connectionContext.sqlj in the
Exercise_Files DB2 Application_Development.zip file that accompanies
this book. Prepare this SQLJ program and execute it.
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4.7 Summary

In this chapter you learned the basics of developing Java applications working with DB2.
JDBC, a standard API to access databases using dynamic SQL, was discussed first. The
chapter showed you how to connect to a DB2 database and issue different kinds of JDBC
statements. Then you were introduced to SQLJ. Though not that popular, SQLJ
programming is more compact and better for performance as it uses static SQL embedded
in Java programs. Finally, we briefly introduced you to IBM's pureQuery. pureQuery is
IBM's answer to tedious JDBC programming and lack of flexibility of ORM frameworks.

4.8 Review questions

1. What is the difference between JDBC and SQLJ?

2. What JDBC types are supported with DB2 9.7?

3. What is the difference between db2jcc. jar and db2jcc4. jar?

4. What is an iterator?

5. What is a default context?

6. Which of the following statements is false?
A. db2jcc.jar includes a JDBC type 2 driver
B. db2jcc4.jar includes a JDBC type 2 driver
C. db2jcc.jar includes a JDBC type 4 driver
D. db2jcc4.jar includes a JDBC type 4 driver
E. None of the above

7. Which of the following statements is true?

A. pureQuery allows developers to run SQL as dynamic or static easily with no
code change

B. pureQuery can be used with an ORM
C. pureQuery is included with some Optim products
D. All of the above
E. None of the above
8. Which of the following statements is true?
A. JDBC and SQLJ cannot be combined
B. JDBC and pureQuery cannot be combined
C. SQLJ and pureQuery cannot be combined
D. JDBC, SQLJ and pureQuery can be combined
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E. None of the above
9. Which of the following is not a valid connection object method?
A. Statement
B. PreparedStatement
C. CallableStatement
D. ResultSetStatement
E. None of the above
10. Which of the following is not a valid SQLJ concept?
A. Executive context
B. Connection context
C. Default context
D. Named iterator

E. Position iterator






Chapter 5 — Application development with
C/C++

This chapter discusses the different aspects of application development using C/C++ with
DB2, from setting up the development environment to building and running the application.
Though embedded SQL was discussed earlier in Chapter 14, Introduction to DB2
Application Development, we will provide a closer look at how embedded SQL
programming works with a C/C++ program. The chapter also discusses how to develop an
ODBC or CLI application. In this chapter you will learn about:

= Programming a C/C++ application with embedded SQL
= Building a C/C++ application with embedded SQL

= Programming a C/C++ application with CLI/ODBC

= Building a C/C++ application with CLI/ODBC

5.1 C/C++ DB2 applications: The big picture

When we talk about database applications, the first thing that comes to our mind is SQL.
SQL is the language which is used to perform Data Definition Language (DDL), Data
Control Language (DCL), and Data Manipulation Language (DML) operations on a
relational database. SQL is not a general purpose programming language; you cannot
perform user defined operations as SQL is a non-procedural language where the SQL
statements are executed by the database manager. That's why database applications are
mostly developed by combining the capabilities of SQL with a high level programming
language such as C or C++. Developing an application in a high level programming
language -- also known as the host language, and embedding SQL statements in that
application is known as embedded SQL programming. Figure 5.1 illustrates this concept.
Embedded SQL applications are commonly developed using C or C++.

High Level Programming saL - Embedded 5QL
language Source file (C, C++) + application

Figure 5.1 — Embedded C/C++ SQL application
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A C/C++ application works in a client-server architecture where the C/C++ application
works as the client and DB2 as the server. The client sends the request to the server and
the server performs the operation. A C/C++ application can be an embedded SQL
application or a CLI/ODBC application. Figure 5.2 illustrates the client-server architecture
where a C/C++ application interacts with a DB2 server.

DB2 Server

DB2 Database

Figure 5.2 — C/C++ application accessing a DB2 server

Figure 5.2 shows how C/C++ applications are built and can access a DB2 database.
Embedded SQL applications containing SQL statements must be precompiled by a DB2
precompiler. To facilitate this preprocessing, each SQL statement embedded in an
application must be prefixed with the keywords EXEC SQL and terminated with a
semicolon ().

On the other hand CLI or ODBC is an alternative to embedded dynamic SQL, but unlike
embedded SQL, it does not require host variables or a precompiler. Applications can be
run against a variety of databases from different vendors which would provide their own
ODBC drivers. There is no need for the application to be compiled against each of these
databases. Processing of ODBC/CLI applications is handled by the ODBC/CLI driver.
Applications use procedure calls at run time to connect to databases, issue SQL
statements, and retrieve data and status information.

We will discuss each of the above methods in more detail in the coming sections.

5.2 Setting up the environment

Before you start building an embedded SQL C/C++ application or an ODBC/CLI
application, you need to install a supported C/C++ compiler. For embedded SQL C/C++
programs, you also need a precompiler; fortunately, this is included with DB2.

5.2.1 Supported compilers

Table 5.1 lists C/C++ compilers that are supported for DB2 database application
development on both, 32-bit and 64-bit platforms.



Chapter 5 - Application development with C/C++ 167

Operating System Supported Compilers
AIX® IBM XL C/C++ Enterprise Edition Version 7.0 for AlX
IBM XL C/C++ Enterprise Edition Version 8.0 for AlIX
IBM XL C/C++ Enterprise Edition Version 9.0 for AlX
Linux GNU/Linux gcc versions 3.3 and 3.4
Intel C Compiler Version 9.1
Intel C Compiler Version 10.1

Windows® Intel Proton Compiler for Windows 32-bit applications, Version
9.0.021 or later

Microsoft® Visual C++ .NET or later

Table 5.1 — Supported C/C++ compilers

Note:

This list is not a complete list. For more details and the latest information about the
supported C/C++ compiler versions, refer to the DB2 9.7 Information Center at
http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.gs.doc/
doc/r0023434.html and the DB2 Application Development Web site at:
http://www.ibm.com/software/data/db2/udb/ad/

In this book we use the Microsoft Visual C++ compiler (Windows) and the GNU/Linux gcc
compiler (Linux). Microsoft Visual C++ compiler is licensed software and comes with
Microsoft Visual Studio. The Express version of Visual Studio can be downloaded from
http://www.microsoft.com/express/Downloads/.

GNU Linux gcc compiler comes free with GNU operating systems, but can also be
downloaded from http://gcc.gnu.org/

5.2.2 Setting up the C/C++ environment
To set up the C/C++ environment, follow these steps:
1. Verify a supported C/C++ compiler is installed

Make sure that a supported C/C++ compiler is installed on a DB2 Express-C
supported platform. Check Table 5.1 for a list of supported compiler versions.

On Linux, to check whether a C/C++ compiler is installed successfully or not, issue
the command below at the Linux shell:

which gcc

If the complier is installed, you should get Zusr/bin/gcc on the screen.


http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.gs.doc/doc/r0023434.html�
http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.gs.doc/doc/r0023434.html�
http://www.ibm.com/software/data/db2/udb/ad/�
http://www.microsoft.com/express/Downloads/�
http://gcc.gnu.org/�
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On Windows, if using the Microsoft Visual C++ compiler, issue the cl command.
Figure 5.3 shows the output after running this command.

isual Studio 2008 Command Prompt

Nacl
icrozoft {(R> 32-bhit C/C++ Optimizing Compiler Uersion 15.88.30872%.81 for BBx86
opyright (C> Microszoft Corporation. All rights reserved.

wage: ¢l [ option... 1 filename... [ ~link linkoption... 1

Figure 5.3 — Output of the cl command

If using the Intel compiler, issue either the icl or ecl commands. Figure 5.4
shows the output after running this command.

¢+ |Intel(R) C++ Compiler for applications running IA-32, Yersion 10.1.014

C:n>icl
Intel<R» C++ Compiler for applications running on IA-32, Verszion 18.1
BAga112 Package ID: w cc_p 18.1.814

Copyright (C> 1985-28@7 Intel Corporation. All rights reserved.

icl: command line error: no files specified; for help type "icl ~help"

SR
Figure 5.4 — Output of the icl command
2. Verify your DB2 installation has the required libraries and header files

After installing DB2 verify that the necessary static and shared libraries and header
files to develop C/C++ programs are present.

On Linux, this can be done by going to the DB2 install directory and checking for
the 1ib32 and 1ib64 directory. For example if the DB2 install directory is in
$HOME, then the 32-bit libraries location will be in $SHOME/sgl lib/1ib32, and the
64-bit libraries location will be in $HOME/sqgl 1ib/11b64.

On Windows, the static libraries are located at <DB2 install
directory>\lib Figure 5.5. shows the location of static libraries. Here the DB2
install directory is C:\Program Files\SQLLIB
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8% o i |
File Edit View Favorites Tools Help l';'
(€ \_') 1.? /-.-\JSearch ‘H_" Folders Y
address |3 Ci\Program Files\IBM\SQLLIBYib v| o

Folders £ = (?{? db2api.lib
3 doc A 1‘/-] Wing4 £ ?:1:&_(:_ File Library
L) dedriver S

[ FUNCTION db2apic i : '

pie.lib db2apilnstall. lib
liﬂ help {?{;:LJ Object File Library ﬂ?{::a Object File Library
£ indude - 4KB - 28 KB

() infopop .

) instal Q{?J E':LZEEIIE e Library
= itma S0 o: (= '
) java =

=T e Y dorwsmdiv fo Y bl
2 wins4 e Cbiect e Library Sl oo A
C3) license o -
= map db2qgstp.lib dbzrepl.lib
£ mIsC {?{;:-a C-;-; ct File Library {?{;:-J ?-3;_&:: File Library
) msq 146 KB 3KB

[C5) properties
() Readme
[C5) samples

@ E= rmaite

< | i >

Figure 5.5 — Location of libraries and header files on a DB2 Windows
installation

3. Verify the Windows environment

On Windows development machines, ensure that the INCLUDE environment variable
contains %DB2PATH%\include as the first directory ahead of any Microsoft Platform
SDK include directories. If this is not the case, follow one of these options:

= Modify the INCLUDE variable at a command prompt by running the command: set
INCLUDE=%DB2PATH%\include ;% INCLUDE% (This will work for your current
Window)

= |f you want this change to be permanent, locate the Windows environment variables
by right-clicking on My Computer -> Properties -> Environment Variables and
adding %DB2PATH%\include in the INCLUDE variable.

For development using Visual Studio, you must ensure that the INCLUDE environment
variable contains %DB2PATH%\INCLUDE as the first directory. For this you need to
update the environment for your compiler using these steps:

1. Open the shortcut to the Visual Studio Command Prompt by going to
Program Files -> Microsoft Visual Studio .NET -> Visual Studio .NET Tools
-> Visual Studio .NET Command Prompt

2. In the Visual Studio Command Prompt window, run db2cmd.exe to open
the DB2 Command Window.
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3. Inthe DB2 command window, set your INCLUDE path as follows:
set INCLUDE=%DB2PATH%\INCLUDE ;%INCLUDE%

Figure 5.7 shows the above steps:-

swrdbZoemd
Ha

¢+ DB2 CLP - DB2
\rset INCLUDE=:xDB2PATH:“INCLUDE;:INCLUDE:x
N

Figure 5.7 — Setup windows environment

Now you can build your application on the DB2 CLP window which has the correct DB2
environment and C/C++ environment set up.

5.3 Developing a C/C++ application with embedded SQL

This section discusses the steps required to develop a C/C++ application with embedded
SQL.

5.3.1 Source file extensions

The C/C++ source files for an embedded C/C++ SQL program need appropriate file
extensions that can be recognized by the DB2 precompiler. Table 5.2 lists the C/C++
source file extensions required by the precompiler.
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Platform C source File
Linux .sqc
Windows .sqc

Table 5.2 — Supported source file extensions

5.3.2 SQL data types in C/C++

C++ source file

.sqC

.SOX

To communicate between the application and the database, usage of correct data type
mapping (between the C/C++ data type of the host variable and the SQL data type) is very
important. When the precompiler finds the declaration of a host variable, it determines the
appropriate SQL data type. Table 5.3 lists some supported SQL data types in C/C++.

SQL column type C and C/C++ data type

SMALLINT Short

INTEGER sqlint32

DOUBLE Double

CHAR(Nn) char[n+1] where n is large
enough to hold the data
1<=n<=254

VARCHAR(n) char[n+1] where n is large
enough to hold the data
1<=n<=254

DATE char[11]

TIME char[9]

Table 5.3 — Supported SQL data types in C/C++

SQL column type
description

16 bit signed integer
32 bit signed integer

Double-precision floating
point

Fixed-length, null-terminated
character string

Null-terminated varying
length string

Null-terminated character
form

Null-terminated character
form

Note:

This list is not a complete list. The full mapping list can be found at:

http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/index.jsp?topic=/com.ibm.db2.luw.apdv.em

bed.doc/doc/r0006090.html
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5.3.3 Steps to develop an embedded SQL C/C++ application

Developing a C/C++ application with embedded SQL involves the following steps:
1. Include required header files

. Declare host variables

. Connect to a database

. Execute SQL statements

. Handle SQL errors

D o~ W N

. Commit the transactions
7. Disconnect from the database

We will explore each step one by one. Listing 5.1 illustrates a basic template you can use
with the structure required for an embedded SQL application written in C.

(1) /* Include required header files

(2) /* Declaration of host variables */
EXEC SQL BEGIN DECLARE SECTION;

EXEC SQL END DECLARE SECTION;

/* Declaration of SQLCA structure */
EXEC SQL DECLARE SQLCA;

/* Declaration of main function */
void main()
{
/* Connect to the database */
A) EXEC SQL CONNECT TO <database name> ;

/* Error handling to check connection is successful*/
if (SQLCODE < 0)

{
printf (""\n Error while connecting to database);
printf ("\n Returned SQLCODE = ');
exit;

else

{

printf (""\n Connect to database successfully");
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C))

®

®

Q)

}
/* End of error handling */

/* Execute SQL statements
EXEC SQL SELECT <coll>, <col2> INTO :varl :var2
FROM <table name> WHERE <condition> ;

/* Error handling to check SQL statement executed successfully */
if (SQLCODE < 0)

{
printf ('\n Error while executing SQL statement');
printf ('\n Returned SQLCODE = ");

exit;

}

/* Commit the transaction */
EXEC SQL COMMIT;

/* Error handling to check SQL statement executed successfully */
if (SQLCODE < 0)

{
printf ('\n Error while Commiting data');
printf ("\n Returned SQLCODE = ");

exit;

}

/* Disconnect from the database */
EXEC SQL DISCONNECT FROM <database name>;

/* Error handling to check whether disconnection is successful */
it (SQLCODE < 0)

{
printf (''\n Error while disconnecting from database');
printf ('\n Returned SQLCODE = ");
exit;
else
{

printf (""\n Disconnect from database successfully');

}

Listing 5.1 — Embedded SQL C program template

Each of the items numbered in Listing 5.1 are discussed in detail in the following
subsections.
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Note:

The above template is in the file template . sqc which is included in
Exercise_Files DB2 Application_Development.zip file that accompanies this
book.

5.3.4 Sample embedded SQL C/C++ application

To illustrate the different steps mentioned in the previous section, we will use a sample
application. This application is for an employee management system where you can add,
update, fetch and delete employee information from a table. Figure 5.8 provides an
overview of what the application does.

Emploves
Management Sy=tem
Add Update Fatch Delata
Employeeinfo) Employacinfo) Employeelnfo) Employacinfo)

Figure 5.8 — Sample embedded SQL C/C++ application functions

Table 5.4 describes the functions shown in Figure 5.8.

Function Operation

AddEmployeelnfo() INSERT new employee information in the table
UpdateEmployeelnfo() UPDATE employee salary into the table
FetchEmployeelnfo( ) SELECT employee information from the table
DeleteEmployeelnfo( ) DELETE employee information from the table

Table 5.4 — Functions for different operations

Note:

All code snippets shown in this section are extracted from the program embeddedC. sqc
which is included in the file Exercise_Files_DB2_Application_Development.zip
accompanying this book.

5.3.4.1 Include required header files

The first step to create an embedded application is to include the required header files.
sqlca.h is probably the most important one pertaining to SQL, and the rest would depend
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on what your C application does. Listing 5.2 lists the typical header files required for an
embedded SQL C application.

#include <stdio.h>
#include <stdlib.h>
#include <string.h>
#include <sqglca.h>
Listing 5.2 — Include required header files

5.3.4.2 Declare Host variables

As discussed in Chapter 1 - Introduction to DB2 Application Development, an embedded
SQL application communicates to the C/C++ host language with the help of host variables.
In this second step you must declare the host variables at the top of the program in the
DECLARE section. The host variable DECLARE SECTION starts with the EXEC SQL
BEGIN keyword and ends with EXEC SQL END keyword as illustrated in Listing 5.3.

EXEC SQL BEGIN DECLARE SECTION;

sqlint32 hempno; /* to store employee id */

char hfirstname[20]; /* to store employee first name */

char hlastname[20]; /* to store employee last name */

char hedlevel[4]; /* to store employee education level */
double hsalary ; /* to store employee salary */

double hnewsalary; /* to store employee new salary */

char hdynstmt[16384]; /* to store SQL statements*/
EXEC SQL END DECLARE SECTION;
Listing 5.3 — Declare host variables

5.3.4.3 Connect to the database

Before you can perform operations on the database, you need to establish a connection.
Database connections can be established implicitly or explicitly. An implicit connection is a
connection where the user ID is assumed to be the current user ID. Explicit connection is a
connection, which requires a user ID and password to be specified in the connect
statement. In C/C++ applications, an implicit database connection can be established by
executing the following statement:

EXEC SQL CONNECT TO sample;

If you want to establish an explicit connection use the following statement:
EXEC SQL CONNECT TO sample USER administrator USING adminl23;

Listing 5.4 shows the connect statement with error handling



176 Getting started with DB2 application development

(1) EXEC SQL CONNECT TO sample; /* Database name is SAMPLE*/
(2) if (SQLCODE < 0)
{
printf ('\n ERROR WHILE DATABASE CONNECTION\N");
printf ('"\n SQLCODE = %d'", SQLCODE);
rc = 1;
exit(l);

else

{
printf ('"\n CONNECT TO DATABASE SUCCESSFULLY\n'");

}
Listing 5.4 — Connect to the database

Let's review each of the items shown in Listing 5.4:
1. This statement establishes the connection to the sample database.

2. This statement checks if the connection is successful or not. SQLCODE is a
special variable in DB2 that is set after a statement is executed. When SQLCODE
is less than zero, the statement completed with an error. If SQLCODE is equal to
zero, the statement completed successfully; and if it was greater than zero, the
statement completed with a warning.

Figure 5.9 provides the output of above code snippet.

¢t Select DE2Z CLP - DBEZ - embeddedC

C:~books“cc++>emheddedC

CONNECT TO SAMPLE DATABASE SUCCESSFULLY

Figure 5.9 — Output of the connect statement

If you include the utilemb_h header file, you can also use the DbConn utility function that
comes with DB2 sample programs to connect to the database. Listing 5.5 shows how to
use Dbconn utility function.

(1) rc = DbConn(dbAlias, user, pswd);
@) if (rc 1= 0)
{
printf(C''\n Error while connecting to database');
return rc;

}
Listing 5.5 — Connect to the database using DbConn utility function

Let's review each of the items shown in Listing 5.5:
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1. This statement establishes the connection to the sample database using DbConn
utility function. This function takes a userid, a password, and a database name as
arguments.

2. This statement checks if the connection was successful or not.

Note:

The utility functions included with the DB2 sample programs for C are in the directory
<DB2 install path>\sqllib\samples\c (on Windows) and <DB2 install
path>/sqgllib/samples/c (on Linux). For C++ look for the subdirectory "cpp" as in
<DB2 install path>\sqgllib\samples\cpp (on Windows)

5.3.4.4 Execute SQL statements

To execute SQL statements, EXEC SQL keywords are needed to indicate the beginning of
a SQL statement and must be terminated by a semicolon (;). In this section we will see how
to execute static and dynamic SQL statements and perform different operations like
INSERT, SELECT, UPDATE and DELETE.

5.3.4.4.1 Inserting data into a table

Let's take a look at the function AddEmployeelnfo() illustrated in Listing 5.6 below. This
function is used to insert employee’s information into the EMPLOYEE table.

int AddEmployeelnfo()

{
int rc = 0;
printf("'"\n ");
printf("\n ADD EMPLOYEE INFORMATION"™);
printf("'"\n ");
(1) EXEC SQL INSERT INTO employee(empno, firstnme, lastname, edlevel,
salary)

VALUES (50001, "RAUL®, "CHONG®", 21, 6000),
(50002, "JAMES®, "JI", 20, 5786),
(50003, "MIN®, "YAO", 20, 5876),
(50004, "I1AN", "HAKES®, 19, 5489),
(50005, "VINEET®, "MISHRA", 19, 5600);
(2) iF(SQLCODE < 0)
{
printf ("\n ERROR WHILE ADDING EMPLOYEE INFORMATION™);
printf ('\n RETURNED SQLCODE = %d', SQLCODE);
rc = -1
T

else

{
printf("\n EMPLOYEE ADDED SUCESSFULLY ');
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EXEC SQL COMMIT;
}

return rc;

}
Listing 5.6 — INSERT employee information

Let's review each of the items shown in Listing 5.6.:
1. This statement inserts the employee information into the employee table.
2. This statement checks whether the insert was successful.

Figure 5.10 provides the output of the above code snippet.

. Add Mew Employee

. Update Employee Information{Salary>
. Fetch Employee Information

. Delete Employee Information

. Exit

Enter option: 1

EMPLOYEE ADDED SUCESSFULLY

Figure 5.10 — Output of the INSERT operation

5.3.4.4.2 Retrieving data from a table

Retrieval of data is done by using a SELECT statement. If the SELECT statement will
return a single row, use the INTO clause (SELECT INTO) so the results are stored directly
into host variables specified.

If the SELECT returns more than one row, you must use a cursor to fetch them one at a
time. A cursor is a hamed control structure used by an application program to point to a
specific row within an ordered set of rows. The steps involved to work with a cursor are:

1. Declare the cursor using a DECLARE CURSOR statement.
2. Open the cursor using the OPEN statement.

3. Retrieve rows one at a time using the FETCH statement.

4. Terminate the cursor using the CLOSE statement.

Let's take a look at the function FetchEmployeelnfo() in Listing 5.7 for an example of
retrieving data. This function retrieves employees' information for those employees with
and ID between 50001 and 50005 from the EMPLOYEE table.

int FetchEmployeelnfo()
{
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int rc = 0;

(¢H) EXEC SQL DECLARE curl CURSOR FOR SELECT empno, firstnme, lastname,
edlevel, salary FROM employee WHERE empno BETWEEN 50001 AND 50005;
iT(SQLCODE < 0)

{
printf ("\n ERROR WHILE CURSOR DECLARATION");
printf (""\n RETURNED SQLCODE = %d', SQLCODE);
rc = -1;
exit(l);

}

/* open cursor */
) EXEC SQL OPEN curl;

/* fetch cursor */

(€)) EXEC SQL FETCH curl
INTO :hempno, :-hfirstname, :hlastname, :hedlevel, :-hsalary ;
printf(""\n\nEMPNO FIRSTNAME LASTNAME EMPSALARY'™) ;

printfC\n----- = ————————- \n");
while (SQLCODE != 100)
{
printf('%d %10s %11ls %15F \n", hempno, hfirstname, hlastname,
hsalary);

EXEC SQL FETCH curl
INTO :hempno, :hfirstname, :hlastname, :-hedlevel, :hsalary;
iF(SQLCODE < 0)
{
printf (""\n ERROR WHILE FETCHING DATA™);
printf (""\n RETURNED SQLCODE = %d', SQLCODE);
rc = -1;
exit(l);
b
}
(C)) EXEC SQL CLOSE curl;
EXEC SQL COMMIT;
return rc;
}
Listing 5.7 — SELECT employee information

In the above listing:
1. Declares the cursor curl
2. Opens the cursor curl

3. Fetches a row one at a time and prints the values.
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4. Closes the cursor.

Figure 5.11 provides the output of above code snippet.

. Add New Employee

. Update Employee Information{Salary)
. Fetch Employee Information

. gelete Employee Information

. Exit

Enter option: 3

FIRSTHNAME  LASTNAME EMPSALARY

UINEET MISHRA

Figure 5.11 — Output of SELECT operation

5.3.4.4.3 Updating data in a table

Let's take a look at how you can update data in a table by reviewing the function
UpdateEmployeelnfo() shown in Listing 5.8. This function updates information in the

EMPLOYEE table for employees whose employee id and new salary is not known.

In this example we use dynamic SQL statements. As discussed in Chapter 1, Introduction
to DB2 Application Development, in a dynamic SQL statement not everything is known
about the SQL structure until runtime. The statement uses parameter markers, indicated by
a question mark (?), to indicate the unknowns. The PREPARE statement 'compiles' the
dynamic SQL.

int UpdateEmployeelnfo()

{
int rc = 0, noofemp, loop;
printf('"\n ");
printf("\n UPDATE EMPLOYEE INFORMATION™);
printf('"\n ");
(¢H) strcpy(hdynstmt, "UPDATE employee SET SALARY = ? WHERE empno
= 2);

(@) EXEC SQL PREPARE stmt FROM :hdynstmt;
iT(SQLCODE < 0)
{
printf ('\n EROROR WHILE PREPARING STATEMENT™);
printf ('\n RETURNED SQLCODE = %d'", SQLCODE);
rc = -1;
exit(l);
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}
printf('\n NUMBER OF EMPLOYEE TO UPDATE: ');

scanf(""\n%d", &noofemp);
for(loop = 0; loop != noofemp; loop++)
{
printf(''\n ENTER EMPLOYEE ID AND NEW SALARY: ');
scanf("'\n %d %If'",&hempno, &hnewsalary);
(€)) EXEC SQL EXECUTE stmt USING :-hnewsalary, :hempno;
iT(SQLCODE < 0)
{
printf ("\n EROROR WHILE EXECUTING STATEMENT');
printf ("\n RETURNED SQLCODE = %d", SQLCODE);
rc = -1;
exit(l);
}
}
printf("'\n EMPLOYEE INFORMATION UPDATED SUCESSFULLY ');
(@)) EXEC SQL COMMIT;
iT(SQLCODE < 0)
{
printf ('\n EROROR WHILE COMITTING DATA™);
printf ("\n RETURNED SQLCODE = %d', SQLCODE);
rc = -1;
exit(l);
}

return rc;

}
Listing 5.8 — UPDATE employee information

In the above listing:
1. Assigns the SQL statement into the variable

2. Prepares the statement with a parameter marker.

3. Executes the statement for host variable hnewsalary and hempno entered by the

user.
4. Commits the transaction.

Figure 5.12 provides the output of the above code snippet.
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1. Add Mew Employee

2. Update Employee Information(Salawryl
3. Fetch Employee Information

4. Delete Employee Information

5. Exit

Enter option: 2

HUMBER OF EMPLOYEE TO UPDATE: 1
EE;ER EMPLOYEE ID AND NEW SALARY: 58064

EMPLOYEE INFORMATION UPDATED SUCESSFULLY

Figure 5.12 - Output of SELECT operation

5.3.4.4.4 Deleting data from a table

Let's take a look at the DeleteEmployeelnfo() function which deletes employee
information from the EMPLOYEE table. Listing 5.9 shows the delete example.

int DeleteEmployeelnfo()
{

int rc = 0;

int option;

char diagoption;

printf(’"\n ");
printf("\n DELETE EMPLOYEE INFORMATION"™);
printf("\n ";

printf("'\n ENTER 1: (TO DELETE EMPLOYEE INFORMATION) ');
printfF(""\n ENTER 2: (TO DELETE ALL EMPLOYEES INFORMATION) ');
scanf('"\n%d", &option);
if(option == 1)
{
printf(''\n ENTER EMPLOYEE 1D:"");
scanf(*'"\n%d", &hempno);
(1) EXEC SQL DELETE employee WHERE empno = :hempno;
iT(SQLCODE < 0)
{
printf ("\n EROROR WHILE DELETING INFORMATION™);
printf ("\n RETURNED SQLCODE = %d', SQLCODE);
rc = -1;
exit(l);

}
printf("'\n EMPLOYEE WITH ID %d DELETED SUCESSFULLY ', hempno);
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}

else

{
(2) EXEC SQL DELETE employee WHERE empno BETWEEN 50001 AND 50005;

i F(SQLCODE < 0)

{
printf ("\n EROROR WHILE DELETING INFORMATION");

printf ('\n RETURNED SQLCODE = %d'", SQLCODE);
rc = -1;
exit(l);

}
printf(C''\n ALL EMPLOYEES DELETED SUCESSFULLY ');

(3) EXEC SQL COMMIT;
}

return rc;

}
Listing 5.9 — DELETE employee information

In the above listing:
1. SQL statement to delete information of a particular employee
2. SQL statement to delete information of all the employees
3. Commit the transaction.

Figure 5.13 provides the output of above code snippet.

Enter option: 4

DELETE EMPLOYEE INFORMATION

L OYEE INFORMATION>
ENTER 2: <T0 DELETE ALL EMPLOYEES INFORMATION> 2

ALL EMPLOYEES DELETED SUCESSFULLY

. Add New Employee

. Update Employee Information{Salaryd
. Fetch Employee Information

. Delete Employee Information

. Exit

Enter option: 3

MPHO FIRSTHAME  LASTHAME EMPSALARY

Figure 5.13 — Output of DELETE operation



184 Getting started with DB2 application development

5.3.4.5 Commit statements

After the execution of SQL statements, depending on your code logic, you should code a
commit or rollback statement. Listing 5.10 shows the commit statement.

EXEC SQL COMMIT;
iT (SQLCODE < 0)
{
printf ('\n COMMIT ERROR™);
printf ("\n SQLCODE = %d", SQLCODE);
exit(l);
3
Listing 5.10 —- COMMITstatement

5.3.4.6 Disconnecting from the database

Disconnecting from a database is the final step in working with a database. Listing 5.11
shows the statement to close the database connection.

/* Disconnect from the sample database */
EXEC SQL CONNECT RESET;

/* Error handling to check whether disconnection is successful */
if (SQLCODE < 0)

{
printf ("\n Error while disconnecting from database');
printf (""\n Returned SQLCODE = ', SQLCODE);
exit (1);

else

{

printf (""\n DISCONNECT FROM SAMPLE DATABASE SUCCESSFULLY \n\n');

}
Listing 5.11 — Disconnect from the database

You can also use DbDisconn utility to disconnect from the database. For this, you need to
include the utillemb.h header file in the header section. Listing 5.12 shows the use of
DbDisconn utility function.

/* disconnect from database */
rc = DbDisconn(dbAlias);

if (rc 1= 0)

{

return rc;

}
Listing 5.12 — Disconnect from the database using DbDisconn utility
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5.3.5 Building embedded SQL C/C++ applications

You can build an embedded SQL C/C++ application either manually from the command
line or by using DB2 provided scripts. This section discusses both ways.

5.3.5.1 Building embedded SQL C/C++ applications from the command line
Building embedded SQL C/C++ applications from the command line involves the following
steps:

1. Precompile the application by issuing the PRECOMPILE command

2. If you created a bind file (by using the BINDFILE option in the PRECOMPILE
command in step 1), bind this file to a database to create an application package
by issuing the BIND command.

3. Compile the modified application source and the source files that do not contain
embedded SQL to create an application object file (a .obj file).

4. Link the application object files with the DB2 and host language libraries to create
an executable program using the link command.

These steps are illustrated in Figure 5.14 below taken from the developerWorks Article
DB2 packages: Concepts, examples, and common problems. [4]
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Embedded SOL Application with SOL
statement

Bind option ) Bind option
not specified FuELll s L LR specified

Precompiled Source file

Host Language Compiler

Bind File created

Binding dane Lhestios
by precompiler

(Mo explicit
Binding required) sotlonions

Limker
package

Figure 5.14 — Building an embedded C/C++ SQL program
Let's take a look at each of the steps illustrated in Figure 5.14 in more detail:
5.3.5.1.1 Step 1: Precompile the source file

Once you have created the embedded SQL application’s source files, you must precompile
each host language file containing SQL statements with the PREP command. The
precompiler comments out all SQL statements contained in the source file, generates the
DB2 run-time API calls for those statements and creates a BIND file when the BINDFILE
option is used as shown below:

db2 prep embeddedC.sqgc bindfile

Figure 5.15 shows the output of above command
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B2 CLP - DB2

:snbhookswec++>db2 prep embeddedC.sgqc bindfile
LINE MESSAGES FOR embeddedC.=gc

SQLAAGAY The “C" precompiler is in progress.
SQLOAE?1W Precompilation or binding was ended with "@"
errors and "@" warnings.

:~hooksscc++>

Figure 5.15 — Precompiling a C source file using the PREP command

5.3.5.1.2 Step 2: Binding the bind file

Binding is the process of creating a package on the database server out of a bind (.bnd) file
that was created by the PREP command. The bind file contains the information required by
DB2 such as the collection id, package name, timestamp, host variables, SQL statements,
and so on, to create the package on the server. For example:

db2 bind embeddedC.bnd

Figure 5.16 provides the output of the above command.

¢+ DBZ CLP - DB2

~bhooksscc++>db2 bind embeddedC.hbnd
MESSAGES FOR embeddedC.hnd

SQLBB61W The binder iz in proge
SQLAA?1IN Binding was ended with errors and "B warnings.

ssbhookssco++>_

Figure 5.16 — Binding a package using the BIND command

DB2 also provides a tool called db2b¥d that can dump the contents of a bind file. This tool
can be helpful if you want to get information about the package that it would create, without
actually creating the package first.

db2bfd -b will dump header information, containing the package name, consistency
token, etc. This is shown in Figure 5.17.
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DBEZ CLP - DB2

emheddedC.bnd: Header Contents
eader Fields:
ield Ualue

e leaseMum

optInternalCnt

optCount

Ualue

Cursor Stability

"ADMINISTRATOR"

"EMBEDDED"

"oAr1TZKZ:2009.-18-25 19:37:43:48"
Yes

Mo package

Bind

Default~local

Default-local

Figure 5.17 — Output of db2bfd -b
db2bfd -s will dump the SQL statements as shown in Figure 5.18.
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Figure 5.18 — Output of db2bfd —s

db2bfd -v will dump the host variables as shown in Figure 5.19
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ssbhooksscot++xdb2hfd —v embeddedC_bnd
embeddedC.bnd: Host Uariahles = 7

SQL Data Type Length Alias MHName_Len Mame

6 hempno
18 hfirstname
? hlastname
8 hedlevel
7 hsalary
] 18 hnewsalary
468 G STRING 8 hdynstmt

sshooksscot+

Figure 5.19 — Output of db2bfd —v

5.3.5.1.3 Step 3: Compile the modified source file (.c) generated in Step 2
Using your C/C++ compiler, compile the .c file. For example:

cl -Zi -0d -c -W2 -DWIN32 embeddedC.c
Figure 5.20 provides the output of above command

¢ DB2CLP-DB2

tshooksscc++3cl -Zi —0d —c W2 -DUIN32 embeddedC.c

icrosoft (R) 32-hit G/C++ Optimizing Compiler Uersion 15.08.3872%.81 for 8Ox86
opyright (C) Microsoft Gorporation. All rights reserved.

embheddedC.c

:shooksscc++>

Figure 5.20 — Compile the application

5.3.5.1.4 Step 4: Link the file with DB2 and C libraries
Link the .obj files and the DB2 and C libraries as follows:

link -debug -out:embeddedC.exe embeddedC.obj db2api.lib
Figure 5.21 provides the output of above command.
cv DB2 CLP- DB2

:sbhooksscc++2>link —debug —out:embeddedC.exe embeddedC.obhj dbZapi.lib
icrosoft (B> Incremental Linker Uersion 9.88.38729.81

opyright (G} Microsoft Corporation. All rights reserved.

:~hooksscc++2>

Figure 5.21 — Link application with DB2 libraries
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5.3.5.1.5 Step 5: Execute the application

The result of step 4 is an executable file, embeddedC. You can run the executable file by
entering the executable name (On Windows), or changing the permissions in Linux so it's
an executable file (chmod +x):

embeddedC
Figure 5.22 provides the output of above command.
= DB2CLP - DB2 - embeddedC

:vhookssecc++embeddedC

EMPLOYEE MANMAGEMENT S¥STEM

. Add Mew Employee

. Update Employee Information(Salawy
. Fetch Employee Information

. gelete Employee Information

. Exit

Enter option: _

Figure 5.22 — Output of the executable file embeddedC
5.3.5.2 Building embedded SQL C/C++ applications using the sample build script

To build an embedded C application, the easiest way is to use bldapp script provided by
DB2. The bldapp script compiles and links the embedded application. The script is
located in the sqllib/samples/c directory if the application is written in C. If the
application is written in C++ the location of the script is sql 1 ib/samples/cpp, along with
sample utility programs that can be built with these files.

bldapp scripts takes up to four parameters, represented inside the script file by the
variables $1, $2, $3, and $4. The parameter, $1, specifies the name of your source file.
Building embedded SQL programs requires a connection to the database so three optional
parameters are also provided: the second parameter, $2, specifies the name of the
database to which you want to connect; the third parameter, $3, specifies the user ID for
the database, and $4 specifies the password.

If the program contains embedded SQL, indicated by the .sqc extension, then the
embprep script is called to precompile the program, producing a program file with a .c
extension.

The following example shows how to build and run embedded C applications. To build the
above sample program embeddedC.sqc enter:

bldapp embeddedC
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Figure 5.23 provides the output, and highlights four steps which were also discussed in
section 5.4.1.

DB2 CLP - DB2 .

pam FilessIBM~SQLLIB\s ldapp embeddedC
abase Connection Information
DB2/NT 2.7.8

ADMINIST. ..
SAMPLE

SQLAA6AY
SQLAaYLY

SQLAA6AW
SQLaaiy

ende
npleted s

:“\Program Files“\IBM\SQLLIB\samplessc>rem Compile the program.
:“Program Files“IBM\SQLLIB\sampl F exist "embeddedC.cxx'" goto cpp_embh

W2 -DWIN32 emhe ¢ utilemb.c
BBx86

Uersion 9.
on. All rights reserved.

C:“\Program Files“IBM\SQLLIB\sample oto exit

Step4

C:“\Program Files“\IBM\SQLLIB\samplessc>

Figure 5.23 — Output of building the application using bldapp script

The result is an executable file, embeddedC. You can run the executable file by entering
the executable name:

embeddedC

5.5 Developing a C/C++ application with ODBC/CLI

In section 1.3.3 you were introduced to ODBC/CLI development. In this chapter we discuss
this subject again, but in more detail. DB2 Call Level Interface (DB2 CLI) is IBM’s callable
SQL interface to the DB2 family of database servers. It is a C and C++ application
programming interface for relational database access that uses function calls to pass
dynamic SQL statements as function arguments. DB2 CLI is based on the Microsoft Open
Database Connectivity (ODBC) specification and the International Standard for SQL/CLI.
The DB2 CLI driver is included with all DB2 servers and several clients as discussed in
section 1.3.3. It behaves as the ODBC driver for ODBC applications connecting to DB2.

ODBC is an alternative to embedded dynamic SQL, but unlike embedded SQL, it does not
require host variables or a precompiler. The main advantage of an ODBC application over
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an embedded SQL C/C++ application is that an ODBC application can run against a variety
of databases from different vendors without having to compile the code against each of
these databases. To run a compiled ODBC/CLI application, you only need to install the
ODBC/CLI driver that the vendor provides on the machine where you are running the
application, and their client. Applications use procedure calls at run time to connect to
databases, issue SQL statements, and retrieve data and status information.

5.5.1 Additional environment setup for CLI/ODBC applications

In addition to what was discussed in section 5.2, for an ODBC/CLI application to access a
DB2 database you also need to follow these steps:

5.5.1.1 Linux

1. Install an ODBC driver manager.

2. Register the DB2 database as an ODBC data source in the .odbc. ini file.
For example, to register the SAMPLE database, the .odbc.ini file must
contain the following line
SAMPLE=1BM DB2 ODBC DRIVER

3. Setthe LD_LIBRARY_PATH environment variable to 1 ibodbc.so.

4. Setthe ODBCINI environment variable as follows:

ODBCINI=/opt/odbc/system odbc. ini;export ODBCINI

5.5.1.2 Windows

1.

Make sure that the Microsoft ODBC Driver Manager and the DB2 CLI/ODBC
driver are installed. To verify that both exist on the machine follow the steps
below:

Double click on the Microsoft ODBC Data Sources icon in the Control Panel, or
run the odbcad32.exe command from the command line.

Click on the Drivers tab and check IBM DB2 ODBC DRIVER -
<DB2_Copy_Name> is shown in the list. Figure 5.24 shows the output. If
ODBC Driver Manager or the IBM DB2 CLI/ODBC driver is not in the list, you
need to download the IBM Data Server driver for ODBC and CLI from
http://www-01.ibm.com/support/docview.wss?rs=4020&uid=swg21385217 and
install it by copying the clidriver folder to <DB2 install
directory>\sgllib
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£ ODBC Data Source Administrator ed |

User DSN | System DSN | File DSN  Drivers | Tracing | Connection Pooling | About |

QDBC Drivers that are installed on your system:

MName | Version | Compary =
Driver da Microsoft para arquivos testo ("bd; “csv)  4.00.6305.00 Microsoft (
Driver do Microsoft Access (" mdb) 4 00.6305.00 Microsoft
Driver do Microsoft dBase (~.dbf) 4 00.6305.00 Microsoft (
Driver do Microsoft Bxcel(”xds) 4 00.6305.00 Microsoft (—
Dn\re.-r do Mlmsuﬁ F'Euadox " db } 4 00.6305.00 I'U'Ilcmsuﬁ {
IEI'u'I DEE DDEC DHI‘JEH 9. DT-" 01 -152 Irrtematmr
IEM DBZ ODBC DRIVER - DB2COPY 5.07.01.462 Intematior
Lotus MotesSGL Driver (*nsf) Mot marked Mot marke
Microsoft Fu::cess Dn'u'er {‘ mdb} 4 00.6305.00 Microsoft (-
«| | » |

An QODBC driver allows ODBC-enabled programs to get information from
ODBC data sources. To install new drivers, use the driver's setup

program.

QK I Cancel Lpply Help

Figure 5.24 — Add ODBC data source

2. The next step is to configure the ODBC Data Source. Follow below steps to set
up the Data Source.

¢ In the ODBC Data Source Administrator panel (as shown in Figure 5.24
above), click on the System DSN tab.

e Click on Add, select IBM DB2 ODBC driver and click finish to create new
data source.

¢ In the window that pops up, enter any name for the data source name, in
this example we will use sample, then choose the database SAMPLE and

click on add button to register this database.

3. You can also check if the DB2 database is registered by listing your current
data sources with the following command from the DB2 command window or
Linux shell:

db2 list system odbc data sources

Figure 5.25 shows the output of above command. You can see the data source
SAMPLE is added in the list.
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e DBZCLP-DB2

C:“\Documents and Settings“Administrator>dh2 list system odbhc data sources
System ODBC Data Sources

Data source name Description

ELCertificateDB Microsoft Access Driver (x.mdh)
[ELRepository Microsoft Access Driver (*.mdbh)
IBM DB2 ODBC DRIUER - DBZ

Figure 5.25 — Add ODBC data source

4. An alternative to using the ODBC Data Source Administrator is to register the
database using the command below:

db2 catalog system odbc data source sample

5.5.2 Handles

An ODBC/CLI handle is a variable that refers to a data object allocated and managed by
ODBCI/CLI. In simpler terms, a handle is a pointer to a variable which is used for passing
references to the variable between parts of the program. There are four types of handles in
ODBC/CLI:

» Environment handle (SQL_HANDLE_ENV)

An environment handle refers to an object that holds information about the global
state of the application, attributes or connections. An environment handle must be
allocated before a connection handle can be allocated.

= Connection handle (SQL_HANDLE_DBC)

A connection handle refers to an object that holds information about the connection
to a particular database. For each database, a separate connection handle must
be allocated. A connection handle must be allocated before a statement handle
can be allocated.

= Statement handle (SQL_HANDLE_STMT)

A statement handle refers to an object that holds information about the execution
of a single SQL statement. Before the execution of a SQL statement, a statement
handle must be allocated and associated with a connection handle.

= Descriptor handle (SQL_HANDLE_DESC)

A descriptor handle refers to an object that contains information about the columns
in a result set and dynamic parameters in an SQL statement.

Figure 5.26 taken from the IBM redbook DB2 Express-C: The Developer Handbook for
XML, PHP, C/C++, Java, and .NET [5] illustrates the relationship between the different
handles.



Chapter 5 - Application development with C/C++

195

Handler Allocation

Envireonment
| (SQL_HANDLE_ENV)

Handler De-Allocation

Sonnecuony @ Gonnection
SQL_HANDLE_DBC) (SQL_HANDLE_DEC)

SLdLEMIEND SidlEEND SidLEIENT

SQL_HANDLE_STM SQL_HANDLE STM (SQL_HANDLE STM

Figure 5.26 — CLI Handles

5.5.3 Steps to develop an ODBC/CLI application
Figure 5.27 shows the steps required to develop an ODBC/CLI application.

Allocate Environment Handler

Pass Environment Handler Variable
Allocate Connection Handler

Step 2 . Connect to the database
| Pass Connection Handler Variable

+  Allocate Statement Handler
m . Execute SQL statements

Free Statement Handlers

. Disconnect from the database
m . Free connection Handler

. Free Environment Handler

Figure 5.27 — Steps required in an ODBC/CLI application

The steps shown in Figure 5.27 are described in more detail in the following sections.
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5.5.3.1 Include header files

To start application development with CLI, you need to include sqlclil.h header file
which contains CLI constants, function prototypes, data structures required for developing
CLI application. Listing 5.13 lists the header files required for a CLI/ODBC application.

/* Include header files */

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <sqlclil.h>

Listing 5.13 — Header files required for CLI application

5.5.3.2 Allocate environment handle

Allocation of different handles can be done using SQLAIllocHandle API. SQLAIllocHandle()
is a generic function that allocates environment, connection, statement, or descriptor
handles.

Note:

This function replaces the deprecated functions SQLAI locConnect(),
SQLAIlocEnv(), and SQLAIlocStmt() - For a complete list of CLI and ODBC
functions, review this link
http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.cli.doc/
doc/r0000553.html

Listing 5.14 shows the syntax of SQLAIllocHandle API
SQLRETURN SQLAIlocHandle(

SQLSMALLINT HandleType,
SQLHANDLE InputHandle,
SQLHANDLE *OutputHandlePtr);

Listing 5.14 — Syntax of SQLAllocHandle function

Function SQLAllocHandle takes as arguments the type of handle (environment,
connection, statement, or descriptor), the input handle and the output handle. To allocate
an environment handle the value of HandleType must be SQL HANDLE_ENV. If the
handle type is SQL_HANDLE_ENV the value of InputHandle will be SQL_NULL_ HANDLE.
OutputhandlePtr will be a pointer to a buffer in which to return the handle to the newly
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allocated data structure. After the handle is allocated, SQLAllocHandle returns any one of
the following return codes, which are self-explanatory:

» SQL_SUCCESS

» SQL_SUCCESS_WITH_INFO
*» SQL_INVALID_HANDLE

» SQL_ERROR

Let's take a look at an example. Listing 5.15 shows the allocation of an environment
handle.

/* allocate an environment handle */

(1) rc = SQLAllocHandle(SQL_HANDLE_ENV, SQL_NULL_HANDLE, pHenv);
(2) if (rc '= SQL_SUCCESS)

{

printf("\n\nERROR while allocating environment handle.\n");

funcRc = 1;

exit (1);

}

printf(C''\n\nAllocate environment handle successfully.'™);
Listing 5.15 — Allocate Environment handle using SQLAllocHandle function

In the above listing:

1. This statement allocates the environment handle using SQLAllocHandle API
and returns the pointer to pHenv.

2. This statement checks whether allocation is successful or not.

5.5.3.3 Connect to the database

After the successful allocation of the environment handle, the next step is to connect to the
database using SQLConnect(). Before connecting to the database you need to allocate a
connection handle. Allocation of a connection handle can be done by the
SQLAllocHandle API using SQL_HANDLE_DBC as the type of handle. The value of
InputHandle will be the pointer to the environment handle variable. Listing 5.16 shows the
syntax of SQLConnect, and Listing 5.17 provides an example of allocating a connection
handle using SQLAI locHandle and connecting to a database using SQLConnect.

SQLRETURN SQLConnect (
SQLHDBC ConnectionHandle, /* hdbc */
SQLCHAR *ServerName, /> szDSN */
SQLSMALLINT ServerNamelLength, /* cbDSN */
SQLCHAR *UserName, /> szUID */
SQLSMALLINT UserNamelLength, /> cbUID */
SQLCHAR *Authentication, /* szAuthStr

*/
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SQLSMALLINT AuthenticationLength); /* cbAuthStr */

Listing 5.16 — Syntax of SQLConnect function

/* allocate a database connection handle */
(1) rc = SQLAllocHandle(SQL_HANDLE_DBC, *pHenv, pHdbc);

if (rc '= SQL_SUCCESS)

{
printf("\n\nERROR while allocating connection handle.\n");
funcRc = 1;

exit (1);

}

printf('"\n\nAllocate Connection handle successfully.');

/* connect to the database */
(2) rc = SQLConnect(*pHdbc, (SQLCHAR *)dbAlias, SQL_NTS, (SQLCHAR
*)user,SQL_NTS, (SQLCHAR *)pswd, SQL_NTS);
if (rc '= SQL_SUCCESS)
{
printF("\n\nERROR while connecting to database.\n");
funcRc = 1;
exit (1);
}
printfC"\n\nConnected to %s database successfully\n", dbAlias);
Listing 5.17 — Allocate connection handle and connect to the database

In the above listing:

1. This statement allocates the connection handle using SQLAllocHandle
function.

2. This statement connects to the database using SQLConnect. Database name
will be passed as an argument.

If you would like to test the above code snippet, copy the ApplInit function from
cli_odbc.c program (accompanying this book) and change the userid, and password in
the program. The program includes the handle allocation and connection statements
shown in Listing 5.15 and Listing 5.17. Figure 5.28 provides the output of above code
shippet of Listing 5.15 and 5.17.
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B2 CLP - DBZ - cli_odbc

C:“hooks clidcli_odhc

Allocate environment handle successfully.

Allocate Connection handle successfully.

Connected to sample database successfully

Figure 5.28 — Connection handle allocation and connect to the database

There are other APIs available that can be used to connect to a database. The
SQLDriverConnect() APl extends the functionality of SQLConnect() by adding extra
connection parameters and the ability to get connection information from the user. Table
5.4 lists the available connection related APIs.

CLI Connection API Use of API

SQLConnect Establishes the connection to the target database
SQLBrowseConnect Get required attributes to connect to data source
SQLSetConnectAttr Set the connection attributes

SQLGetConnectAttr Get the current attribute setting

SQLDisconnect Disconnect from the data source
Table 5.4 — Connection related CLI APIs

Performing the above steps every time on a large application would be very time
consuming. To make things easier, you can use utility functions provided by DB2 in the
samples directory. You need to include utilcli.h header file in the header section of
your application. Let's take a look at an example where you can use the utility function
CLIAppInit() to allocate the environment handle, connection handle, set AUTOCOMMIT,

and connect to the database. Listing 5.18 illustrates this.

/* initialize the CLI application by calling a helper utility function
defined in utilcli.c */

rc = CLIAppInit(dbAlias, user, pswd, &henv, &hdbc,
(SQLPOINTER)SQL_AUTOCOMMIT_ON);

if (rc 1= 0)
{

return rc;

}
Listing 5.18 — Initialize CLI application using utility function

The above code will perform the initialization of a CLI application taking as arguments the
database name (alias), userid, password, environment handle variable and connection
handle variable as parameters.
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5.5.3.4 Processing SQL statements

In CLI to issue a SQL statement, your first need to allocate a statement handle. A
statement handle is associated with a connection handle and tracks the execution of a SQL
statement. Processing SQL statements requires four steps:

1. Allocation of the statement handle

2. Preparing and executing SQL statements
3. Processing the results

4. Freeing the allocated statement handle.

Figure 5.29 illustrates the steps required for the processing of a SQL statement.

Allocate a Statement

SQLAllocHandle()

Prepare and | Direct
Execute l l Execute
Prepare a Statement Bind the parameters

SQLPrepare() SQLBindParemeter()
l l
Bind the parameters Directly execute a statement
SQLBindParemeter() SQLExecDirect()

l

Execute a Statement

SQLExecute()

Figure 5.29 — Processing of a SQL statement

SQL statements are passed as SQLCHAR string variable to DB2 CLI functions. The
variable contains a SQL statement with or without parameter markers. Listing
5.19.provides an example.

/* SQL INSERT statement to be executed */

SQLCHAR *stmt = (SQLCHAR *)™INSERT INTO employee(empno, firstnme,
lastname, edlevel, salary) VALUES (650006, "SANJAY®", "KUMAR", 21, 50000),
(50007, "RAJIT", "PILLAI", 19, 47860), (50008, "PRIYANKA®", "JOSHI", 20,
45600)";



Chapter 5 - Application development with C/C++ 201

Listing 5.19 — Storing a SQL statement in a string variable

In the above example, the stmt variable is assigned the INSERT statement. You can also
pass a SQL string argument cast to an SQLCHAR * to the function that will use the SQL
directly, without the need of a variable. This is shown in Listing 5.20 where the function
SQLExecDirect directly uses the SQL statement.

/* SQL INSERT statement to be executed */
SQLExecDirect (hstmt, (SQLCHAR *) ™ INSERT INTO employee(empno, firstnme,

lastname, edlevel, salary) "
"VALUES (50006, "SANJAY®", "KUMAR", 21, 50000), "

(50007, "RAJIT",
(50008, "PRIYANKA®,

"PILLAI", 19, 47860), "
*JOSHI®, 20, 45600)", SQL_NTS);

Listing 5.20 — Directly using a SQL statement in a function

Table 5.5 provides the list of supported CLI APIs for processing SQL statements.

CLI APIs Use Of API

SQLPrepare Prepare a statement

SQLBindParameter Bind a parameter marker to a buffer
SQLSetParam Bind a parameter marker to a buffer
SQLDescribeParam Return description of a parameter marker
SQLExecute Execute a statement

SQLExecDirect Execute a statement directly

SQLNumParams Get number of parameters in a SQL statement
SQLNumResultCols Get number of result columns

SQLBindCol Bind a column to an application variable
SQLFetch Fetch next row

SQLGetDiagField Get a field of diagnostic data

SQLENndTran End transactions of a connection or an Environment

Table 5.5 — List of supported CLI APIs for processing SQL statements
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Note:

This list is not a complete list. For more details and the latest information about the
supported CLI APIs, refer to the DB2 9.7 information center at
http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.cli.doc/
doc/r0000553.html

The examples below demonstrate how to use CLI APIs listed in Table 5.5 for INSERT,
SELECT and DELETE operations.

5.5.3.4.1 Inserting data

Function AddEmployeelnfo() adds new employee information in the EMPLOYEE table.
To execute the INSERT SQL statement directly, the function uses SQLExecDirect CLI
function as shown in Listing 5.21.

/* Perform INSERT operation */
int AddEmployeelnfo(SQLHANDLE hdbc)
{
int funcRc = 0;
SQLRETURN rc = SQL_SUCCESS;
SQLHANDLE hstmt; /* statement handle */

/* SQL INSERT statement to be executed */
@ SQLCHAR *stmt = (SQLCHAR *)"™INSERT INTO employee(empno, Ffirstnme,
lastname, edlevel, salary) "
"VALUES (50006, "SANJAY®, "KUMAR®, 21, 50000), "
(50007, "RAJIT", "PILLAI", 19, 47860),"
(50008, "PRIYANKA®, "JOSHI", 20, 45600)";

/* allocate a statement handle */
(2) rc = SQLAllocHandle(SQL_HANDLE_STMT, hdbc, &hstmt);
if(rc '= SQL_SUCCESS)
{
printf("'\n Error while allocating statement handle');
funcRc = 1;
exit (1);
3

/* execute the statement */
(3) rc = SQLExecDirect(hstmt, stmt, SQL_NTS);
if(rc 1= SQL_SUCCESS)
{
printf("'\n Error while statement execution');
funcRc = 1;
exit (1);


http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.cli.doc/doc/r0000553.html�
http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.cli.doc/doc/r0000553.html�
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}

/* Commit the transaction */
(4) rc = SQLEndTran(SQL_HANDLE_DBC, hdbc, SQL_COMMIT);

if(rc = SQL_SUCCESS)

{
printf(''\n Error while committing the transaction);
funcRc = 1;
exit (1);

}

/* free the statement handle */
(5) rc = SQLFreeHandle(SQL_HANDLE_STMT, hstmt);
if(rc = SQL_SUCCESS)
{
printf("\n Error while freeing handle™);
funcRc = 1;
exit (1);
}
printf("\n Employee added successfully ");
return funcRc;

}
Listing 5.21 — Insert data into the table

In the above listing:
1. stmt variable contains the SQL INSERT statement.

2. Allocates the statement handle using SQLAIlocHandle() APIl. Connection
handle and statement handle info are passed as arguments.

3. Executes the statement directly using SQLExecDirect() API. Statement handle
variable and stmt variable are passed as arguments.

4. Commit the transaction using SQLEndTran() API. Connection handle variable
and SQL_COMMIT are passed as arguments.

5. Frees allocated statement handle using SQLFreehandle() API. Statement
handle variable passed as an argument.

Figure 5.30 provides the output of above code snippet.
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B2 CLP - DBZ - cli_odbc

EMPLOYEE MANMAGEMENT SYSTEM

. Add New Employee

. Fetch Employee Information

. Delete Employee Information
Exit

Enter option: 1

Employee added successfully

Figure 5.30- Output of INSERT operation

5.5.3.4.2 Retrieving data

Retrieving query results with the SELECT statement involves binding application variables
to columns of a result set and then fetching the rows of data into the application variables.
To retrieve rows of the result set you need to

1. Bind application variable to each column of the result set. Binding can be done
by using the SQLBindCol () function.

2. Repeatedly fetch the row of data from the result set by calling SQLFetch() until
SQL_NO_DATA FOUND is returned.

Listing 5.22 illustrates the function FetchEmployeelnfo() that shows how to fetch
employee information. We will use parameter markers represented with a question mark
(?). The application must bind each application variable to a parameter marker in the SQL
statement before it can execute the statement. Binding is done by calling the
SQLBindParameter() function.

/* perform Select operation */
int FetchEmployeelnfo(SQLHANDLE hdbc)
{
int funcRc = 0;
SQLRETURN rc = SQL_SUCCESS;
SQLHANDLE hstmt; /* statement handle */

(1) /* SQL SELECT statement to be executed */
SQLCHAR *stmt = (SQLCHAR *) "SELECT firstnme, lastname, edlevel FROM
employee WHERE empno >= ? *';

sqlint32 empno = O;

(2) struct
{
SQLINTEGER 1ind;
SQLCHAR value[20];
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} Firstname; /* variable to be bound to the firstnme column */

struct

{

SQLINTEGER ind;

SQLCHAR value[15];

} lastname; /* variable to be bound to the lastname column */

struct

{

SQLINTEGER 1ind;

SQLSMALLINT value;

} edlevel; /* variable to be bound to the edlevel column */

/* set AUTOCOMMIT OFF */
(3) rc = sQLSetConnectAttr(hdbc, SQL_ATTR_AUTOCOMMIT,
(SQLPOINTER)SQL_AUTOCOMMIT_OFF, SQL_NTS);
if(rc = SQL_SUCCESS)
{
printfF(C''\n Error while handle allocation™);
funcRc = 1;
exit (1);
¥

/* allocate a statement handle */
(4) rc = SQLAllocHandle(SQL_HANDLE_STMT, hdbc, &hstmt);

if(rc = SQL_SUCCESS)

{
printf(''\n Error while allocating statement handle ');
funcRc = 1;
exit (1);

}

/* prepare the statement */
(5) rc = SQLPrepare(hstmt, stmt, SQL_NTS);

if(rc = SQL_SUCCESS)

{
printf("\n Error while preparing statement');
funcRc = 1;
exit (1);

}

/* bind empno to the statement */
(6) rc = SQLBindParameter(hstmt, 1, SQL_PARAM_INPUT, SQL_C_LONG,
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SQL_INTEGER, 0, 0, &empno, 0, NULL);
if(rc = SQL_SUCCESS)
{
printf("\n Error while binding paremeters');
funcRc = 1;
exit (1);
}

/* execute the statement for empno = 50006 */
empno = 50006;

/* execute the statement */
(7) rc = SQLExecute(hstmt);

if(rc = SQL_SUCCESS)

{
printf("\n Error while statement execution');
funcRc = 1;
exit (1);

}

/* bind column 1 to variable */
(8) rc = sQLBindCol(hstmt, 1, SQL_C _CHAR, firstname.value, 20,
&Firstname.ind);

if(rc = SQL_SUCCESS)

{

printf(''\n Error while binding column');

funcRc = 1;

exit (1);

}

/* bind column 2 to variable */
(9) rc = sQLBindCol(hstmt, 2, SQL_C_CHAR, lastname.value, 15,
&lastname.ind);

if(rc = SQL_SUCCESS)

{
printf("'\n Error while binding column'™);
funcRc = 1;
exit (1);

}

/* bind column 3 to variable */
(10) rc = SQLBindCol(hstmt, 3, SQL_C_SHORT, &edlevel.value, O,
&edlevel .ind);
if(rc = SQL_SUCCESS)
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{

printfF(C''\n Error while binding column™);
funcRc = 1;

exit (1);
}
printfFC'\n\n  FIRSTNAME LASTNAME EDLEVEL  \n');
printf(" --——--——-- e \n'");

/* fetch each row and display */
(11) rc = SQLFetch(hstmt);
if (rc == SQL_NO_DATA_FOUND)

{
printfF(C'\n Data not found.\n");
}
while (rc '= SQL_NO_DATA_FOUND)
{
printf(" %8s %l4s %8d \n", Ffirstname.value, lastname.value,

edlevel .value);
/* fetch next row */
rc = SQLFetch(hstmt);

}

/* Commit the transaction */
(12) rc = SQLEndTran(SQL_HANDLE_DBC, hdbc, SQL_COMMIT);

if(rc = SQL_SUCCESS)

{
printf(''\n Error while committing the transaction');
funcRc = 1;
exit (1);

}

/* free the statement handle */
(13) rc = SQLFreeHandle(SQL_HANDLE_STMT, hstmt);

if(rc = SQL_SUCCESS)

{
printf("'\n Error while freeing handle');
funcRc = 1;
exit (1);

}

return funcRc;

}
Listing 5.22 — Fetch data from the table

In the above listing:
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stmt variable contains the SELECT statement
Variable to be bound to the firstnme, lastname and edlevel column

1
2
3. Sets auto commit off using SQLSetConnectAttr function.
4. Allocate statement handle using SQLAl lochandle function
5

Prepare the SELECT statement using SQLPrepare as the statement has
parameter markers.

Bind empno variable to the statement using SQLBindParameter function.
Execute the statements using SQLExecute function for empno 50006.

Bind column 1 to variable firstname using SQLBindCol function.

© ©® N o

Bind column 2 to variable lasthame using SQLBindCol function.

10. Bind column 3 to variable edlevel using SQLBindCol function.

11. Fetch each row using SQLFetch function and display the results.

12. Commit the transaction using SQLEndTran function.

13. Free the allocated statement handle using SQLFreeHandl e function.

Figure 5.31 shows the output of above code snippet

. Add Mew Employee

. Fetch Employee Information
. Delete Employee Information
. Exit

Enter option: 2

FIRSTHNAME LASTNAME EDLEVEL

SANJAY
RAJIT
PRIYANKA

Figure 5.31 — Fetch employee information from the table

5.5.3.4.3 Deleting data

Listing 5.23 shows function DeleteEmployeelnfo(). It invokes SQLExecDirect to
delete employee information.

/* Perform Delete operation */
int DeleteEmployeelnfo(SQLHANDLE hdbc)
{

int funcRc = 0;

SQLRETURN rc = SQL_SUCCESS;
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SQLHANDLE hstmt; /* statement handle */

/* SQL DELETE statement to be executed */
(1) SQLCHAR *stmt = (SQLCHAR *)"DELETE FROM employee WHERE empno >=
50006";

/* set AUTOCOMMIT OFF */
(2) rc = sQLSetConnectAttr(hdbc, SQL_ATTR_AUTOCOMMIT,
(SQLPOINTER)SQL_AUTOCOMMIT_OFF, SQL_NTS);

if(rc = SQL_SUCCESS)

{
printfF(''\n Error while setting Auto Commit OFF'");
funcRc = 1;
exit (1);

}

/* allocate a statement handle */
(3) rc = SQLAllocHandle(SQL_HANDLE_STMT, hdbc, &hstmt);
if(rc = SQL_SUCCESS)
{
printf("'\n Error while allocating statement handle');
funcRc = 1;
exit (1);
}

/* directly execute the statement */
(4) rc = SQLExecDirect(hstmt, stmt, SQL_NTS);
if(rc = SQL_SUCCESS)
{
printf(C’'\n Error while statement execution');
funcRc = 1;
exit (1);
}

/* Commit the transaction */
5) rc = SQLEndTran(SQL_HANDLE_DBC, hdbc, SQL_COMMIT);

if(rc = SQL_SUCCESS)

{
printf("\n Error while committing transaction);
funcRc = 1;
exit (1);

ks

/* free the statement handle */
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6) rc =

SQLFreeHandle(SQL_HANDLE_STMT, hstmt);

if(rc = SQL_SUCCESS)

{

printfF(''\n Error while freeing handle');
funcRc = 1;
exit (1);

}

printf(C''\n Employee Deleted successfully');
return funcRc;

}

Listing 5.23 — Deleting employee information

In the above listing:

1.
2.
3.

stmt variable contains the SQL INSERT statement.
Sets Auto commit off using SQLSetConnectAttr function.

Allocates statement handle using SQLAllocHandle() function. The
connection handle and statement handle are passed as arguments.

Executes delete SQL statement directly using SQLExecDirect() APIl. The
Statement handle variable and stmt variable are passed as arguments.

Commit the transaction using SQLEndTran() API. The Connection handle and
SQL_COMMIT are passed as arguments.

Frees allocated statement handle using SQLFreehandle() API. The
Statement handle is passed as an argument.

Figure 5.32 shows the output of the above code snippet.

1. Add New Employee
2. Fetch Employee Information
3. Delete Emplovyee Information

4. Exit

Enter option: 3

Employee Deleted successfully

Figure 5.32 — Delete employee information from the table.

5.5.3.5 Disconnecting from the database

After processing the SQL statements, the next step is to call SQLDisconnect() to
disconnect from the database. Listing 5.24 shows how to do this.
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/* disconnect from the database */
(1) rc = SQLDisconnect(*pHdbc);
(2) if (rc '= SQL_SUCCESS)
{
printf("\n\nERROR while disconnecting from database.\n");
funcRc = 1;
exit (1);
}
printf(’'\n\nDisconnect from %s database successfully.", dbAlias);
Listing 5.24 — Disconnecting from the database

In the above listing:

1. Disconnect from the database using SQLDisconnect API. Pass connection
handle variable as an argument.

2. Check whether the disconnection was successful.

5.5.3.6 Freeing the handles

The last step in a CLI application is to free all the allocated handles. To free the allocated
handles, DB2 CLI provides the SQLFreeHandle API which takes the handle type and the
handle variable as arguments. Before calling SQLFreeHandle () an application must call
SQLDisconnect(). Calling SQLFreeHandle() before the SQLDisconnect() returns
SQL_ERROR and the connection remains valid. Listing 5.25 shows how to free the
handles.

/* free connection handle */
(1) rc = SQLFreeHandle(SQL_HANDLE_DBC, *pHdbc);

if (rc '= SQL_SUCCESS)

{

printfF("\n\nERROR while freeing connection handle._\n");
funcRc = 1;

exit (1);

}

printf(""\n\nFree connection handle successfully.') ;

/* free environment handle */
(2) rc = SQLFreeHandle(SQL_HANDLE_ENV, *pHenv);

if (rc = SQL_SUCCESS)

{

printfF("'\n\nERROR while freeing environment handle_\n");
funcRc = 1;

exit (1);

}

printfF(C''\n\nFree environment handle successfully.\n\n") ;
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Listing 5.25 — Free allocated environment and connection handles.
In the above listing:
1. Frees allocated connection handle using SQLFreehandle.
2. Frees allocated environment handle using SQLFreehandle.

Figure 5.33 shows the output of the above code snippets in Listing 5.24 and 5.25.

. Add HNew Employee

. Fetch Emplovyee Information
. Delete Employee Information
. Exit

Enter option: 4

Disconnect from sample datahase successfully.

Free connection handle successfully.

Free environment handle successfully.

:zbooksseli>

Figure 5.33 - Freeing allocated handles

Note:

All the code snippets shown in this section are extracted from the program cli_odbc.c
which is included in the Exercise_Files_DB2_Application_Development.zip file
with this book. Before building the application ensure to change the userid and password at
lines # 52 and 53 in the program.

5.5.4 Building ODBC/CLI applications

You can build ODBC/CLI application either manually from the command line or by using
the DB2 provided scripts.

5.5.4.1 Building an ODBC or CLI application from the command line

Building ODBC application from the command line involves the following steps:

1) Compile the application on windows using below command
cl -Zi -0d -c -W2 -DWIN32 cli_odbc.c

Figure 5.34 shows the output of above command
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¢+ DB2 CLP - DBZ

C:bookssclidel -Zi —0d —-¢ -U2 -DWIN32 cli odhc.c
Microsoft (R) 32-bhit Cs/C++ Optimizing Compiler Uersion 15.80.3872%.01 for B8Ox86

Copyright <(C) Microsoft Corporation. All rights reserved.
cli odbhc.c

C:~booksscliX_

Figure 5.34 — Compile application
2)

Link the application with the CLI library (db2cli.lib) for a CLI application or the odbc library
(odbc32.lib) for an ODBC application. For example, the command below would create the
CLI application cli_odbc:

link -debug -out:cli_odbc.exe cli_odbc.obj db2cli.lib db2api.lib
Figure 5.35 shows the output of the above command
cv DB2 CLP- DB2

C:“bhooksscli*link —debug —out:cli_odhc.exe cli_odbc.obj db2cli.lib db2api.lib
Microsoft (R} Incremental Linker Uersion 9.80.30727%._81
Copyright ¢(C)> Microsoft Corporation. All rights reserved.

C:~bhooksscliX_

Figure 5.35 — Linking the application with the CLI library
On the other hand this command would create an ODBC application:

link -debug -out:cli_odbc.exe cli_odbc.obj odbc32.1ib
Figure 5.36 shows the output of the above command:

ot DB2 CLP- DB2

C:“books~cli>link —-debug —out:cli_odbc.exe cli_odbc.ohj odbc32.1ib
Microzoft (R> Incremental Linker Uersion 9.60.3872%._61

Copyright (C> Microsoft Corporation. All rights reserved.

C:“books“~cli>

Figure 5.36 — Link the application with the ODBC library
You can run the executable file by entering the executable name cli_odbc.
5.5.4.2 Building an ODBC or CLI application using the sample build script

To build an application using the sample script bldapp that comes with DB2, follow the
same recommendations provided earlier in section 5.4.2. By default bldapp script uses
db2cli.lib library to build CLI applications. If you want to build ODBC applications using
bldapp replace db2cli . lib with odbc32. 1ib in the script.

To build the sample program cli_odbc described earlier, enter:
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bldapp cli_odbc

The result is an executable file, cli_odbc. You can run the executable file by entering the
executable name:

cli_odbc

5.6 Working with XML in C/C++ applications with DB2

As discussed in Chapter 2, DB2 pureXML, DB2 provides the XML data type to store XML
data natively. To exchange XML data between the database server and an embedded SQL
C/C++ application, you need to declare host variables in your application source code.
Columns with the XML data type are described as an SQL_TYP_XML column SQLTYPE.
XML columns can be accessed directly using SQL, XQuery or SQL/XML.

Sample program xmlinsert.sqc, xmlread.sqgc demonstrates different ways to insert
and read the data from an XML column. You can find these sample programs under
<DB2 install path>/samples/xml/c directory.

5.7 Exercises

1. Write a program to read database log files asynchronously with a database
connection

Solution: To review the solution check the dblogconn.sqc sample under <DB2
install path>/samples/c directory

2. Write a program to read and write LOB data

Solution: To review the solution check the dtlob.sqc sample under <DB2
install path>/samples/c directory

3. Write a program to use a trigger on a table.

Solution: To review the solution check the tbtrig.sqc sample under
<DB2 install path>/samples/c directory

4. Write a program to insert data using the CLI LOAD utility

Solution: To review the solution check the tbload.c sample under
<DB2 install path>/samples/cli directory

5.8 Summary

In this chapter you learned the basics of developing C/C++ applications with DB2. The
chapter showed you how to set up the environment for building C/C++ applications and
how to connect to a DB2 database and issue different kinds of SQL statements using an
embedded SQL application and also a CLI/ODBC application. CLI/ODBC applications use
procedure calls at run time to connect to databases, issue SQL statements, and retrieve
data and status information.
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5.9 Review questions

1. What is the difference between an embedded SQL C/C++ application and a CLI/ODBC
application?

2. What is a cursor?

3. What is a parameter marker?

4. What are handles?

5. What are different return codes returned by CLI APIs?

6. What is the file extension of an embedded SQL C++ program on Windows?

A. .sqc
B. .c

C. .sgx
D. .sgqC

E. None of the above

7. What is the command that can dump the SQL statements from a bind file?

A. db2bfd -b
B. db2bfd —s
C. db2bfd -h
D. db2bfd —v

E. None of the above
8. What is the command to list current data sources?
A. db2 list odbc data sources
B. db2 system odbc data sources
C. db2 list system odbc data sources
D. db2 system odbc data source
E. None of the above
9. Which of the following API is used for allocating all the handles?
A. SQLAllocHandle ()
SQLAllocConnect()
SQLAIllocEnv()
SQLAllocStmt()

mo o ®

None of the above
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10. Which of the following shows the correct flow of handle allocations in CLI application?

A.

Allocate environment handle -> allocate connection handle -> allocate
statement handle -> free statement handle-> free connection handle -> free
environment handle

Allocate connection handle -> allocate environment handle -> allocate
statement handle -> free statement handle-> free environment handle -> free
connection handle

Allocate connection handle -> allocate environment handle -> free environment
handle -> free connection handle

Allocate environment handle -> allocate statement handle -> free statement
handle -> free environment handle

None of the above



Chapter 6 — Application Development with
NET

Microsoft introduced the .NET Framework as a platform for building and executing
applications on the Windows platform. It includes a large library that provides many
features for Web development, database connectivity, user interface, and so on. With
.NET you can write code in over forty different programming languages with C# and Visual
Basic being the most popular ones. Regardless of the programming language, .NET
applications compile into a type of bytecode that Microsoft calls Intermediate Language
(IL), and executes in the Common Language Runtime (CLR). CLR is the heart of the .NET
Framework and provides a runtime environment for .NET applications.

In this chapter you will learn about:
= Setting up the .NET environment to work with DB2
= Understanding DataSet and providers for ADO.NET
= Working with the IBM Database Add-ins for Visual Studio

= Developing .NET with DB2 applications

6.1 .NET with DB2 applications: The big picture

In .NET, support to access databases is provided through ActiveX Data Objects (ADO) for
.NET. ADO.NET supports both, connected and disconnected database access. .NET
applications accessing a database need a .NET data provider which is normally supplied
by the database vendor.

For disconnected data access, instances of the DataSet class act as a database cache that
resides in your application's memory.

Figure 6.1 provides an overview of .NET and DB2 applications.
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r

Application

Figure 6.1 - .NET with DB2 applications

The figure depicts a .NET application accessing a DB2 database through a .NET data
provider supplied with DB2. For disconnected access, it needs to go through a DataSet
object.

6.2 The ADO.NET data architecture

Data Access in ADO.NET relies on two components: DataSet and Data Provider.
= DataSet

The dataset is a disconnected, in-memory representation of data. It can be
considered as a local copy of the relevant portions of the database. The DataSet is
persisted in memory and the data in it can be manipulated and updated
independently of the database. When the use of a DataSet is finished, changes can
be made back to the central database for updating. The data in DataSet can be
loaded from any valid data source like DB2.

= Data Provider

The Data Provider is responsible for providing and maintaining the connection to
the database. A Data Provider is a set of related components that work together to
provide data in an efficient and performance driven manner. Each Data Provider
consists of the following component classes:

- The Connection object which provides a connection to the database
- The Command object which is used to execute a command

- The DataReader object which provides a forward-only, read only, connected
recordset

- The DataAdapter object which populates a disconnected DataSet with data
and performs update
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Figure 6.2 below shows the relationship between the different ADO.NET objects. These
objects will be explained in more detail in the following sections.

Command DataAdant
Transaction 4 apter DataSet
. Select
Connection Data Table Collection
Parameters Insert
Update Data Table
Delete y
¥
DB2 sl

Figure 6.2 - ADO.NET core objects and their relationship
Data access with ADO.NET can be summarized as follows:

A Connection object establishes a connection to the database. A Command object
executes a query to the database. If the query returns more than a single value, the
command object returns a DataReader, which is like a cursor. Alternatively, the
DataAdapter can be used to populate a DataSet object. The database can be updated
using the Command object or the DataAdapter.

6.2.1 Data providers for ADO.NET

In the ADO.NET architecture, applications -- also known as Data Consumers -- connect to
a database -- also referred to as Resource -- using a data provider. The data provider
encapsulates data and provides a means to interact with the database including
connection, execution of SQL statements, and retrieval of results.

There are 3 types of .NET data providers for DB2 applications to access a DB2 database:
= IBM Data Server Provider for .NET
= OLE DB .NET Data Provider
= ODBC .NET Data Provider
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IBM Data Server Provider for .NET is a high performance, managed type ADO.NET data
provider, which is provided by IBM and has a much better performance than the OLE DB
and ODBC .NET data providers.

OLE DB .NET Data Provider is a bridge provider from Microsoft that passes the ADO.NET
request to the native IBM OLE DB provider (IBMDADB2).

ODBC.NET Data Provider is a bridge provider from Microsoft that passes ADO.NET
requests to the IBM ODBC Diriver.

IBM Data Server Provider for .NET is recommended for any new ADO.NET application
development. It provides the best performance since it doesn't require an extra layer or
bridge as shown in Figure 6-3.

Application Application Application
System.Data.OleDhb Microsoft.Data.ODBC IBM.Data.DB2

OdbeConnection

OleDbConnection
OdbcCommand DB2Command

OdbcDataAdapter DB2DataAdapter

OleDbDataReader Db DA caler DB2DataReader

IBEM OLE IBM ODBC
DB Provider Driver
t t DB

Figure 6.3 - .NET Data Providers for DB2 applications

OleDbCommand

OleDbDataAdapter

L J

As illustrated in the above Figure 6.3 each provider delivers the same core functionalities
or classes described earlier: Connection, Command, DataAdapter, DataReader.

In the Microsoft .NET Framework, classes are organized into a hierarchical structure of
related groups called namespaces. System.Data namespace contains classes

associated with the use of ADO.NET.

The IBM.Data.DB2 namespace is the .NET Framework Data Provider for IBM data
servers. The IBM Data Server Provider for .NET extends support for the ADO.NET
interface and delivers high-performing, secure access to data.
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Note:

For more details on namespaces refer to
http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/index.jsp?topic=/com.ibm.swg.im.dbc
lient.adonet.ref.doc/doc/IBMDataDB2Namespace.html

6.2.1.1 Connection

The Connection object is used to connect to a database and control the transactions in
ADO.NET. Each of the three data providers mentioned earlier has their own Connection
Object (DB2Connection, OleDbConnection, and OdbcConnection). The
Connection object has a public property ConnectionString, which is required for
establishing a connection to the database. ConnectionString requires the database
name and other parameters such as user ID and password. For example:

connection.ConnectionString = “Database=Sample”;

The ConnectionString property can be set through the Connection object
constructor, as shown in Table 6.2 below.

Provider Example
IBM Data Server DB2Connection connection =
Provider for NET new DB2Connection(“Database=SAMPLE™);

OLE DB .NET Data OleDbConnection connection =

new OleDbConnection(“Provider=I1BMDADB2;" +

Provider "Data Source=sample;UlD=userid;PWD=password;’");

ODBC.NET Data OdbcConnection connection = new

: OdbcConnection(*'DSN=sample;UlD=userid;PWD=password;"');
Provider

Table 6.2 - Connection string depending on the data provider used

Table 6.3 describes the Connection object public methods.

Method name Description Example

Open This opens a database connection.Open();

connection as specified in a
connection_string.
Connections can be opened
by explicitly calling the Open
method on the connection or
by implicitly using a
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DataAdapter.

Close This closes the database connection.Close();

connection

CreateCommand This returns a command connection. CreateCommand() ;

object associated with the
connection

BeginTransaction This begins the database connection.BeginTransaction()

transaction

Table 6.3 - Connection object public methods

6.2.1.2 Command

The Command object allows execution of any supported SQL statement or stored
procedure for a given data Connection object. A Connection object should be
previously created, but it does not need to be opened prior to creating the SQL statements.

The Command object can be instantiated as shown in Table 6.4.

Provider Example

IBM Data Server DB2Command cmd = new DB2Command();

Provider for .NET

OLE DB .NET Data OleDbCommand cmd = new OleDbCommand();

Provider

ODBC.NET Data OdbcCommand cmd = new OdbcCommand();

Provider
Table 6.4 — Instantiating the Command object depending on the data provider

The Command object has public properties CommandType and CommandText. The
CommandType describes whether an SQL statement or a stored procedure will be
executed. The CommandText is used to set or get an SQL statement or a stored
procedure that is to be executed, for example:

cmd.CommandType = CommandType.Text;
cmd . CommandText "SELECT manager FROM org WHERE DEPTNUMB=10";
or

cmd.CommandType = CommandType.StoredProcedure;
cmd.CommandText = procName;
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Command object has the following public methods:
» CreateParameter: This is used for parameter handling, for example:

set paraml = cmd.CreateParameter("'DEPTNAME", adVarChar,
adParamlnput, 14, "Test'™);

set param2 = cmd.CreateParameter("'DEPTNUMB", adTinylnt,
adParamlnput, , 510);

= ExecuteNonQuery: Use this to execute a SQL command that does not return
any data, such as UPDATE, INSERT, or DELETE SQL operations. Method returns
the number of rows affected for given execution, as shown:

int rowsAffected = cmd.ExecuteNonQuery();
= ExecuteReader: Use this to execute a SQL query that returns a DataReader.
DataReader is fast forward-only stream of data, for example:
DB2DataReader reader = cmd.ExecuteReader ( );
= ExecuteScalar: Use this to execute a SQL statement that retrieves a single
value from the database, for example:

int count=(int)cmd.ExecuteScalar();

Note:

Object returned by cmd.ExecuteScalar() should be cast to data type of the underlying
database object. The above example is valid for a case where a single value is being
retrieved from an int column.

6.2.1.3 DataAdapter

The data adapter object populates a disconnected DataSet with data and performs

updates. It contains four optional commands for SELECT, INSERT, UPDATE, and
DELETE. Use this object when you want to load or unload data between a DataSet and a

database.

The DataAdapterobject can be instantiated as shown in Table 6.5.

Provider Example

IBM Data Server DB2DataAdapter adapter = new DB2DataAdapter();

Provider for .NET

OLE DB .NET Data OleDbDataAdapter adapter = new OleDbDataAdapter();

Provider
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ODBC.NET Data OdbcDataAdapter adapter = new OdbcDataAdapter();

Provider
Table 6.5 — Instantiating the DataAdapter depending on the data provider

Data adapter object has the following public properties:

= The DeleteCommand deletes records using SQL statements or stored procedures
from the data set, for example:

adapter.DeleteCommand = new DB2Command(“‘DELETE From org WHERE
DEPTNUMB= 10, connection);

= The InsertCommand inserts new records into a database using SQL or stored
procedures, for example:

adapter. InsertCommand = new DB2Command(““INSERT INTO org VALUES
(30, “Test”, 60, “Eastern”, “Toronto”)”, connection);

= The SelectCommand selects records in a database using SQL or stored
procedures, for example:

adapter.SelectCommand = new DB2Command(“SELECT manager FROM org WHERE
DEPTNUMB = 30, connection);

= The UpdateCommand updates records in a database using SQL or stored
procedures, for example:

adapter.UpdateCommand = new DB2Command(““UPDATE org SET manager=70
WHERE DEPTNUMB=20", connection);

Data Adapter has the following public methods:

= Fill: This fills records in DataSet, as shown below.

DataSet results= new DataSet();
adapter.SelectCommand = new DB2Command(*'Select * from dept",
connection);

adapter.Fill(results);

= Update: This updates records in DataSet and a database through INSERT,
UPDATE, and DELETE operations, for example:

DataSet results= new DataSet();
adapter._UpdateCommand = new DB2Command(““‘UPDATE org SET Manager=70

WHERE DEPTNUMB=20", connection);
adapter._Update(results);
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6.2.1.4 DataReader

DataReader is used for fast forward-only, read-only access to connected record sets that
are returned from executing SQL statements or stored procedure calls. The DataReader

object cannot be directly instantiated and needs to be returned as the result of the
Command object’'s ExecuteReader method.

The DataReader object can be used as shown in Table 6.6.

Provider Example

IBM Data Server Provider for Db2DataReader reader = cmd.ExecuteReader();

NET
OLE DB .NET Data Provider OleDbDataReader reader = cmd.ExecuteReader();
ODBC.NET Data Provider OdbcDataReader reader = cmd.ExecuteReader();

Table 6.6 — Using DataReader depending on the data provider used

The DataReader object has FieldCount and HasRows public properties. The
FieldCount property returns the total number of columns in the current row while
HasRows property indicates whether DataReader has one or more rows by returning true
or false. For example:

int cols=reader.FieldCount;
bool rows=reader.HasRows;
The DataReader object has the following public methods:

= Read: Reads records one row at a time and advances the cursor to the next row. It
returns true or false to indicate whether there are any rows to read, for example:

bool done=reader.read();

= Close: This closes the DataReader, for example:

reader.Close();

= Getxxxx: This is used to get data of type xxxx, for example:

Console._WriteLine (reader.GetString(1));
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6.2.2 DataSet for ADO.NET

The DataSet object represents an in-memory cache of data, which was retrieved from the
database. The DataSet object is a disconnected dataset, which provides a consistent
relational model independent of the data source. Since it is disconnected from the
database, it reduces the communication overhead to the database server. The DataSet
object has the public property DataSetName, which gets or sets DataSet name, for
example:

DataSet ds = new DataSet();
ds.DataSetName = ''DB2"';
The DataSet object has the following public methods:

= AcceptChanges: This commits changes to the DataSet, for example:

ds.AcceptChanges();

Clear: This clearsthe DataSet contents, for example:

ds.Clear();

GetXML: This gets the XML representation of data in the DataSet, for example:

Console_WriteLine(ds.GetXml())

ReadXML: This reads the XML schema and XML into DataSet, for example:

ds.ReadXML(reader);

WriteXML: This writes XML schema and XML into DataSet, for example:

ds_WriteXML ( ".\\test.xml" ) ;

Listing 6.1, Listing 6.2, and Listing 6.3 provide an ADO.NET sample C# code snippet that
demonstrates the use of the various DB2 Data Providers. Each listing contains the C# code
to connect to a database. These sample code snippets require the DB2 SAMPLE database
to be created.

Listing 6.1 shows the C# code snippet to connect to a database using the IBM Data Server
.NET Data Provider.

String connectString = "Database=SAMPLE";

DB2Connection conn = new DB2Connection(connectString);

conn.Open();

return conn;

Listing 6.1 - C# code snippet to connect to a database using the IBM Data Server
Provider for .NET
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Listing 6.2 shows the C# code snippet to connect to a database using the OLE DB .NET
Data Provider

OleDbConnection con = new OleDbConnection(**Provider=1BMDADB2;" +

"Data Source=sample;UlD=userid;PWD=password;" );
con.Open()
Listing 6.2 - C# code snippet to connect to a database using the OLE DB .NET Data
Provider

Listing 6.3 shows the C# code snhippet to connect to a database using the ODBC.NET Data
Provider

OdbcConnection con = new
OdbcConnection(*'DSN=sample;UlID=userid;PWD=password;");

con.Open()
Listing 6.3 - C# code snippet to connect to a database using the ODBC.NET Data
Provider

The code samples can be compiled using the following command:

csc NETSamp.cs /r:<DB2 Install Path>\bin\netf20\IBM.Data.DB2.dllI

where <DB2 Install Path> is the path where DB2 is installed.

In C#, all errors are treated as instances of an exception. Error handling in ADO.NET is
performed using a try/catch/finally block or using the On Error construct.

6.3 Setting up the environment

The set up required to start developing .NET applications to access DB2 is fairly straight
forward. You only need to install either a DB2 client, or a DB2 server which include a .NET
data provider. Table 6.1 shows the the .NET data providers that are shipped with DB2
Version 9.7 clients and servers, and their 32-bit and 64-bit support levels.

.Net data provider framework 32-bit support 64-bit support
IBM Data Server Provider for .NET Framework Yes No

Version 1.1

IBM Data Server Provider for .NET Framework Yes Yes

Version 2.0, Version 3.0, and Version 3.5

Table 6.1 - 32-bit and 64-bit support in IBM Data Server data providers for .NET

During the installation of the DB2 client or server software, one of these two IBM Data
Server Providers for .NET editions will be installed:

= For Windows on 32-bit AMD and Intel systems (x86)
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The 32-bit edition of the IBM Data Server Provider for .NET Framework version
2.0, version 3.0 and version 3.5 is installed with DB2 9.7. The IBM Data Server
Provider for .NET Framework version 1.1 is also installed.

=  For Windows on AMD64 and Intel EM64T systems (x64)

Only the 64-bit edition of the IBM Data Server Provider for .NET is installed with
DB2 Version 9.7. The IBM Data Server Provider for .NET, Framework 1.1 is not
installed. The 64-bit edition of the IBM Data Server Provider for .NET does not
support the I1A-64 architecture.

You can run 32-bit .NET applications on a 64-bit Windows instance, using a 32-bit edition
of the IBM Data Server Provider for .NET. To get a 32-bit IBM Data Server Provider for
.NET on your 64-bit computer, you can install the 32-bit version of IBM Data Server Driver
Package.

Note:

For more details about the IBM Data Server Provider for .NET for rapid application
development, visit the IBM Information Management and Visual Studio .NET zone at
http://www.ibm.com/developerworks/data/zones/vstudio/index.html.

You can use Visual Studio to develop .NET applications. You can learn more about using
the IBM Database Add-Ins for Visual Studio in section 6.3.1.

6.3.1 IBM Database Add-Ins for Visual Studio

The IBM Database Add-Ins for Visual Studio are a collection of features that integrate
seamlessly into your Visual Studio development environment so that you can work with
DB2 servers and develop DB2 procedures, functions, and objects.

IBM Database Add-Ins for Visual Studio are designed to present a simple interface to DB2
databases. For example, instead of using SQL, the creation of database objects can be
done using designers and wizards. And for situations where you do need to write SQL
code, the integrated DB2 SQL editor has the following features:

= Colored SQL text for increased readability

= |ntegration with the Microsoft® Visual Studio IntelliSense feature, which provides for
intelligent auto-completion while you are typing DB2 scripts

With IBM Database Add-Ins for Visual Studio, you can:

= Open various DB2 development and administration tools
= Create and manage DB2 projects in the Solution Explorer

» Access and manage DB2 data connections (in Visual Studio 2005 or later you can
do this from the Server Explorer)
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= Create and modify DB2 scripts, including scripts to create stored procedures,
functions, tables, views, indexes, and triggers

Note:

At the time of writing the IBM Database Add-Ins for Visual Studio are not yet supported
with Visual Studio 2010.

6.3.1.1 Installing the IBM Database Add-Ins for Visual Studio

The IBM Database Add-Ins for Visual Studio is a separately installable component and can
be downloaded from http://www.ibm.com/db2/express/download.html. After you install a
DB2 product, install the IBM Database Add-Ins for Visual Studio by double clicking on the
executable db2exc_vsai_xxx_WIN_x86.exe, where xxx represents a version humber
that matches the version number of the DB2 server. The installation of the add-ins is
straight forward; simply take all defaults. Figure 6.4, 6.5 and 6.6 illustrate some of the
panels that will appear when you install the IBM Database Add-Ins for Visual Studio.

{& IBM Database Add-Ins for Visual Studio Setup o ] 4|

Welcome to the Setup wizard for IBM Database Add-Ins for Visual Studio, Version 9.7
5765-F41

The Setup wizard will install IBM Database Add-Ins for Visual Studio on your computer. To continue, dick Next.

Licensed Materials - Property of IBM Carp.

@ Copyright, IBM Corp. and others, 1993, 2010. This Program is licensed under the terms of the

license agreement accompanying the Program. This license agreement may be either located in a

Program directory folder or library identified as ‘License’ or 'Mon_IBM_License', if applicable, or 7
provided as a printed license agreement. Please read this agreement carefully before using the Vv"-’“""' I S d .
Program. By using the Program, you agree to these terms. IBM and the IBM logo is a trademark or Isual Studio
registered trademark of International Business Machines Corporation in the United States, other

countries, or both. Microsoftis a trademark of Microsoft Corporation in the United States, other

countries, or both. US Government Users Restricted Rights - Use, duplication or disdosure restricted

by GSA ADP Schedule Contract with IBM Corp.

Cancel |

Figure 6.4 - Installing the IBM Database Add-Ins for Visual Studio - Welcome panel
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i;% 1BM Database Add-Ins for Visual Studio Setup

o =] =3
Select the installation folder

The Setup wizard installs IBM Database Add-Ins for Visual Studio in the following folder. To select a different folder, dick
Change or type a directory.

Directory

|C:\Program Files\IBMYIBM Database Add-Ins for Visual Studiol,

Change... |
Disk space... |

InstallShield

Cancel |

Figure 6.5 - Installing the IBM Database Add-Ins for Visual Studio - Select the
installation folder

i-.% 1BM Database Add-Ins for Visual Studio Setup

=101x]

Setup is complete

The Setup wizard has successfully installed IBM Database Add-Ins for Visual

Studio. The install log is located in C:\Documents and Settings\Administrator My
Documents\DE2LOG\DE2-VSAI-Thu Jun 10 19_43_58 2010.log.

Click Finish to exit the Setup wizard.

Figure 6.6 - Installing the IBM Database Add-Ins for Visual Studio - Setup complete
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If you do not have Visual Studio installed on your computer, the add-ins will not install.

Note:

For more details about using the IBM Database Add-Ins for Visual Studio, visit the IBM
Information Management and Visual Studio zone at
http://www.ibm.com/developerworks/data/zones/vstudio/index.html.

6.3.2 Using Visual Studio with DB2

In this section, we describe the steps to create a Visual C# ADO.NET application. You can
use almost the same steps to create an application in Visual Basic, Visual J#, Visual C/C#,
and so on.

6.3.2.1 Creating a Visual C# ADO.NET application
The following steps create a Visual C# ADO.NET application using Visual Studio

1. Create a Visual C# project: File->New->Project->VC# -> Windows Application
= On the File menu, select New -> Project

= On the New Project dialog, for Project Types select the Visual C# Projects folder.
Select Windows Forms Application project template. Specify the project name and
directory under Name and Location respectively. The Solution Explorer window
should look similar to Figure 6.7.

New Project ‘i'].l.._J‘_‘:h
Pt types: ferai NET Framework 20 ~|[E (]
Visual C# i

/
Windows ,'E Class Library

Web - =¥ Console Application & Empty Project

el 1M Windows Service _j"Nindow: Forms Control Library
Office

Database My Templates

Reporting _|j Search Online Templates...

Test

WCF

Workflow

Other Languages
Other Project Types
Test Projects

Figure 6.7 - Creating a new Visual C# .NET project

2. Once the installation of the IBM Database Add-ins for Visual Studio is complete, the data
source tab will appear besides the Toolbox tab. This is illustrated in Figure 6.8.
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Toolbox |
= testl Components

|k Pointer |
4GF DEZDataset111

gk dbzds

46 DE2DS1

40k EMPLOVEETableAdapter
all Windows Forms
Common Controls
Containers

Menus & Toolbars
Data

Components
Printing

Dialogs

General

O EEEE

_jData Sources | Gk Tookox

Figure 6.8 — Data Source tab appears on the bottom left corner after registration

3. Drag and drop the data adaptor on the Windows form. Also drag and drop the data
grid control on the form. Change the name property according to the requirement.

4. Click on the db2DataAdapter and then select the Generate DataSet option. Select
New: DB2DataSet1 and click OK. This will create a dataset object and an instance
of that object named db2DataSet11.

5. Click on dataGrid_employee on the form and in the properties window make the
following property selections, in order to data-bind the EMPLOYEE table to the data
grid:

= For DataSource - Select Db2DataSet111
= For DataMember - Select EMPLOYEE
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This is illustrated in Figure 6.9.

Data Source Configuration Wizard

Choose a Data Source Type

|

e

Where will the application get data from?

| |
Wy L2
Web Service Ohject

dataset,

Lets vou connect ko a database and choose the database objects for vour application. This option creates a

Figure 6.9 — Selecting the data source

6. Generate a connection string by using the GUI tool as is illustrated in Figure 6.10

Data Source Configuration Wizard

BX]

Choose Your Data Connection

|

== =

ODBC.DE201.5AMPLE

Connection skring

Which data connection should your application use to connect to the database?

< Previous ] [

Cancel

Mext =
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Figure 6.10 — Forming the Connection string
The connection string can be formed at runtime as follows:

DB2Connection con = new DB2Connection(‘'Database=sample;User
ID=db2admin;Server=localhost:50000;Persist Security
Info=True;Password=db2admin™);

DB2DataAdapter da = new DB2DataAdapter(*'select * from
administrator._Employees™,con);

DataSet db2DataSetll = new DataSet();
da.Fill(db2DataSet1l);
GridViewl.DataSource =db2DataSetll;
GridViewl._DataBind();

7. After successfully editing the data source the Data Member can be listed in the data
sources tab as illustrated in Figure 6.11

Data Sources =

1 @3 By O
= ﬂ DEzDakasetill

abe
[abe] FIRSTMME
abe| MIDIMIT
abe| LASTHAME
[abe| WORKDEPT
abe| PHOMEMC
abe| HIREDATE
[abe| JOB
abe| EDLEVEL
abe| SEX
[abe] BIRTHDATE
abe| SALARY
abe| BOMUS
[abe| COMM

+ J dbzds

+ J DEZDS1

=iData Sources |44 Taolbox

Figure 6.11 — Listing Data Member in data sources tab

8. Double click on form.cs; it will present a code window. Write a small program in it as
illustrated in Figure 6.12 below.
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< Formi.resx® | dbzds.xsd *Formil.cs™|” Forml.cs [Design]* |~ Program.cs |

i§ testl FrmEmploy co [2] | %Frmempioyveso

B using
using
using
using
using
using
-uging

System:
System.Collections.Generic:
System. ComponentMode L
Svatem.latas
Syatem.Deawing:

Syatem. Text:

Syatem. Mindows.Forms:

[l namegpace testl

{

= public partial class FrmEmployse @ Form

| ¢

=]

"}

public FrmFmployee ()
{
InitislizZeComponent () ;
A#/Fill the data Adaprer
db2ZADFP.Fill (dE2Daca3eciil)
f/Zet the Data Source of the Data grid to the Dataset

dataGridViewl.Datalource = dEZDlatalSeclil:

f/How bind the DataGrid with the Binding option to Display Emp details

Figure 6.12 — Writing code in form.cs

9. To test this sample program, click on Debug -> Start Without Debugging from the Visual
Studio .NET menu. This will build and run the application. If everything went well, you
should be able to see the table data in the grid retrieving data from the DB2 SAMPLE
database as shown in Figure 6.13 below.

EMPHG  |FRETWME | MCIMT LASTMAME |WORKDERT |PHOMEMD | HREDATE =
| OO0 PHLIP X SMITH Ef1 A BAAM972
| |pecmo MALLE F SETRGHT B EEe 41211964
QOO0 FARLAL v WEHT A, EX S0 TN 965
e R LEE B2t 2103 2231976
W00 JASONEM R GoUNOT  EX s538 GBI
S Joooi IEMER: [ &F o ) i)

Figure 6.13 — Retrieved values in Data Grid.

6.4 Developing .NET - DB2 applications

In this section, you will learn how to establish connections to a DB2 database and retrieve
some information. We will provide examples using each of the data providers discussed
earlier, and we use the SAMPLE database, with db2admin as the username and mypsw as
the password. The sample code is provided as part of the file
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Exercise_Files DB2_Application_Development.zip provided with this book.
Follow four steps to connect to DB2 using any .NET Data Provider and run the programs:

Step 1: Configure connectivity to the database.

Set up connectivity to the DB2 database as discussed in the DB2 Client Connectivity

chapter of the eBook Getting started with DB2 Express-C - 3" Edition.

Step 2: Set the reference

To set the reference, go to menu bar and select view -> solution explorer. On your project
right click and select References. In References select the data provider with which you

intend to work. This is illustrated in Figure 6.14.

Solution Explorer - Sample 3¢
| &
'_:2 Solution "Sample’ (1 project)
= 23 Sample
o ?
= [ Heaf 2 Build
=- = Rebuild
Clean
]
n] Project Only »
= F Res: ——
_a Custom Build Rules...
= 1 Sou Tool Build Order...
&
) Add L4
P
i References... |
rg Real
A, [~
Add Web Refe "4 dd Reference
Set as StartUp
NET | COM | Projects | Browse | Recent
Debug
# Cut Component Name Version Runtime Path
M Paste EnvDTE 8.0.0.0 v1.0.3705  c:\Program Files\Micros.,
envdte 8.0.0.0 v1.0.3705  c:'\Program Files\Comm.| =
>< Remove EnvDTES0 8.0.0.0 v1.0.3705  c:\Program Files\Micros,
Rename envdted0 3.0.0.0 v1,0,3705  c:\Program Files\Comm,
ExceptionMessageBox 9.0.242.0 v2.0.50727 c:\Program Files\Micros,
Unload Project extensibility 7.0,3300.0 w1.0.3705  c:\Program Files\Comm.
J——— IBM.Data.DBE2 9.0.0.2 w2.0,50727  C:'Program Files\[BM\S.
Properties IBM.Data.DB2.Server 9.0.0.2 v2.0.50727 C:'\Program Files\IBM\S.
IEExecRemotes 2.0.0.0 v2.0.50727  C:\WINDOWSWMicrosof,
IEHost 2.0.0.0 w2.0,50727  C:\WINDOWS \Microsof,
IIEHost 2.0.0.0 v2.0.50727  C:\WINDOWSWMicrosof,
ISymWrapper 2.0.0.0 v2.0,.50727  C:\WINDOWS\WMicrosof,
Microsoft SQL Mobile 9.0.242.0 w2.0.50727 c:'\Program Files\Micros.
Microsoft, AnalysisServic,.. 9.0.242.0 v2.0.50727  c:\Program Files\Micros,
Mirrasnft. Ruild. Conwversion 2.0.0.0 w2 50727 O \\ﬂfTNDOWR\Mirrns:nf.[v]
[( ] 1l | [ }]
OK ] [ Cancel ]

Figure 6.14 — Adding the Data Provider as Reference

Step 3: Compile the programs
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To compile the program, on the menu bar select Build -> Build Solution option. This is

illustrated in Figure 6.15.

Build | Debug Data Tools

Wir

| Build Solution

Fo

Rebuild Solution

Clean Solution

Build Sample
Rebuild Sample
Clean Sample

Project Only

Shift+Fa

Batch Build. ..

Configuration Manager. ..

Deploy

Figure 6.15 — Compiling a program

Step 4: Execute the program

To execute the program, on the menu bar select Debug -> Start Debugging option as

shown in Figure 6.16.

Debug | Data Tools Window  Community

Windaows k
| B Start Debugging F5

[+ Start Without Debugaing Ctrl+F5
5| Attach to Process...

Exceptions... Ctrl+D, E
5E StepInto F11
(= stepOver F10

Toggle Breakpoint F3

Mew Breakpoint 3

ol Delete All Breakpoints  Crl4Shift+79

Figure 6.16 — Executing a pro

gram
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6.4.1 Connecting to a DB2 database with the IBM Data Server Provider for
.NET

Listing 6.4 shows how to connect to a DB2 database in Visual Basic using the IBM Data
Server Provider for .NET and issuing a simple SELECT statement.

(1) Imports IBM.Data.DB2

Module Modulel
Sub Main(Q)
Dim cmd As DB2Command
Dim con As DB2Connection
Dim rdr As DB2DataReader
Dim v_IBMREQD As String
Try
con

New DB2Connection(*'Database=sample;" +
"UID=db2admin;PWD=mypsw; ')
cmd = New DB2Command()

) cmd.Connection = con

©)) cmd.CommandText = "SELECT * FROM SYSIBM.SYSDUMMY1"
cmd.CommandTimeout = 20
con.Open()

(@) rdr = cmd.ExecuteReader(CommandBehavior.SingleResult)
v_IBMREQD = """

While (rdr.Read() = True)
v_IBMREQD = rdr.GetString(0)
End While
Dim strMsg As String
strMsg = "Successful retrieval of record. Column " +
""IBMREQD” has a value of """ + v_IBMREQD + """
Console_WriteLine(strMsg)
Console_ReadLine()
5) rdr_Close()
(6) con.Close()
Catch myException As DB2Exception
End Try
End Sub
End Module
Listing 6.4 - Visual Basic ADO.NET code snippet (IBM Data Server Provider for .NET)

Let's review each of the items shown in Listing 6.4:

1. This statement imports the IBM.Data.DB2, which indicates the use of IBM Data
Server Provider for .NET.
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5.
6.

The connection string is assigned to the cmd .Connection, to be able to execute
the query later.

The cmd.CommandText sets the query to be executed at the data source with the
help of connection established before.

The rdr is an instance of the DataReader object and executes the command
using the cmd . ExecuteReader method.

Close the DataReader object.

Close the Connection object.

Listing 6.5 shows how to connect to a DB2 database in C# using the IBM Data Server
Provider for .NET and issuing a simple SELECT statement.

using System;

using System.Collections.Generic;
using System.Text;

using IBM.Data.DB2;

namespace cl

{

class Program

{

try{

static void Main(string[] args)
{
DB2Command cmd = null;
DB2Connection con = null;
DB2DataReader rdr = null;
string v_IBMREQD;
int rowCount;
con = new DB2Connection(*'Database=sample;UlD=db2admin;PWD=mypsw;');
cmd = new DB2Command();

cmd.Connection = con;

cmd.CommandText = ""SELECT * FROM SYSIBM.SYSDUMMY1';
cmd.CommandTimeout = 20;

con.Open();

rdr = cmd.ExecuteReader(System.Data.CommandBehavior._SingleResult);
v_IBMREQD = ""';
while (rdr.Read() == true) {

v_IBMREQD = rdr.GetString(0); }

string strMsg;

strMsg = " Successful retrieval of record. Column™ +
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" "IBMREQD" has a value of """ + v_IBMREQD + """';
Console.WriteLine(strMsg);

Console.Read();
rdr.Close();
con.Close();
} catch (DB2Exception myException) { }
}
private static void getch()
{
throw new Exception("The method or operation is not implemented.');
}
}

}
Listing 6.5 - C# ADO.NET code snippet (IBM Data Server .NET Data Provider)

6.4.2 Connecting to a DB2 database with the OLE DB .NET Data Provider

Listing 6.6 shows how to connect to a DB2 database in Visual Basic using the OLE DB
.NET Data Provider and issuing a simple SELECT statement.

Imports System._Data.OleDb
Module Modulel
Sub MainQ)

Dim cmd As OleDbCommand
Dim con As OleDbConnection
Dim rdr As OleDbDataReader
Dim v_IBMREQD As String
Try

con = New OleDbConnection(*'DSN=sample;UlD=db2admin;PWD=mypsw;""
+ "Provider="1BMDADB2" ;")

cmd = New OleDbCommand()
cmd.Connection = con
cmd.CommandText = "SELECT * FROM SYSIBM.SYSDUMMY1"
cmd.CommandTimeout = 20
con.Open()
rdr = cmd.ExecuteReader(CommandBehavior.SingleResult)
While rdr.Read()
v_IBMREQD = rdr.GetString(0)
End While
Dim strl As String
strl = ""IBMREQD" has a value of """ + v_IBMREQD + """
"Console.WriteLine("IBMREQD" has a value of " +
v_IBMREQD + "*')
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Console_WriteLine(strl)
Console.ReadLine()
rdr_.Close()
con.Close()
Catch myException As OleDbException
End Try
End Sub
End Module
Listing 6.6 - Visual Basic ADO.NET code snippet (OLE DB .NET Data Provider)

Listing 6.7 shows how to connect to a DB2 database in C# using the OLE DB .NET Data
Provider and issuing a simple SELECT statement.

using System;

using System.Collections.Generic;
using System.Text;

using System.Data.OleDb;

namespace c2

{

class Program

{

static void Main(string[] args)
{

OleDbCommand cmd = null;
OleDbConnection con = null;
OleDbDataReader rdr = null;
int rowCount;

string v_IBMREQD, strMsg;

try

{

con = new OleDbConnection("'DSN=sample;UID=db2admin;PWD=mypsw;"" +
"Provider="1BMDADB2" ;") ;

cmd = new OleDbCommand();

cmd.Connection = con;

cmd.CommandText = "SELECT * FROM SYSIBM.SYSDUMMY1";
cmd.CommandTimeout = 20;

con.Open();

rdr =
cmd . ExecuteReader (System.Data.CommandBehavior.SingleResult);

v_IBMREQD = "**;
while (rdr.Read() == true) {
v_IBMREQD = rdr.GetString(0); }
strMsg = " Successful retrieval of record. Column" +
"IBMREQD" has a value of """ + v_IBMREQD + """;
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Console._WriteLine(strMsg);
Console.ReadLine();
rdr.Close();
con.Close();
} catch (OleDbException myException) { }
}
}

}
Listing 6.7 - C# ADO.NET code snippet (OLE DB .NET Data Provider)

6.4.3 Connecting to a DB2 database using the ODBC .NET Data Provider

Listing 6.8 shows how to connect to a DB2 database in Visual Basic using the ODBC .NET
Data Provider and issuing a simple SELECT statement.

Imports System._Data.Odbc
Module Modulel
Sub MainQ)

Dim cmd As OdbcCommand
Dim con As OdbcConnection
Dim rdr As OdbcDataReader
Dim v_IBMREQD As String
Try

con = New OdbcConnection(*'DSN=sample;UlD=db2admin;PWD=mypsw;""
+  "Driver={1BM DB2 ODBC DRIVER};™)

cmd = New OdbcCommand()

cmd.Connection = con

cmd.CommandText = "SELECT * FROM SYSIBM.SYSDUMMY1™
cmd.CommandTimeout = 20

con.Open()

rdr = cmd.ExecuteReader (CommandBehavior.SingleResult)
While rdr.Read()
v_IBMREQD = rdr.GetString(0)
End While
Dim strl As String
strl = ""IBMREQD" has a value of """ + v_IBMREQD + """
Console._WriteLine(strl)
Console.ReadLine()
rdr._.Close()
con.Close()
Catch myException As OdbcException
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End Try
End Sub
End Module
Listing 6.8 - Visual Basic ADO.NET code snippet (ODBC .NET Data Provider)

Listing 6.9 shows how to connect to a DB2 database in C# using the ODBC .NET Data
Provider and issuing a simple SELECT statement.

using System;

using System.Collections.Generic;
using System.Text;

using System.Data.Odbc;

namespace c3

{

class Program

{

static void Main(string[] args)
{
OdbcCommand cmd = null;
OdbcConnection con = null;
OdbcDataReader rdr = null;
string v_IBMREQD, strMsg;
try
{

con = new OdbcConnection("'DSN=sample;UID=db2admin;PWD=mypsw;""
+ "Driver={IBM DB2 ODBC DRIVER};");

cmd = new OdbcCommand();

cmd.Connection = con;

cmd.CommandText = "SELECT * FROM SYSIBM.SYSDUMMY1";
cmd.CommandTimeout = 20;

con.Open();

rdr =
cmd . ExecuteReader (System.Data.CommandBehavior.SingleResult);
Vv_IBMREQD = """;

while (rdr.Read() == true) {

v_IBMREQD = rdr.GetString(0); }

strMsg = " Successful retrieval of record. Column™ +

' "IBMREQD" has a value of "™ + v_IBMREQD + """

Console._WriteLine(strMsg);

Console.ReadLine();

rdr.Close();

con.Close();
} catch (OdbcException myException) { }
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}

}
Listing 6.9 - C# ADO.NET code snippet (ODBC .NET Data Provider)

There is an extra step needed in Step 1, previously described, when using the ODBC .NET
Data Provider:
Step 1: Configuring connectivity

= The DB2 database must be cataloged as an ODBC data source. To catalog an
ODBC data source follow the steps given below:

db2 catalog system ODBC data source <databasename>
or
db2 catalog user ODBC data source <databasename>

= To list ODBC data sources:

db2 list system ODBC data sources
or
db2 list user ODBC data sources

Compiling and executing steps are the same as listed before.

6.5 Data Manipulation using .NET

The following C# sample code snippets illustrate the methods to SELECT, INSERT,
UPDATE and DELETE using the IBM Data Server Provider for .NET classes --
DB2Connection, DB2Command, and DB2Transaction.

Listing 6.10 illustrates how to perform a SELECT.

(1) cmd.CommandText = "SELECT deptnumb, location " +
FROM org " +
WHERE deptnumb < 25;
(2) DB2DataReader reader = cmd.ExecuteReader();
Listing 6.10 - C# code demonstrating a SELECT

Let's review each of the items shown in Listing 6.10:

(1) The cmd.CommandText specifies the query to be executed using the connection
established before.

(2) The reader is an instance of the DataReader object and executes the command
using the cmd.ExecuteReader method. The ExecuteReader method sends the
CommandText to the Connection and builds a DB2DataReader .

Listing 6.11 illustrates how to perform an INSERT.
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// Use the INSERT statement to insert data into the "staff" table.

cmd.CommandText = "INSERT INTO staff(id, name, dept, job, salary) " +
VALUES (380, "Pearce”, 38, “Clerk-=, 13217.50),” +
" (390, "Hachey", 38, "Mgr®, 21270.00), " +

" (400, "wagland®, 38, "Clerk", 14575.00)”;
(1) cmd.ExecuteNonQuery();
Listing 6.11 - C# code demonstrating an INSERT

Let's review the item shown in Listing 6.11:

(1) The cmd .ExecuteNonQuery executes an SQL statement against the connection
and returns the number of rows affected.

Listing 6.12 illustrates how to perform an UPDATE.

// This method demonstrates how to update rows in a table
cmd.CommandText = "UPDATE staff " +
SET salary = (SELECT MIN(salary) " +
FROM staff " +
WHERE id >= 310) " +
WHERE id = 310";
cmd . ExecuteNonQuery () ;

Listing 6.12 - C# code demonstrating an UPDATE

Listing 6.13 illustrates how to perform DELETEs.

// This method demonstrates how to delete rows from a table

{
try
cmd.CommandText = "DELETE FROM staff " +
WHERE id >= 310 " +
AND salary > 20000";
cmd . ExecuteNonQuery();

Listing 6.13 - C# code demonstrating a DELETE

6.5.1 Building and Running the sample program

The code snippets shown above were taken from the program TbUse.cs which is part of

the sample programs provided with DB2 and can be found under the directory
C:\Program Files\IBM\SQLLIB\samples\.NET\cs.

To run the program follow these steps:
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1. Compile the ThUse.cs file with bldapp.bat from a DB2 Command Window as
follows:

bldapp ThUse
or compile ThUse.cs with the makefile by entering the following at the command
prompt:

nmake TbUse

2. Run the ThUse program by entering the program name at the command prompt:

ThUse

Note:
For more information about sample programs, refer to:

http://publib.boulder.ibm.com/infocenter/db2luw/v9r7/topic/com.ibm.db2.luw.apdv.sam
ptop.doc/doc/c0007609.html

6.6 Exercises

Write a small C# program to access BLOB data in the SAMPLE database. Follow these
steps:

1. Run the following command from a DB2 Command Window to create the SAMPLE
database if it was not already created: db2sampl

2.  Write a C# program to update and retrieve BLOB and CLOB data from the
EMP_PHOTO and EMP_RESUME tables. If you find this exercise difficult to do, the
sample program for this exercise is provided in the project db2lobs.zip, under the
“Retrieving and updating BLOBs and CLOBs “ section in the following link :
http://www.ibm.com/developerworks/data/library/techarticle/0304surange/0304surang
e.html#resources

3. Modify the schema name in the program appropriately and test it.

4. To Run the C# program, follow the steps listed in section 6.6.1.

6.7 Summary

In this chapter, you have learned how to set up the environment to develop .NET
applications using DB2. You learned the various types of data providers and the way you
need to code depending on the provider chosen. The IBM Data Server data provider for
.NET is the recommended one because it is best for performance. You also learned about
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the IBM Database Add-ins for Visual Studio. The chapter also discussed how to connect to
a DB2 database, and how to manipulate DB2 data using sample programs.

6.8 Review questions

1.

7.

8.

What is the difference between the FieldCount and HasRows public properties of the
DataReader object?

What configuration do you need to do differently when using the ODBC .NET Data
Provider?

Name and explain the two components on which the Data Access in ADO.NET relies

on.

Can you use a 32-bit IBM Data Server Provider for .NET on a 64-bit computer?

How can you use the Visual Studio Add-Ins with DB2?

The key component of disconnected data access in ADO.NET is:

A.
B.
C.
D.
E.

DataSet
DataReader
Connection
DataAdapter

None of the above

Which of the following component classes populates a disconnected DataSet with

data?
A.
B.
C.
D.
E.

Command object
DataReader object
DataAdapter object
Dataset

None of the above

Which public property of the Command object is used to describe whether an SQL
statement or a stored procedure will be executed?

A.

mo o w

CommandText
CreateParameter
ExecuteNonQuery
CommandType

None of the above
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9. All data providers listed below are the .NET data providers for DB2 applications to
access a database EXCEPT?

A. IBM Data Server Provider for .NET
B. Microsoft .NET Data Server Provider
C. OLE DB .NET Data Provider

D. ODBC .NET Data Provider

E. None of the above

10. In IBM Database Add-Ins for Visual Studio, what is used to create and manage DB2
Projects?

A. Object Browser
Server Explorer
Solution Explorer

Device Emulator Manager

mo O

None of the above



Chapter 7 - Application development with
Ruby on Rails

Ruby is an open source, free, dynamic programming language. Ruby on Rails (RoR), or
Rails for short is a framework built using Ruby. RoR is based on the Model, View and
Controller (MVC) architecture. By supporting agile development techniques it has enabled
many developers to radically reduce the time and pain involved in creating Web
applications.

In this chapter you will learn about:
= Ruby on Rails and the MVC architecture
= How to setup Ruby on Rails to work with DB2
= A basic understanding of ways to program RoR applications with DB2

= How to build a simple Ruby on Rails application with DB2

7.1 Ruby on Rails applications with DB2: The big picture

Ruby on Rails is organized around the Model, View, and Controller architecture, usually
just called MVC. MVC benefits include:

= |solation of business logic from the user interface
= Making it clear where different types of code belong for easier maintenance

A Model represents the information (data) of the application and the rules to manipulate
that data. In the case of Rails, models are primarily used for managing the rules of
interaction with a corresponding database table. In most cases, one table in your database
will correspond to one model in your application. The bulk of your application’s business
logic will be concentrated in the model. Under this architecture, DB2 provides data
persistence.

Controllers provide the “glue” between models and views. In Rails, controllers are
responsible for processing the incoming requests from the Web browser, interrogating the
models for data, and passing that data on to the views for presentation.
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Views represent the user interface of your application. In Rails, views are often HTML files
with embedded Ruby code that performs tasks related solely to the presentation of the
data. Views handle the job of providing data to the Web browser or other tool that is used
to make requests from your application.

Figure 7.1 illustrates this architecture.

!
| Routing
| ®

Web Browser Controller

|
|
|
|
|
|
|
|
|
|
|
|
|
View  fe--mmomoees Model @ DB2

@ User enters hitp:ocalhost: 3000¢/myapp1 in Web browser
@ Routing finds the Controller

@ Controller interacts with Model

@ Model may access DB2

@ Controller interacts with View

@ View passes to the browser information to display

Figure 7.1 RoR - DB2 applications: The MVC architecture

In the above figure, a user invokes the application by starting a Web browser and entering
the application's URL as shown in (1). In this particular example, we are using RoR's Web
server called WEBFrick which is installed on the same server (localhost) and listens to port
3000 by default. The URL to invoke the application would look like
http://localhost:3000/myappl, where myappl represents the name of the controller.

The incoming request is serviced by the routing module which redirects it to controllers and
actions as shown in (2). Then the Controller interacts with the Model which processes the
request as shown in (3). The Model may interact with the DB2 database if access to
persistent data is required as shown in (4). The Model reports back to the Controller and
the Controller interacts with the View (5). Finally, the View passes to the browser
information to display (6).

Since RoR applications are object-oriented applications while most commercial databases,
including DB2, use the relational database model, it is common to use object-relational
mapping (ORM) libraries for these two models to interact. Active Record is the ORM
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layer supplied with Rails. It closely follows the standard ORM model: tables map to
classes, rows to objects, and columns to object attributes.

ORM makes it easier to manage database schema changes. For example, say you built an
application which among other things displays information of a table. Your customer asks
you to add a couple of columns, and display them. Though this may seem like a simple
request, for a large application, this can be quite time consuming, and a source of errors.
You would need to look for all applicable SQL statements that were accessing this table
and modify them so they include the new columns. This change request could be handled
much more easily with ORM, because the mapping between entities in the database and
entities in the program is included in XML configuration files. Programmers can now
conveniently change the XML document to add the columns, and the ORM takes care of
generating the correct SQL for you. This may also be useful to avoid code duplication of
using the same SQL in different locations in your application. In Active Record (Rails'
ORM); however, there are no XML configuration files to change.

Rails philosophy is founded on two main principals:
a) “Do not repeat yourself’ (DRY)
b) “Convention Over Configuration” (CoC)

The DRY principle is based on the idea that every piece of knowledge in a system should
be expressed in one place only. This helps programmers avoid changes in many different
parts of the application.

The CoC principle allows programmers to be consistent and reduce the amount of code
simply by following some conventions. Table 7.1 lists some of these conventions and
provide examples.

Convention Example
Table names have all lowercase letters and = books
need to be plural

The model name uses the class naming Book

convention of unbroken MixedCase and is
always the singular of the table name. In the
Ruby language the first letter of a class
starts in upper case

Controller class names are pluralized

Table 7.1 - Examples of the CoC principle

Rails looks for the class definition in a file
called book.rb in the /app/models directory.

BooksController

Rails looks for the class definition in a file
called books_controller.rb in the
/app/controllers directory
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7.2 Setting up the RoR environment

Before you can develop RoR applications, you first have to install Ruby, Rails, the drivers
and adapters that work with DB2, and configure some files. Depending on your platform,
you may have to follow different procedures.

Note:

In this book we show you how to set up the RoR environment on Windows. For the setup
required on other platforms, refer to the free eBook Getting started with Ruby on Rails,
which is part of this DB2 on Campus free book series.

7.2.1 Installing Ruby

To install Ruby on Windows, install the code by using the One-click Installer - Windows
from http://rubyforge.org/frs/?group id=167

At the time of writing the latest Ruby version is Ruby 1.8.6-27 Release Candidate 2;
therefore, we will choose the rubyl186-27 rc2.exe executable file. When you click this
file, you can either run it, or save it. In our case, we choose Run which would download the
file to a temporary location in our computer, and then invoke it.

The installation is very simple, all you need to do is accept the license,
choose the installing location, and take all the default settings by clicking the Next button
several times. When you click the Install button the installation will start. Figure 7.2 to
Figure 7.4 show you some of the installation panels.

i

Choose Components P

Choose which features of Ruby-186-27 you want to install. R 9 }

Check the companents you want to install and unchedk the components you don't want to
install. Clidk Mext to continue.

Select components to install: Ruby —Des.t:.ription
Paosition your mouse
SCTE oyEr & campanent ko
Enable RubyGems see ibs descriphion,

[] Buropean Keyboard

Space reguired; 90.2MB

[ullsaft Install Svstem w2, 23

< Back I Mext = I Cancel
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Figure 7.2 - Ruby installation - Choose components

For the Choose components panel, we did choose to enable RubyGems. RubyGems is
discussed in a later section.

Choose Install Location —
Choose the Falder in which to install Ruby-186-27. @

Setup will install Ruby-186-27 in the Following Folder. Toinstall in a different Folder, click
Browse and select another Folder, Click Mext to continue.

Destination Folder

|C:'|,RLI|:I':.-' | Browse, ..

Space required: 90.2MB
Space available: 11,3GE

Mullsaft Inskall System w233

[ < Back ][ Mext = ] [ Cancel

Figure 7.3 - Ruby installation - Choose the install location.
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[ T
Inztalling p
Please wait while Ruby-136-27 is being installed. L( @ ’

Cwukput Folder: CrRubyidocirubyiroby-1.8.64dociirh
@ )
Extract: README,.. 100% -

Extract: forwardable.rd.., 100%

Extract: forwardable,rd.ja... 100%

Extract: shell.rd.., 100%

Extract; shell.rd.ja... 100%:

Cutput Folder: CA\Rubydocirubyrube-1.8.64doc\bigdecimal
Extrack: README.., 100%

Cutput Folder: C:\Rubydocirubyirubee-1.3.6\docdl
Extract: dl.bxt,., 100%

Cutput Folder: C:\Rubydocirubyirube-1.3.6\docgdbm
Exkract: README

Cukput Folder: CrHRubyidocirobyrobee- 1.8, 60 dociirb

Figure 7.4 - Ruby Installtion - Installation progress bar

After you have installed Ruby, click Next, and then Finish buttons. If you want to review the
readme file, you can check the Show Readme checkbox.

Next, it's a good idea to test whether we have installed Ruby successfully by verifying the
version installed. From a Windows Command Prompt, you can run the command ruby
with the -v flag to verify the Ruby version. This is shown in Figure 7.5.

v RubyGem=s Package Nanager

C:SRubyiruby —u
ruby 1.8.6 (2088-A8-11 patchlevel 287> [i386-mswind2]

Figure 7.5 - Verifying the Ruby version installed

You can also verify you have the Ruby menus by clicking on Start -> All Programs -> Ruby-
186-27.

Note:

In this chapter, <ruby_home> refers to the location where Ruby is installed and
<app_home> refers to the home directory of an application created with Rails.
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7.2.1.1 RubyGems: Locating, installing and upgrading Ruby packages

RubyGems is the standard packaging and installation framework for Ruby libraries and
applications. RubyGems makes it easy to locate, install, upgrade, and uninstall Ruby
packages.

A gem, in the RubyGems world, is a packaged Ruby application or library. These files
follow a standard format and are stored in a central repository on the Internet. Gems have
a name and a version; for example rake 0.4 .16.

A command line tool also called gem can be used to manipulate these gem files. If you
want a gem, you can simply ask RubyGems to install it (and all its dependencies) online.
Everything is done for you. Figure.7.6 shows you how to install the "rake" gem through the
internet.

http://rubygems.org

RubyGem Manager

Installed Gems ~_

gem install rake

[ Remote Central
I -
" Repository for

* Rake librares and
gems

commanddine
program

Figure 7.6 — Installing the rake gem

As shown in the figure, from the machine where you installed Ruby, you can issue the
command gem install rake. This will connect to http://rubygems.org/, and locate the
rake libraries and the rake command-line program. We discuss the rake command later;
for now, it's good to know that rake is a tool you can use to build other gems. Once the
libraries and command-line program are downloaded, they are automatically installed.

7.2.2 Installing Rails

With RubyGems you can install Rails and its dependencies easily just as other gems.
Install Rails by following these steps:

1. Open a Command Prompt window.
Start -> All Programs -> Accessories -> Command Prompt

2. Change the directory to <ruby_home> and issue the gem command:
gem install rails

It may take several minutes to get all packages installed depending on your network speed.
The gem command accesses the http://rubygems.org/ site to look for the required Rails
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packages. Once downloaded and installed successfully, you'll see the result as shown in
Figure 7.7

C:~Ruby*gem install rails
Buccessfully installed rake-B.8.7
Successfully installed activesupport-2.3.3
Buccessfully installed activerecord—-2.3.3
Successfully installed rack-1.8.8
Buccessfully installed actionpack-2.3.3
Successfully installed actionmailer—2.3.
-2.

3
Successfully installed activeresource 3.3
Buccessfully installed rails-2.3.3
B gems installed
Inztalling ri documentation for rake—-B_8_.7._..
Installing »i documentation For activesupport-2.3.3...
Inztalling »i documentation for activerecord-2_.3.3...
Installing »i documentation for rack-1.8.8...
Inztalling »i documentation for actionpack-2.3_.3...

Installing »i documentation for actionmailer—2.3.3...

Figure 7.7 Installing Rails

To test whether you have successfully installed Ruby on Rails or not, issue the command
rai s with the —v flag. This command will report the Rails version as shown in Figure 7.8.

C:“Ruby>rails —u
Rails 2.3.3

Gz “Ruhy

Figure 7.8 — Rails Version

7.2.3 Creating your first ROR application and starting the Web server

Let's create your very first RoR application. It will be so simple you don't even have to write
any code! Here are the steps:

1. Change the directory to <ruby home>: cd <ruby home>
2. Create your RoR application named myapp1l by issuing the following command
rails myappl

This will create a structure for your application as shown in Figure 7.9. However, at this
point we will not write any code.
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o C:\WINDOWS \system32\cmd.exe

C:~Ruby>rails myappl
create
create appscontrollers
create appshelpers
create app-smodels
create appruieuwsslayouts
create configsenvironments
create configsinitializers
create config/locales
create db
create
create lib
create libs/tasks
create log
create publicrsimages
create public/javascripts
create publicsstylesheets
create
create

testsperformance
test unit

vendor
vendor/plugins

Figure 7.9 - Creating the RoR application myappl

3. Change the work directory to <app_home>, the directory for your application:
cd myappl

4. Start the WEBrick Web Server:

ruby script/server

When the Web server starts, it will report the process ID (PID) and TCPIP listening port
number which should default to 3000. This is illustrated in Figure 7.10.

« RubyGems Package Manager - ruby script/server

C: “Rubysappiruby scriptsserver

=» Booting WEBrick

=» Rails 2.3.3 application starting on http:/-B8.08.8.08:38808
=» Call with —d to detach

=» Ctrl-C to shutdown server

[2009-A7-28 22:11:191 INFO WEBrick 1.3.1

[2087-87-28 22:11:121 INFO »uby 1.8.6 (Z2BBB-B8-11> [iliB6-—mswind2]
[2087-87-28 22:11:1721 INFO WEBrick::HITPServerilstart: pid=4284 port=3000

Figure 7.10 - Starting the WEBrick Web Server

Now that the Web server is up and running, open a browser and redirect it to
http://localhost:3000/ which will take you the Welcome page shown in Figure 7.11.
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Welcome aboard

e
You're riding Ruby on Rails! | S—

About your application's environment

Join the community

Getting started Ruby on Rails
Here's how to get rolling: Official weblog
Wiki

1. Use script/generate to create your
models and controllers Browse the

. , _ documentation
To see all available options, run it without parameters.

Rails AP
2. Set up a default route and remove or rename o R
h. ﬁle uby standar |orary
this Ruby core

Routes are set up in config /routes.rb.

3. Create your database

Run rake db:migrate to create your database. If you're not
using SQLite (the default), edit config/database.yml with
your username and password.

Figure 7.11 - Welcome Page

Thus far we have created the structure to develop a test application myappl, and started

the Web server. In a later section we show you how to work with a DB2 database and
create models, views and controllers.

7.2.4 Working with a DB2 database: The ibm_db gem

Rails support for DB2 is provided directly from IBM itself through an open source gem
called ibm_db. This gem contains a driver (written in C) that allows Ruby to communicate
with DB2, and an adapter written in Ruby that enables Active Record to work with DB2.

The ibm_db adapter has a direct dependency on the ibm_db driver, which utilizes the IBM
Driver for ODBC and CLI to connect to IBM data servers. As mentioned earlier, Active
Record is the object-relational mapping (ORM) layer supplied with Rails. It closely follows
the standard ORM model but differs from most other ORM libraries in the way it is
configured. By using a sensible set of defaults, Active Record minimizes the amount of
configuration that developers need to perform. Figure 7.12 illustrates how Active Record
communicates with IBM_DB and DB2 Server.
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ORM ibm_db
DBz .
Model || Active | | iom_db ibm_db Client DB2
. Record| le adapter le—| driver ||, (includes | Server
CLI driver)

Figure 7.12 — Interactions between Active Record and IBM_DB

With the ibm_db gem installed, Rails can be used with a DB2 data server, including DB2
Express-C and other DB2 editions on Linux, UNIX and Windows; DB2 for i5/0S®, and DB2
for z/OS.

7.2.4.1 Installing the ibm_db gem
To install the ibm_db gem on Windows, simply run this command:
gem install ibm_db

The above command retrieves a pre-built binary version of the driver, so you won't need
any compilers or build tools. If prompted for a version from a list, select the latest mswin32
option available. Figure 7.13 illustrates how to run this command from a Windows
Command Prompt, and part of the output.

ev  RubyGems Package Manager

C:=“Ruby*gem install ibm_dhb

Successfully installed ibm_db—1_1._8-x86-—mswin32

1 gem installed

Installing »i documentation for ibm_db—1.1.0—x86-—-mswin3d2...
Installing RDoc documentation for ibm_db—1.1_8-xB6-mswind2...

C:=“Ruhuy?>

Figure 7.13 — Installing the ibm_db gem

On Linux and UNIX, the gem is built from source; because of this, the installation process
requires a few more steps as shown below:

1. Open up a shell as root by running:
$ sudo -s

2. Set the environment. The assumption is that db2instl is the DB2 instance owner:
$ export IBM_DB_INCLUDE=/home/db2instl/sqllib/include
$ export IBM_DB_LIB=/home/db2instl/sqllib/lib
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3. Source the DB2 profile. This step is technically not required to build the driver, but it
enables a user other than the DB2 instance owner to execute commands like db2 or
db2level.

$ . /home/db2instl/sqllib/db2profile

4. Finally, install ibm_db by executing from the same shell:
$ gem install ibm _db

5. Once the gem is safely installed, you can exit from the root shell with exit.

On Mac OS X Snow Leopard (a Tiger version of DB2 doesn't exist), you can follow these
steps:

1. $ sudo -s

2. $ export 1BM_DB INCLUDE=/Users/myuser/sqllib/include
3. $ export IBM_DB_LIB=/Users/myuser/sqllib/1ib64

4. $ export ARCHFLAGS="-arch x86_ 64"

5. $ gem update --system

6. $ gem install ibm_db

7. $ exit

7.2.4.2 The database.yml configuration file

After installing Ruby on Rails successfully and creating a new Rails application, the
configuration file database.yml would be automatically created in the directory
C:\<ruby_ home>\<app_home>\config. Using the myappl application created earlier,
this file would be located under C:\Ruby\myappl\config. The database.yml file
provides information to your application about how to work with DB2. Figure 7.14 illustrates
a sample database.yml file opened with the SciTE editor that was installed with Ruby
(Start -> All Programs -> Ruby-186-27 -> SciTE).
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% database.yml * ScilE El@|gl

File Edit Search ¥iew Tools Options Language Buffers Help
1 databa=e yml * |
25 - development: i
26 adapter: ibm_dh
27 username:  dh2mst]
28 password:
29 database: te_dev
30 Hachema: dbZin=t1
31 Hhast: lacalho=t
32 Hport: BOC00D
33 Hascount: - account
34 Happ_user:  my_app_usen
35 Happlication: my_opplication
36 Huworkstation: my_workstation
a7
38  -test:
el=) adapter: ihm db
40 username:  dhZinst]
41 password:
42 database: te_tst
43 Hachema dbZinst1
44 Hhast: lacalhast
45 Hport: RO0on
46 Hagcount:  my_account
47 Happ_user:  my_app_usen
48 Happlication: my_opplication
49 Hworkstation: my_workstation
=1
51 - production: v
S »

Figure 7.14 — Contents of a sample database.yml configuration file

As you can see from Figure 7.14, the database.yml file contains three different sections
(development, test and production) in which Rails can run by default. The development
environment is used to interact manually with the application; the test environment is used
to run automated tests; the production environment is used when you deploy your
application for the world to use.

Table 7.2 provides a description of some of the attributes included in the database.yml
file

Connection Description Required
attribute
Adapter Ruby adapter name, for DB2 it is Yes

ibm_db
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Database

Username

Password

Schema

Application

Account

Workstation

Host

Database alias/name of the
database to which the Rails project
connects

User ID used to connect to the DB2
database

Password for the user ID specified

The collection of named objects.
The schema provides a way to
group objects logically within the
database.

Application name. Only applicable
when working with DB2 Connect™
software to work with DB2 for i5/0S
and DB2 for z/OS.

A character string used to identify
the client accounting string. Only
applicable when working with DB2
Connect software to work with DB2
for i5/0S and DB2 for z/OS.

A character string used to identify
the client workstation name. Only
applicable when working with DB2
Connect software to work with DB2
for i5/0S and DB2 for z/OS.

Host name of the remote server
where the database resides

Yes

Yes

Yes

Optional. If the schema is missing
from database.yml, this attribute is
set to the authorization ID of the
current session user.

Optional

Optional

Optional

The optional connection attributes
host and port associated with
remote TCP/IP connections are only
required when DB2 catalog
information is not available and no
data source has been registered in
the db2cli.ini configuration file for
DB2 CLI. This type of setup is
possible while using the IBM Driver
for ODBC and CLI instead of a
complete DB2 Client installed
locally.
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Port This parameter contains the name Same as for the Host attribute
of the DB2 instance TCP/IP port described above.

Table 7.2 - Description of some DB2 connection attributes in database.yml file

7.3 Developing RoR applications

This section describes how to build simple Web applications using Rails scaffolding.
Using the scaffold utility, you can quickly generate some of the major pieces of an
application. The scaffold utility will easily create the models, views, and controllers for a
new resource in a single operation.

The next sections describe the steps to create a simple Web application using scaffolding.
The application will access a DB2 database; therefore, you first need to create a DB2
database, and configure the database.yml file.

7.3.1 Developing a sample application: A book catalog

The book catalog application, which for simplicity is nhamed bookapp, allows users to

obtain information about books. There will be two types of users: Regular users, and
authors. The requirements of the bookapp application are simple:

1. Regular users can browse information about books.

2. Authors are regular users who can add new books to the catalog and update book
information.

3. There will be one page to display books, and one page to manage books.
4. XML will be used to store book's information.

This application only needs one table, the books table. Its columns are described below, in
Table 7.3.

Column Name Data Type Description
TITLE Varchar Book’s name
DESCRIPTION XML Book’s information, including authors and a

short description.

STATUS Varchar Indicates whether a book is available,
completed, not ready, etc.

Table 7.3 — books table columns and description

The table will be created automatically in DB2 through RoR using the scaffold and rake
commands as we will describe soon. RoR will also add extra columns, one of them being
the ID column which would be used as the primary key.
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The two pages mentioned in requirement #3 above will correspond to two resources: book
and catalog which we will build later with the scaffold command.

In this particular example, the RoR application, the WebBrick server, and the DB2 server
are all running on the same Windows machine. Therefore, when configuring the
database.yml file, we will specify localhost.

7.3.1.1 Creating a DB2 database

Let's create the booksdb database using the following command from the DB2 Command
Window, or Linux/UNIX shell:

db2 create db booksdb using codeset utf-8 territory us

This may take few minutes as DB2 is creating some internal objects, and performing some
autoconfiguration. As mentioned earlier, you do not need to create the books table using
DB2 tools. This will be created through RoR.

7.3.1.2 Creating the application structure

Let's create the bookapp application by opening a terminal, navigating to a folder where
you have rights to create files (we refer to it as <app_home> from now on), and typing the
following:

rails —d ibm_db bookapp

With this command, the bookapp application is created. The -d #bm_db indicates it
should be preconfigured for a DB2 database using the ibm_db adapter. Figure 7.16 shows
you the output of the command.
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¢ DB2 CLP - DB2COPY1 i =]
C:“Ruby>rails —d ibm_db hookapp ;I

create

create appscontrollers

create app-helpers

create apps/models

create app-sviewsslavouts

create config/senvironments

create configsinitializers

create config-slocales

create db

create doc

create 1lib

create lib-stasks

create log

create public/images

create publicsjavascripts

create publicrsstylesheets

create script/performance

create tests/fixtures

create testsfunctional

create testsintegration

create testsperformance

create testsunit

create wvendor

create wvendor/plugins

create tnpssessions

create tmpssockets

create tmp-scache

create tmpspids

create Rakefile

create README

create appscontrollerss/application_controller.rh

create appshelpers-application_helper.rbh

create configsdatabase_yml

create config/routes.rb

create configslocalessen.yml

create dbsseeds.rh

create configsinitializers/backtrace_silencers.vh

| create config/initializers/inflections.rb &

4 3 é

Figure 7.16 — Creating the Rails application bookapp

After creating the bookapp application, a folder with the name of the application is created

in your working directory. Switch to that folder. In our example use this command:

cd <app_home>\bookapp

You will note several directories and files were automatically created under that directory.
Table 7.4 explains the main sub-directories that are created.

Directory

app\

config\

db\

Descriptions

This directory contains the controllers, models, views, and helpers for your

application.

This directory includes files and subdirectories where you will configure

your application’s runtime rules, routes, database, and more.

Under this directory you will find files and subdirectories used to show
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your current database schema, as well as the database migrations.
Table 7.4 - Default directory structure for a RoR application

As explained earlier, you must configure the database.yml file to enter the values that
will tell the RoR application how to connect to the DB2 database. Edit the
<app_home>\bookapp\config\database.yml file as follows under the development
section:

development:
adapter: ibm_db
username: arfchong
password: passwd
database: booksdb
host: localhost
port: 50000

We use the ibm_db adapter, and want to connect to the booksdb database. In this
example the database server resides on the same machine as the RoR application,
therefore the host and port information could be removed, and RoR would establish a local
connection to the DB2 database. For illustration purposes, we have set the host field to
localhost, and the port field to 50000. This means that RoR will establish the
connection using TCPIP as if the DB2 server was on a different, remote machine.

The userID and password to use should be defined at the remote server. In our example,
the username is arfchong, and the password is passwd. If you are following along, you'd
have to change these values appropriately.

Since we are working on the development of this application, you can remove or comment
out the other two sections in database .yml: test, and production.

To test you can connect to the database with this configuration, issue the following
command:

<app_home>\bookapp> rake db:migrate

If you get an error, there is something wrong with the configuration values in
database.yml, or maybe the DB2 instance is not running. An error means that Rails can’t
work with your database.

Next, we use scaffolding to quickly generate a template for our application. You can later
modify this template according to your needs. Run the scaffold command as follows to
create the book resource with a table that has the columns title, description and status.

ruby <app_home>\bookapp\script\generate scaffold Book
title:string description:xml status:string

Figure 7.17 below illustrates the output of running the above command.
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2 CLP - DB2COPY1 10l =l

E.\Ruhy\hnnkapp)ruhy scripthgenerate scaffold Book title:-string description:=xml :J
tatus:string

exists app/models/
exists apps/controllers/
exists app-shelpers/
create appsviews.hooks
exists appsviews/slayouts/
exists testsfunctionalrs
exists test units
create testsunitshelpers/
exists publics/stylesheets/
create apps/viewss/hooks/index.html.erh
create app-sviewssbookssshow._html.erb
create app-sviews-books- new_html.erh
create app-suviewssbookssedit_html_erb
create app-suiewsslavouts-sbooks_html.erh
create publicsstylesheetszrsscaffold.css
create app-scontrollers-books _controller.rh
create test/functionalsbooks_controller_test.rh
create app-shelpers-hbooks_helper.rh
create testsunitshelpers-hooks_helper_test.rh
route map.resources -hooks

dependency model

exists appsmode 15/
exists test/unit/
exists test/fixtures/
create appsmode 1z hook.rh
create test unit-hook_tezt.rh
create test/fixtures books.yml
create igrate
create dh/migrate/28183611232838_preate_b00ks.rh]
C:~Rubhy~hookapp> hd

Figure 7.17 — Using scaffold to quickly create the bookapp sample application

Many components have been done by scaffold, saving us a lot of time. The main two that
we are interested in are the model itself, book.rb and the migrate file,
20100611202808 create books.rb which are highlighted in Figure 7.17 above.

Let's take a look at the migrate file 20100611202808_create books.rb. This
generated file includes a timestamp as part of the file name. The rb extension identifies

the file as a Ruby file. Figure 7.18 below shows the contents of this file.
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4 20100611202808_create_books.rb - SciTE = I Dlﬂ
File Edit Search Wiew Tools Options Language Buffers Help
1 20100611202808_create_books.rb |

1 —klass CreateBooks < ActiveRecord::Migration
2 - def self.up
. create_table do |t]
4 t.string
s t.xml
6 t.string
7
8 t.timestamps
9 end
10 end
11
12 - def self.down
13 drop_table
14 end
15 end
16
KN I— 2+

Figure 7.18 — Contents of the migration file 20100611202808_create_books.rb

The up method is used when applying the migration to DB2. This defines how the table will
be created. The down method undoes what up has done. It is executed when you want to
revert the database to a previous version.

Earlier we ran the rake db:migrate command to test if the database.yml file was
configured correctly to connect to the database. What this command actually does is not
only connect to the database, but also review the contents of migration files (if they exist),
and apply the required changes. Now that we created a migration file
20100611202808 create_ books.rb with the scaffold utility, the rake command will
apply all the migration instructions that have not been applied to the database before from
this file. In this case, since the books table was not created before, it will create it in DB2.

The db:migrate parameter specified in the command indicates that the required
commands and SQL statements should be generated and passed to DB2. Figure 7.19
shows the output of this command.

e DB2 CLP - DB2COPY1 -0l =l

:~Ruby~hookappirake dh:migrate A:J
<in C:/Ruby/hookapp>
== CreateBooks: migrating ====================================================
— create_table{:hooks>
—» 1.5168s
== CreateBooks: migrated ¢1.531@s) =—======—==——=————-—ooo-o-o-oomomoooooooooooeo

:»Rubysbookapp> j

Figure 7.19 — Running rake db:migrate command
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Let's verify in DB2 that the table was created using the DB2 command list tables from
the DB2 Command Window or Linux/UNIX shell. Figure 7.20 shows the command used
and the output.

cv DB2 CLP - DB2COPY1 = Il:llﬂ
C:~Ruby~bhookapp~dbsmigrate>db? connect to hooksdb :J

Database Connection Information
Databasze server DB2/NT 7.7.2

8QL authorization ID = ARFCHONG
Local database alias = BOOKSDE

C:=“Rubyshookappsdbsmigrate>db2 list tahles

TablesUiew Schema Type Creation time
BOOKS ARFCHONG T 2018-P6-11-16_34.13 . 437882
SCHEMA_MIGRAT I ONS ARFCHONG T 2010-A6—11-16_27_.23 .031801

2 recordd{(s) selected.

C:=“\Rubyshookappsdbsmigrate>»_ 7
al | ap

Figure 7.20 — Listing from DB2 the tables created by rake db:migrate

Figure 7.20 shows that rake db:migrate command created the BOOKS table, but also
a table called SCHEMA_MIGRATIONS. This second table is used by RoR to track
migration instructions for your database.

Let's verify the structure of the BOOKS table using the DB2 command describe table
as shown in Figure 7.21.

e DB2 CLP - DB2COPY1 = ||:|I5I

Rubyshbookapp>db2 describe table hooks ;l

Data type GColumn oo

olumn name schema Data type name Length Scale Nulls

ID SYSIEM INTEGER 4 B Ho
ITLE SYSIEH UARCHAR 255 B Yes
ESCRIPTION SYSIBM HML a A Yes
TaTUS SYSIEM UARCHAR 255 A Yes
REATED_AT SYSIBM TIMESTAMP i@ 6 Yes
PDATED_AT SYSIBM TIMESTAMP 18 6 Yes

6 record(s> selected.

=~Ruby~hookapp>_ i
[4] | v 4

Figure 7.21 — The structure of the BOOKS table created by rake db:migrate

Note that in Figure 7.21 there are three new columns: ID, CREATED AT, UPDATED_AT.
Rails automatically creates a default primary key column 1D; therefore, you do not have to
explicitly define a primary key when working with Rails. With respect to columns
CREATED_AT and UPDATED_ AT, Rails adds these columns because they are useful in
many scenarios, but they are not neccesarily needed for migrations. All the migration
information that Rails needs is stored in the migration table.
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Now let's take a look at the other table that was created, the SCHEMA MIGRATION table.
Figure 7.22 shows the contents of this table.

¢+ DB2 CLP - DB2COPY1 = ||:||£|

[E :“Rubyshookappsdbsmigrate >db2 select = from SCHEMA_MIGRATIONS ;I
ERSION

20100611202888

1 record{(s> selected.

C :“RBuby~hookappsdbsmigrate > j

Figure 7.22 —Contents of the table SCHEMA_MIGRATION

As you can see from the figure, the SCHEMA_MIGRATION table contains only one
column, the VERSION column, which is used to keep track of migration version number
numbers. The version number is the numerical prefix on the migration’s filename. For
example, for file 20100611202808 create books.rb, the version s
20100611202808.

The rake db:migrate it its simplest form will run the up method for all the migrations
that have not yet been run. If you want a specific version, Active Record will run the
required migrations (up or down) until it has reached the specified version. For example to
migrate to version 20100705000000 run:

rake db:migrate VERSION=20100705000000

If this is greater than the current version, that is, it is migrating upwards; the up method will
be invoked on all migrations up to and including 20100705000000, if it is migrating
downwards, the down method will be invoked on all the migrations down to, but not
including, 20100705000000. To rollback to the last migration, use:

rake db:rollback.

Let's take a look now at what has been built for this application. If the WEBrick Web server
is not started, use this command to start it:

<app_home>\bookapp> ruby script/server

Then enter http://localhost:3000/books in a browser. Figure 7.23 displays the output.
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7) Books: index - Mozilla Firefox

| | Books: index [ =] -

Listing books

Title Description Status

New book

| Done Y

Figure 7.23 — The Listing books page

Click the new book link, and create an entry for a new book as shown in Figure 7.24 below.

) Books: new - Mozilla Firefox I [=] S

File Edit View History Bookmarks Toolz Help

i;ﬁv C X o / ||j|htm:fﬂomlhost:moomooksfnew il I',-'"|Google 2

| 1] Books: new =1 B
New book

Title
|Getting Started with DB2 Express-

Description
|:?xm|vermon="lﬂ"encodmg="u1

Status
ICompmmd

Figure 7.24 — Creating a new book item

Note that through the RoR application, the XML document is correctly stored in the BOOKS

table as shown in Figure 7.25 which uses IBM Data Studio.



272 Getting started with DB2 application development

B Data - .sqglxeditor_project/tmp.cml - IBM Data Studio

=]
File Edit Navigate Search Project Data Run Design Window Help
Jfﬁ' J%-Jo’"'JE&JEjaﬂpﬁms"‘“ﬁmsjf'_-'“ = - ﬁlﬁ?]avaEEr'ﬁDam
= Data Project Explorer 52 = & Y 2 Ol [% mpom 2

=0

11J AWS_East (SAMPLEL:jdbc:db2:/fec2-174-129-70-245 | = [€] Info

ﬂ] doudtest (SAMPLE:jdbc:db2: /flocalhost: 50000,/SAMPL [e] Authors
{IBMDevCloudTest (SAMPLE3:jdbc:db2: /f170. 224, 161 [8] Description
ﬂj ResearchDemo (RESEARCH:jdbc:db2: fflocalhost: 5000
11 RoRBook (booksdb:jdbe:db2:/flocalhost: 50000 baoks
ﬂ] waterloo (SAMPLE:jdbc:db2: {localhost: 50000,/SAMPL

Raul F. Chong, Ian Hakes, Rav Ahuja
DE2 Express-C is the free edition of DE2. You can use it to develop, deplo

1 | =l
¥ Data Source Explorer 52 =0 Design | Sourcel
) I i O
E‘'=€>T“--_L"L]H?|E‘_9?|[f\4ﬂﬂ£ﬂ|UP [ Properties | =] SQL Results 52 X% | BE|x"=0
EI.“E"EM;S ;I Type query expression  Status |Resultl
; Status | operat | © | TnEe | pEsCRIPTION | sTaTUs | CREATED_AT | UPDATE
v Succeec Return 1 1 Ge.. »<Authors>Raul ... Com... 2010-06-1.. 2010-Oi

v Succeec Run SC
J v Succesc Return
-0 Triggers
E-E SCHEMA_MIGRATIONS
B[] User-Defined Functions

B[ User-Defined Types S «| | i
l _ | Ld Q| | _>| Total 1 records shown
[ Ditems selected |

Figure 7.25 — Viewing the XML document from IBM Data Studio

If you point your browser back to http://localhost:3000/books you will now be able to see
the book that was created. This is illustrated in Figure 7.26. You can also see other
operations have been automatically created by RoR such as Show, Edit and Destroy.

*?) Books: index - Mozilla Firefox =10
File Edit View History Bookmarks Tools Help

is - c x TR / Iﬁ |hth::fﬂoalhost:3000,|books o I'_"l'|600gle ,-

[ ook = B
Listing books

Title Description Status
<?xml version="1.0" encoding="UTF-8"
?><Info><Authors=Raul F. Chong, Ian Hakes,
Getting Rav Ahuja</Authors><Description=DB2
Started Express-C is the free edition of DB2. You can )
with DB2 use it to develop, deploy and distribute with Completed ISt Ses
Express-C no database size limit. This book teaches you
how to jumpstart your career with DB2
Express-C!</Description=</Info>

New book

|Done

Figure 7.26 — Listing books
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Now that we can add, delete and update books using the book resource, we need to work
on another resource that allows you to list all books. Let's create the catalog resource for
this purpose using this command:

<app_home>\bookapp>ruby script/generate controller catalog index

In the above command the controller's name is catalog and a default view page named
index is also created. Figure 7.27 shows the output of this command.

&+ DB2 CLP - DB2COPY1 oy ] 4
Fs
C:~Ruby~bookapp>ruby scriptsgenerate controller catalog index -J
exists appscontrollerss
exists apprhelpersrs
create appruviewsscataloyg
exists testsfunctionalrs
exists testsunit- helpers”
create appscontrollersrscatalog_controller_rh
create testAfunctional/catalog_controller_test.vh
create appshelpers/catalog_helper.rh
create testsunit-shelpers.catalog_helper_test.rb
create appruviewsscatalogsindex.html.erb a
G :~Ruby~bookapp>
-
1] I AW

Figure 7.27 — Generating the catalog resource

Note:

Once the catalog resource has been created, you must restart the Web server, otherwise
you may get errors related to the routers.

The following actions will build basic logic for the catalog controller to list all the books.

Copy and paste the code shown in Listing 7.1 below to the file
<app_home>\bookapp\app\models\book. rb

(1) class Book < ActiveRecord: :Base
) def self.find_books
(©)) xquery=

"select i1.TITLE, i.ID, t.AUTHOR, t.INFO, i.STATUS from books i,
xmltable("$DESCRIPTION/ Info~

columns AUTHOR varchar(100) path “Authors-®,
INFO varchar(400) path "Description*®
) as t”
(C)) find_by sqgl(xquery)
end
end
Listing 7.1 - Contents of the book.rb file to list all the books
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In Listing 7.1:
(1) Defines the Book class
(2) The find_books method that we will use in the catalog.

(3) The xquery statement to use in the find_books method. This xquery statement
retrieves columns from two tables, the BOOKS table (using the alias of i ); and the table
created with the XMLTABLE function (using the alias of t ). For more information about
the XMLTABLE function, refer to Chapter 2, DB2 pureXML

(4) A built_in method Find_by_sqgl that can be used to execute raw sql.

Note:

For more information about the Ruby on Rails API, review http://api.rubyonrails.org/.

Copy and paste the code shown in Listing 7.2 below to the file
<app_home>\bookapp\app\control lers\catalog_controller.rb.
This tells the catalog controller where to fetch books.

(1) class CatalogController < ApplicationController
) def index
@books=Book . find_books
end
End
Listing 7.2 - Contents of the catalog_controller.rb file

In Listing 7.2:
(1) Defines the CatalogController class

(2) Anindex method is defined. It gets an instance variable @books returned by
find_books, which was defined in the model of Book.

Copy and paste the code shown in Listing 7.3 to the file

<app_home>\bookapp\app\views\catalog\index.html_erb

<h1>DB2 on Campus Book Series</hl>

<% for book in @books -%>

<div class="entry" >

<h3><%= link_to h(book.title) ,book ,:id => book%></h3>
<h3>Authors</h3>

<%= book.author %>

<h3>Description</h3>

<%= book.info %>
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<h3>Status</h3>

<span class="'status" ><%= book.status %></span>
</div>

<% end %>

Listing 7.3 - Contents of the index.html.erb file

The above html code tells a view how to display a book’s information.

Lets now take a look at our code in action! Point your browser to
http://localhost:3000/catalog. It should display a page with the catalog list as illustrated in
Figure 7.28 below.
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r C." X f |‘:]|htm:jﬂmt:mmmg . ﬁ.l y

| httg:/ localhost:3000/catalog [ =]

DB2 on Campus Book Series

Getting Started with DB2 Express-C

N

Authors

Eaul F. Chong, lan Hakes, Rav Ahuja

Description

[" DB2 Express-C is the free edition of DB2. You can use it to develop, deploy and distribute with
Status

Completed

Getting Started with DB2 Application Development

Authors

Raul F, Chong, Xi Qliang Ji, Privanka Joshi, Vineet Mishra, Min Wei Yao

Description

Learn to quickly wnte programs with DB2 wsng DB2 Express-C, the free ediion of DB2!

Figure 7.28 - Catalog list
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7.3.2 Customizing the layout

Let's improve the appearance of the page using cascading style sheets (CSS). Browse to
the directory <app_home>\bookapp\public\stylesheets and create a text file
called style.css. Copy and paste the code shown in Listing 7.4 below to the file style,

/* Styles for RoR - DB2 example */
#main {

margin-left: 10em;

padding-top: lex;

padding-left: 2em;

background: white;

font-size: 14px;
font-family:Arial, sans-serif;

}

#side {

float: left;

padding-top: lem;

padding-left: lem;

padding-bottom: lem;

width: 12em;

background: #152 ;

font-size: 12px;

font-family:Verdana, Arial, sans-serif;

}

#side a {
color: #bfb ;
font-size: small;

}

#banner {

background: #99cc66 ;

padding-top: 10px;

padding-bottom: 10px;

border-bottom: 1px solid;

font-size: 35px;

font-family:Verdana, Arial, sans-serif;
color: #282 ;

text-align: center;

}

#columns {
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background: #152 ;
T

hi {

font: 150% arial;

color: #230 ;

border-bottom: 3px solid #230 ;

}
Listing 7.4 - Contents of the file style - a CSS file

We will use this style CSS file when we change the layout. A layout in Rails is a
template into which we can flow additional content. In our case, we can define a single
layout for all the book pages and insert the catalog pages into that layout. There are many
ways of specifying and using layouts in Rails. We only show you how to use the simplest
method:

Create a template file in the <app_home>\bookapp\app\views\layouts directory with
the same name as the controller catalog. Because layout is part of views, a suffix of
html.erb must be added to catalog as in catalog.html _erb. All views rendered by the
catalog controller will use this layout by default. Open a text editor and copy the code
shown in Listing 7.5 below and paste it into the catalog.html .erb file. This will create a
new layout for all the pages under views of catalog.

<IDOCTYPE html PUBLIC '"-//W3C//DTD XHTML 1.0 Transitional//EN"
"http://www.w3.0org/TR/xhtml1/DTD/xhtml1-transitional .dtd">
<html xmIns="http://www.w3.0rg/1999/xhtml" xml:lang="en" lang="en">
<head>
<meta http-equiv="'content-type" content="text/html;charset=UTF-8" />
<title>DB Books Series</title>
(1) <%= stylesheet_link_tag "style"%>
</head>
<body id="catalog">
<div id="banner'>
<%=@page_title]| ""DB2 on Campus Books Series"%>
</div>
<div id="side">
<a href="http://localhost:3000/catalog" >Home</a><br />
) <a href="http://localhost:3000/books" >Books</a><br />
<br /><br /><br /><br /><br /><br /><br /><br /><br /><br />
<br /><br /><br /><br /><br />
</div>
<div 1d="main">
<%= yield :layout %>
</div>
</body>
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</html>
Listing 7.5 - Contents of the catalog.-html _erb file

In (1) note how we invoke the style CSS file.

In (2) we add a link to books, where all books information are manipulated, including
create, update and delete.

Next, we will do the same for
<app_home>\bookapp\app\views\layouts\book._html.erb

Copy and paste the contents of Listing 7.6 below which are very similar to Listing 7.5. Note
that in Listing 7.5 we had:

<a href="http://localhost:3000/books" >Books</a>
while in Listing 7.6 we have:

<a href="http://localhost:3000/catalog" >Catalog</a>

This is done so each page points to each other in the Menu left bar.

<IDOCTYPE html PUBLIC *"-//W3C//DTD XHTML 1.0 Transitional//EN"
"http://www.w3.0org/TR/xhtml1/DTD/xhtml1-transitional .dtd">
<html xmIns="http://www.w3.0rg/1999/xhtml" xml:lang="en" lang="en">
<head>
<meta http-equiv="'content-type" content="text/html;charset=UTF-8" />
<title>DB Books Series</title>
<%= stylesheet_link_tag "style"%>
</head>
<body id="catalog">
<div id="banner'>
<%=@page_title]] '""Books" Administration"%>
</div>
<div id="side">
<a href="http://localhost:3000/catalog" >Home</a><br />
<a href="http://localhost:3000/catalog" >Catalog</a>
<br />
<br /><br /><br /><br /><br /><br /><br /><br /><br /><br />
<br /><br /><br /><br /><br />
</div>
<div id="main">
<%= yield :layout %>
</div>
</body>
</html>
Listing 7.6 - Contents of the books._html _erb file



Chapter 7 - Application development with Ruby on Rails 279

We have now constructed a layout for all the pages. If you wanted to change this layout,
you can simply change it in one place. This is a clear example of the DRY (Don't repeat

yourself) RoR philosophy!
If you refresh the browser, you will see the improved look of the pages as illustrated in
Figure 7.28 to Figure 7.30
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L
will
e
L™
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DB2 on Campus Books Series

I+l

DB2 on Campus Book Series

Getting Started with DB2 Express-C

Authors

Raul F. Cheng, lan Hakez, Rav Ahuja

Description

DB2 Exprez=s-C iz the free edition of DBZ. You can use it to develop, deploy
and digtribute with no databaze zize limit. Thiz book teachez you how to

Status
Completed

Getting Started with DB2 Application Development

Authors
Raul F. Chong, Xi Giang Ji, Priyanka Joshi, Vineet Mishra, Min Wei Yao

Description

| 1 @A o MKV wrilte pnodrams with DE2 usinn NRZ? Finress-C the free adilion ;I
Done =

Figure 7.28 - The Catalog list after applying a layout
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Figure 7.29 - The Book Administration page after applying a layout
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Figure 7.30 - The page to update books after applying a layout

7.4 Exercises

In this exercise, you will practice creating a blog application. Before running the exercise,
make sure Ruby on Rails, and DB2 Express-C have been installed successfully. A table
named POS, with three columns NAME, TITLE, CONTENT will be created during this
process.

Procedure:
1. Create the RoR blog application:
rails —d 1ibm_db blog
2. Configuring 1bm_db according to your environment, such as local or remote
3. Create a resource
script/generate scaffold Post name:string title:string content:text
4. Running a migration

rake db:migrate



282 Getting started with DB2 application development

5. Start the Web server and click this link http://localhost/posts. Compare the result with
files in the Exercise_Files DB2 Application_Development.zip file that
accompanies this book.

7.5 Summary

In this chapter, you have learned the basics to develop a Ruby on Rails application using
the ibm_db adapter/driver and a DB2 data server. The chapter explained the setup
required to get Ruby on Rails working on Windows, followed by the configuration of the
database.yml file to connect to a DB2 database. At the end, the chapter showed how to
develop a simple Web application. The sample application uses an XML column to store
the description of each book.

7.6 Review questions

1. What is Ruby on Rails? What is a gem?
2. How can |l install DB2’s RoR driver and adapter?
3. How does RoR communicate with DB2?
4. How can | configure the database.yml file with DB2?
5. Canluse XML as a data type in RoR?
6. Which of the following statements about RubyGems is false?
A. A central repository for hosting packages in a standardized package
format
B. Installs and manages multiple, and simultaneously installed versions of the
same library.
C. The older versions of the same library must be deleted before the new one
is installed
D. RubyGems are end-user tools for querying, installing, uninstalling, and
manipulating packages.
E. None of the above
7. All the below items are gems but _____is not.
A. Ruby
B. Rails
C. Rake
D. IBM_DB
E. None of the above
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8. Which of the following sentences about IBM_DB and Active Record is true?

A. IBM_DB contains a driver and an adapter. The driver directly interacts
with Active Record

B. Active Record is a part of IBM_DB

C. IBM_DB adapter utilizes the IBM Driver for ODBC and CLI to connect to
IBM data servers.

D. To enable IBM_DB, we should install both DB2 client and server on your
PC.

E. None of the above

9. Which is optional in database.yml when we want to connect to a remote DB2
server installed on Linux?

A. Account
B. Database
C. Password
D. Username
E. None of the above
10. Which of the following is the best sequence to install ibm_db on Linux?
Open a shell as root

a.
b. Set the environment

(2]

. Install ibm_db

d. Source DB2 profile

e. Exit from the root shell
a->b->c->d->e
a->b->d->c->e
a->d->b->c->e

a->c->d->b->e

moo >

None of the above






Chapter 8 — Application development with PHP

PHP (PHP Hypertext Preprocessor) is an interpreted, general-purpose, open source,
scripting programming language primarily intended for the development of Web
applications. The first version of PHP was created by Rasmus Lerdorf and contributed
under an open source license in 1995.

PHP generally runs on a Web server; its code is executed by the PHP runtime to create
dynamic Web page content. It can also be used for command-line scripting and client-side
GUI applications. PHP can be deployed on most Web servers, many operating systems
and platforms, and can be used with many relational database management systems. It is
available free of charge, and the PHP Group provides the complete source code for users
to build, customize and extend for their own use.

In this chapter you will learn about:
= Setting up the PHP environment to work with DB2
= Developing PHP applications with DB2

8.1 PHP - DB2 Applications: The big picture

Figure 8.1 provides an overview of a PHP-DB2 application. In the figure, a user opens a
Web browser and points to a page that invokes a PHP script. The request is received by
the Web server where PHP code also resides, and the PHP code is executed. If the
request needs to access data from DB2, PHP will connect to the DB2 database and
retrieve, update or delete the necessary data. After that, if output needs to be returned, it
is sent as HTML to the Web browser.
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Figure 8.1 - Interaction between PHP, a Web server and DB2

PHP primarily acts as a filter, taking input from a file or stream containing text and/or PHP
instructions and outputs another stream of data; most commonly the output will be HTML.
PHP scripts are often compiled at runtime by the PHP engine, which increases their
execution speed. PHP scripts can also be compiled before runtime using PHP compilers.

8.2 Setting up the environment

To start working with PHP you need to install a Web server, PHP, and a DB2 database
server. If your Web server and database server are on different machines, you also need to
install a DB2 client on the Web server.

In this section we explain how to configure your environment manually by downloading and
installing each component separately.

8.2.1 Setting up the PHP environment manually

If you would like to set up your environment manually by installing each component
separately, you need to follow these steps:

1. Install the Apache HTTP Server

Download the source code from http://httpd.apache.org/download.cgi specific to
your operating system. Installation instructions are available on the same URL.

2. Install DB2 Express-C. Download it from http://www.ibm.com/db2/express
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On Linux, ensure you have the gcc compiler and the following development
packages: apache-devel, autoconf, automake, bison, flex, gcc, and libxml2-devel
package

If the Web server where the PHP code is and the database server are on different
machines, download and install one of the following DB2 clients: IBM Data Server
Driver Package, IBM Data Server Client, or IBM Data Server Driver for ODBC and
CLI. These can be found at this location: http://www-
01.ibm.com/support/docview.wss?rs=4020&uid=swg21385217

Download the latest version of the PHP from http://www.php.net for Linux/UNIX or
Windows. The latest version of PHP at the time of writing is PHP 5.3. Install it, and
configure it. The following sections explain how to do this on Linux/UNIX and
Windows.

8.2.1.1 Setting up the PHP environment manually on Linux or UNIX

1.

Untar the PHP package previously downloaded by issuing the following command:

tar -xjf php-5.x.x.tar.bz2

Change directories into the newly created php-5.x.x directory.

Configure the makefile by issuing the configure command. Specify the
features and extensions you want to include in your custom version of PHP. A
typical configure command includes the following options:

-/configure --enable-cli--disable-cgi --with-
apxs2=/usr/sbin/apxs2 --with-zlib --with-pdo-ibm=<sqgllib>

Where --with-pdo-ibm=<sql lib> enables the pdo_ibm driver using the DB2
CLlI library to access DB2 databases. The <sql I ib> setting refers to the directory
where DB2 was installed. The pdo_ibm driver is discussed in more detail later in
this chapter.

Compile the files by issuing the make command.

Install the files by issuing the make install command. Depending on how you
configured the PHP install directory using the configure command; you may
need root authority to successfully issue this command. This should install the
executable files and update the Apache HTTP Server configuration to support
PHP.

Install the 1bm_db2 extension by issuing the following command as a user with
root authority: pecl install ibm_db2
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This command downloads, configures, compiles, and installs the ibm_db2
extension for PHP.

Copy the php. ini-recommended file to the configuration file path for your new
PHP installation. To determine the configuration file path, issue the php -i
command and look for the php. ini keyword. Rename the file to php. ini.

Open the new php. ini file with a text editor and add the following lines, where
"instance" refers to the name of the DB2 instance on Linux or UNIX.

= To set the DB2 environment for pdo_ibm:

PDO_I1BM.db2_instance_name=instance

= To enable the ibm_db2 extension and set the DB2 environment:

extension=ibm_db2.so
ibm_db2.instance_name=instance

9. Restart the Apache HTTP Server to enable the changed configuration.

8.2.1.2 Setting up the PHP environment manually on Windows

1.

2.

6.

Extract the PHP zip package previously downloaded into an install directory.

Extract the collection of PECL modules zip package into the \ext\ subdirectory of
your PHP installation directory.

Create a new file named php. ini in your installation directory by making a copy
of the php . ini-recommended file.

Open the php. ini file in a text editor and add the following lines.

To enable the PDO extension and pdo_ ibm driver:

extension=php_pdo.dll
extension=php_pdo_ibm.dll

To enable the 1bm_db2 extension:
extension=php_ibm_db2.dll

Enable PHP support in Apache HTTP Server 2.x by adding the following lines to
your httpd.conf file, in which phpdir refers to the PHP install directory:

LoadModule php5_module "phpdir/php5apache2.dll*
AddType application/x-httpd-php .php
PHPINniDir "phpdir-

Restart the Apache HTTP Server to enable the changed configuration.
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Note:

For Windows, it is always recommended to download the *.msi installers instead of the zip
archives for installation of both the Web server (Apache in our case) and PHP.

8.3 PHP - DB2 application development

In this section, we describe how to access a DB2 database from a PHP application. We
first describe the different extensions that can be used for this purpose.

8.3.1 PHP extensions to use with DB2

There are three PHP extensions you can use with DB2 software ("DB2"), though only the
first two are recommended ones:

« ibm_db2

A PHP extension written, maintained, and supported by IBM for access to DB2
databases.

» pdo_ibm / pdo_odbc

A driver for the PHP Data Objects (PDO) extension that offers access to DB2
databases through the standard object-oriented database interface introduced in
PHP 5.1. It uses CLI as the underlying interface to DB2. Alternatively, you can use
pdo_odbc which uses ODBC drivers or DB2 CLI.

= Unified ODBC

An extension that historically provided access to DB2 database systems. It is not
recommended that you write new applications with this extension because
ibm_db2 and pdo_ibm both offer significant performance and stability benefits
over Unified ODBC. We will not cover this extension in this book.

Note:

The ibm_db2 extension APl makes porting an application that was previously written for
Unified ODBC almost as easy as globally changing “odbc_"’ to “db2_*’ throughout the
source code of your application since all function names start with “odbc_"* in Unified
ODBC and “db2_"" inibm_db2 with the rest of the name being identical in both.

8.3.2 PHP development with the ibm_db2 extension

If you are working in Linux/UNIX, before using ibm_db2, make sure that the php.ini
configuration has been set to the DB2 instance you want PHP to connect to, so that PHP
will refer to the libraries of the respective instance for connecting and querying the
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database. In Linux/UNIX, this overrides the environment variable DB2INSTANCE, while in
Windows this option is simply ignored.

If not already present, you can make an entry in the php. ini file as follows assuming you
are using the default instance name of db2inst1:

[ibm_db2]
ibm_db2.instance_name=db2instl

Another global variable that we can change in the php.ini file is the ibm_db2.binmode
which can be used to modify the binary data handling by the PHP driver. The syntax is:
ibm_db2_binmode = “n”

Where n ={1,2,3}.
When set to “1”, the DB2_BINARY constant gets set and all binary data is handled as it is.

When set to “2”, the DB2_CONVERT constant gets set and all the binary data is converted
into ASCII by the ibm_db2 driver.

When set to “3”, the DB2_PASSTHRU constant gets set and all the binary data gets
converted into a null value.

8.3.2.1 Program flow
The typical steps followed by a PHP program are:

1. Connect to the database.

2. Prepare and execute the statement.
3. Process the results.

4. Free the resources.

PHP uses handlers for connections and statements. Handlers are variables that are set
after a connection or a statement execution, and are useful to establish a relationship
between a connection and the statements being executed.

8.3.2.2 Connecting to a Database

There are two methods to connect to a DB2 database:

= Non persistent connection (db2_connect)
= Persistent database connection (db2_pconnect)

As the name suggests, the non persistent connection disconnects and frees up the
connection resources after each db2_close, or when the connection resource is set to

NULL, or the script ends. Performance can be impacted if database sessions are made
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and freed too often. However, it is advisable to use a non persistent connection when you
are doing INSERT, UPDATE, or DELETE like operations.

In the case of persistent connections, the connection resources are not freed up after a
db2_close or the script is exited. Whenever a new connection is requested, PHP tries to

reuse the connection with the same credentials.

The syntax of the connection varies depending on whether the database has been
cataloged in DB2 or not.

8.3.2.2.1 Making a connection to a cataloged database

To make a connection to a cataloged database, the database alias name, user ID, and
password of the database server are the required parameters in db2_connect. Listing 8.1

shows an example for connecting to the SAMPLE database.

<?php
$db_name = "Sample”;
$usr_name = "db2instl”;
$password = "123456";
// For persistent connection, change db2_connect to db2_pconnect
(1) $conn_resource = db2_connect($db_name, $usr_name, $password);
if ($conn_resource) {
echo "Connection to database succeeded.”;
@) db2_close($conn_resource) ;
} else {
echo "Connection to database failed.";
echo "SQLSTATE value: * . db2_conn_error();
echo "with Message: * . db2_conn_errormsg(Q);

}

?>

Listing 8.1 — Connecting to a cataloged database
In the above listing:

1. conn_resource is the connection handler after the db2_connect() method
obtains a connection

2. The db2_close() method is used to close/relinquish the connection resources
we had acquired before.

8.3.2.2.2 Making a connection to a nhon-cataloged database

To create a connection to a non-cataloged remote database we need to pass the details
about the database server into a connection string and pass it as a parameter in the
connection function. The connection string should be in the following format:

DRIVER={1BM DB2 ODBC DRIVER};DATABASE=database name;HOSTNAME=host
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name ; PORT=port;PROTOCOL=TCPIP;UID=user name;PWD=password;

8.3.2.3 Preparing and executing a statement

Before you prepare and execute SQL statements, you need to decide the following
characteristics about the transaction:

= Type of cursor used
= How to catch the error

= |solation level to use

8.3.2.3.1 Type of cursor to be used

PHP with 1bm_db2 supports two kinds of cursors:

» Forward only cursors

This is the default cursor of a PHP application with ibm_db2. The cursor fetches
the result set row by row in a unidirectional way. It is an ideal cursor when we want
to perform read-only operations against the database.

= Scrollable cursors

The 1bm_db2 extension implements scrollable cursors using the keyset-driven
scrollable cursor. This cursor can detect and make changes to the underlying data.
When the cursor is opened, DB2 makes a keyset where it stores the keys, which
are used to determine the order and the set of rows in the cursor. As the fetch
operation proceeds, the cursor scrolls through the keys in the keyset to retrieve the
most recent values in the database.

8.3.2.3.2 How to catch an error

The application you write should be good enough to catch and explain all exceptions to the
user, including the SQL and database errors. For that, the program should check the return
values of the database functions and print the SQLSTATE and the error message if an error
has occurred. Use db2_stmt_error and db2_stmt_errormsg to display the error
details when an error occurs. Listing 8.2 provides an example.

$stmt = db2_exec($conn_resource, $sql);

if (I$stmt) {

echo "SQLSTATE value: * . db2_stmt_error();
echo "with Message: " . db2_stmt_errormsg();

}
Listing 8.2 — Displaying error details
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8.3.2.3.3 Isolation level to use

You can use two methods to change the isolation level in a PHP program:

1. Append the WITH clause in the SQL statement so that a particular SQL
runs in the specified isolation level. Listing 8.3 provides an example.

// With connection being made and connection resource
// is in $conn_resource

$sql = "SELECT c_id FROM customer WITH UR";

$stmt = db2_exec($conn_resource, $sql);

Listing 8.3 — Set isolation level in PHP with ibm_db2

In the above example, the query is run using the UR isolation level.

2. Changing the CURRENT 1SOLATION special register

To use a particular isolation level for the whole session, set the CURRENT
ISOLATION special register to UR, CS, RS, or RR. The DB2 special register value
overrides the default isolation level. It is a good practice to reset the isolation level
to the default (CS) toward the end of the script. See Listing 8.4 for an example.

// With connection being made and connection resource
// is in $conn_resource
(1) S$currentiso = "SET CURRENT ISOLATION LEVEL TO RR";
(2) $sql = "SELECT c_id FROM customer”;
(3) $stmt = db2_exec($conn_resource, $currentiso);
(4) $stmt = db2_exec($conn_resource, $sql);
// Execute other SQL statements
$currentiso = "SET CURRENT ISOLATION LEVEL TO CS*;
$stmt = db2_exec($conn_resource, $currentiso);
Listing 8.4 — Set isolation level in CURRENT ISOLATION special register

In the above listing:
(1) currentiso is assigned the current isolation level to RR.
(2) sql is assigned the SQL query to be executed.

(3) stmt is assigned the return values from the db2_exec() method. The
connection resource variable, and the isolation level need to be passed while
executing the command.

(4) stmt is assigned the return values from the db2_exec() method. The
connection resource variable and the query to be executed need to be passed
while executing the command.

8.3.2.3.4 Preparing and executing SQL statements
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The concept of preparing and executing SQL statments in one or two different steps have
been discussed in Chapter 1. In PHP with the ibm_db2 extension, this is done as follows:

Prepare and execute together

Doing a prepare and execute in one step involves only one function, but it does not give
you optimized performance if the same query is executed more than once. Passing the
SQL statement along with the connection resource to the function db2_exec will prepare

and then execute the statement in one step. The one step process can be used with
different cursor types:

= To execute and prepare with default cursors :

$sql = "SELECT c_id FROM customer-;
$stmt = db2_exec($conn_resource, $sql);

= To execute and prepare with a different type of cursor parameter, you can use an
optional parameter for changing the default forward-only cursor to the scrollable
cursor. You need to pass DB2_SCROLLABLE as an associative array as the third

parameter as shown below:

$stmt = db2_exec($conn_resource, $sql, array("cursor” =
DB2_SCROLLABLE));

Prepare and then execute

This is the best way to execute SQL statements in terms of security and performance. The
steps involved in the procedure are:

1. Preparing the SQL statement

You can prepare an SQL statement with or without parameter markers by using
the db2_prepare function. You can also specify which type of cursor to use while
fetching the rows. For example, this SQL statement uses parameter markers:

SELECT c_name FROM CUSTOMERS WHERE c_id = ? and c_phone = ?

The values for the parameter markers ("?") can be supplied to the database engine
to retrieve the results using the db2_prepare function.

2. Bind the parameters

Use the db2 bind_param function to bind a PHP variable into the prepared
SQL statement dynamically. It is more powerful than binding an array of variables
in the db2_execute statement, because we can specify the parameter type, data
type, precision, and scale of the variable that we bind with the prepared SQL
statement. The parameter DB2_PARAM_IN is used for all statements, except when
inserting large objects and using the CALL statement. Once the parameter is
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bound, it is assigned to memory, and the prepared statement is now populated
with those values, which were not given during the db2_prepare. You can
assign the value of the parameter in PHP after the binding also. Listing 8.6 shows
an example of preparing, binding with two parameter markers (one of which is an
integer, and the other is a character), and executing a statement.

<?php
$database = "sample”;
$user = "";
$password = *7;

$conn = db2_connect($database, $user, $password);

if ($conn) {

$statement = "SELECT c_id, c_name, c_email FROM db2instl.customer
WHERE c_id > ? OR c_name NOT LIKE ?°;

// prepare the SQL statement
$stmt = db2_prepare($conn, $statement);
$id = 100;

(1) db2_bind_param($stmt, 1, "id", DB2_PARAM_IN);
db2_bind_param($stmt, 2, "name', DB2_PARAM_IN, DB2_CHAR);
$name = "MyName";
$result = db2_execute($stmt);

(2) while ($object = db2_fetch_object($stmt)) {

// lterate through results

echo "ID: " . $object->C_ID;
echo "Name: " . $object->C_NAME;
echo "Email: " . $object->C_EMAIL;

}
if (I$result) {
Q) db2_rol lback($conn);
echo "Execution failed. *;
echo "SQLSTATE value: * . db2_stmt_error();
echo "with Message: * . db2_stmt_errormsg();
}

db2_free_stmt($stmt);
db2_close($conn);
} else {

echo "Connection to database failed.";
echo "SQLSTATE value: * . db2_conn_error();
echo "with Message: * . db2_conn_errormsg(Q);

}

2>
Listing 8.6 — Preparing, binding, and executing SQL statements

In the above listing:
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1. The db2_bind_param binds a PHP variable to an SQL statement parameter

2. The db2_fetch_object returns an object with properties representing columns in
the fetched row so we have a variable object to hold it.

3. The db2_rollback() rolls back an in-progress transaction on the specified

connection resource and begins a new transaction. PHP applications normally
default to AUTOCOMMIT mode, so db2_rol Iback() normally has no effect unless
AUTOCOMMIT has been turned off for the connection resource.

Note:

If the specified connection resource is a persistent connection, all transactions in progress
for all applications using that persistent connection will be rolled back. For this reason,
persistent connections are not recommended for use in applications that require
transactions.

In addition, note the following before you bind the variables:

= The PHP variable name needs to enclosed in double quotes (") and without the
dollar sign ($) “variable”.

= Check for the position variable of the bound parameters. The indexing should start
at 1.

= For variables other than INTEGER and VARCHAR, we recommend you use the data
type specified: DB2_BINARY, DB2_CHAR, DB2_DOUBLE, or DB2_LONG.

Another example using the DECIMAL data type, requires you to use the parameter
DB2_LONG in db2_bind_param. In the statement below, amount is a DECIMAL type
variable.

// Here we bind a decimal (10,2) type variable amount
db2_bind_param($stmt, 1, "amount', DB2_PARAM_IN,DB2_LONG);

3. Executing the query

Once you prepare the query, bind the parameter in db2_bind_param. The statement

resource is obtained after the query is prepared and binding is passed as the input to
db2_execute, which executes the statement. You can find a sample program for this

method in Listing 8.6.

Alternatively, pass the parameter as an array directly to db2_execute. In this case, the

array variable also needs to be provided as the second parameter in addition to the ones
from db2_bind_param.

Once the query is executed, you can use the statement resource to get the result set using
one of the following functions:
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db2_fetch_array
db2_fetch_assoc
db2_fetch_both
db2_fetch_object

o M w DN PRF

db2_fetch_row
Some of these functions are discussed in more detail in the next section.
8.3.2.4 Processing the results

When an SQL statement returns a result set, there are different ways to retrieve the rows.
You can fetch the result set row by row into a data structure or use scrollable cursors to
scroll through the result set and then fetch the required rows.

8.3.2.4.1 Using db2_fetch_array

This function is used to fetch the rows of the result set data into an array indexed by the
column number. It takes the statement resource as input and returns false when there are
zero rows returned. Listing 8.7 provides an example.

while ($row = db2_fetch_array($stmt)) {
printf(""%d %s %s', $row[0], $row[1], $row[2]);

}
Listing 8.7 — Using db2_fetch_array function

8.3.2.4.2 Using db2_fetch_assoc

This function is used to fetch the result set data into an array indexed by the column name.
It returns a false if there are zero rows returned. Listing 8.8 provides an example.

$sql = "SELECT * FROM customer WHERE c_id >= ?%;
$stmt = db2_prepare($conn_resource, $sql);
if (I$stmt) {
echo "The prepare failed. *;
echo "SQLSTATE value: * . db2_stmt_error();
echo "with Message: " . db2_stmt_errormsg();
} else {
db2_bind_param($stmt, 1, "c_id", DB2_PARAM_IN);
$c_id = 100;
$result = db2_execute($stmt);
if (I$result) {
echo "The execute failed. *;
echo "SQLSTATE value: * . db2_stmt_error();
echo "with Message: " . db2_stmt_errormsg();

}
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}
while ($row = db2_fetch_assoc($stmt)) {
printf("%d %s %s ", $row["C_ID"], $row["C_NAME"], $row["C_EMAIL"]);
}
Listing 8.8 — Using db2_fetch_assoc function

Since the columns are indexed by the column names, the case of the column names does
matter. The default case of the column can be overridden using the DB2_ATTR_CASE
statement option which can have one of these values:

= DB2_CASE_NATURAL: Column names as returned by DB2.
= DB2_CASE_LOWER: Column names are forced to lower case.
= DB2_CASE_UPPER: Column names are forced to uppercase.
For example, if you would like to force column names to lower case, use:
$stmt = db2_prepare($conn_resource, $sql, array("DB2_ATTR_CASE" =>
DB2_CASE_LOWER));
8.3.2.4.3 Using db2_fetch_both

This function returns an array which is indexed by both the column number and the column
name. Listing 8.9 provides an example.

while ($row = db2_fetch_both($stmt)) {
printf("%d %s %s"™, $row[0], $row["C_NAME"], $row["C_EMAIL"]);

}
Listing 8.9 — Using db2_fetch_both function

8.3.2.4.4 Using db2_fetch_object

This function can be used to return an object for each row fetched. Each property of the
object will be the column returned. Listing 8.10 provides an example.

while ($row = db2_fetch_object($stmt)) {
printf("%d %s %s", $row->C_ID, $row->C_NAME, $row->C_EMAIL);

}
Listing 8.10 — Using db2_fetch_object function

8.3.2.4.5 Using db2_fetch_row

This function can be used to iterate through the result set or go to the specified row number
when using scrollable cursor. Listing 8.11 shows how to fetch all the rows in the result set
using db2_fetch_row function.
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while ($row = db2_fetch_row($stmt)) {
printf(  "%d %d %s",
db2_result($stmt, 0),
db2_result($stmt, 1),
db2_result($stmt, 2)
E

s

Listing 8.11 — Using db2_fetch_row function

8.3.2.4.6 Retrieving metadata

There are functions which can be used to retrieve the metadata about the columns, which
are returned by the result set. Some useful ones are:

= db2 num_rows returns the number of rows that were deleted, inserted, or
updated by the SQL statement or the number of rows returned by the SQL
statement. However, if you are using scrollable cursors to perform the SQL
operation, the use of db2_num_rows should be avoided, and you should try to use
the ‘'SELECT COUNT(*) FROM table WHERE condition'.

= db2_ fetch_ function returns boolean values which can be used to test the end of
a result set.

= Metadata functions with prefix db2_field_ can be used to derive all types of
information about the fields returned by an SQL statement. The information can be
about column name, data type, precision, and scale for decimal type and width.
These functions, if run successfully, return a string containing the information. The
parameters needed for the functions are statement resource and the column
number starting from O or the column name.

= db2_num_fFields helps to get the number of columns returned by the SELECT
statement. It is used to find out the number of columns returned by the dynamically
generated queries and stored procedures. Listing 8.12 provides an example.

$sql = "SELECT * FROM customer WHERE c_id > ?7;
$stmt = db2_prepare($conn_resource, $sql);
// The number of columns in the statement
echo "Num fields: " . db2_num_fields($stmt) . " in the statement”;
if (I$stmt) {
echo "The prepare failed. =;
echo "SQLSTATE value: * . db2_stmt_error();
echo "with Message: " . db2_stmt_errormsg();
} else {
db2_bind_param($stmt, 1, "c_id", DB2_PARAM_IN);
$c_id = 100;
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$result = db2_execute($stmt);
if (I$result) {

echo "The execute failed. *;

echo "SQLSTATE value: " . db2_stmt_error();

echo "with Message: " . db2_stmt_errormsg();
}

}
Listing 8.12 — Using metadata functions

8.3.2.5 Freeing the resources

You can free statement resources using db2_free_stmt and result set resources using
db2_ free result. If you do not use these functions to free the resources, both
resources are automatically freed after the script finishes.

The DB2 function db2_close can be used to free the connection resources allocated by
db2_connect. If db2_pconnect is used to establish persistent connections, the
db2_close request is ignored and the connection resource is used by the next similar
connection. Listing 8.13 provides an example of using db2_close.

$result = db2_close($conn_resource);
if ($result) {
echo "Connection was successfully closed. ";

}
Listing 8.13 — Using the db2_close() method

8.3.3 PHP development with PDO_IBM/PDO_ODBC

This section describes PHP development using the pdo_ibm driver. Other than a few
differences in configuration parameter names, PHP development with pdo_ibm and
pdo_odbc is exactly the same. After the installation and configuration of DB2 and these
drivers along with PHP and Apache, there are some variables that may need to be edited
in the php. ini file to make PDO work with DB2. Some of these variables were discussed
earlier, but more explanation is provided below:

= pdo_odbc.db2_instance_name

This entry has to be included in Linux and UNIX installations in order to guide PHP
to the instance where the DB2 libraries are located. Below are some examples
assuming your instance name is db2instl.

For pdo_ibm use:
[PDO_IBM instance name]
pdo_ibm.db2_instance_name= db2instl
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For PDO_ODBC use:
[PDO_ODBC instance name]
pdo_odbc.db2_instance_name= db2instl

pdo_odbc.connection_pooling

Connection pooling helps database application performance by reusing old
connections established before. It is especially beneficial when the connections
made have a short duration. The value of pdo_odbc.connection_pooling can
be configured so as to decide the level of the connection pooling. The different
levels are listed in Table 8.1.

Connection pooling level Description

Strict A connection is reused when the connection
credentials exactly match the connection options
of an existing closed connection. We recommend
to use this option when connection pooling is

enabled.

Relaxed Connections with a matching connection string
are reused and not all connection attributes are
checked.

Off Connection pooling is not used

The following example shows an entry in php. ini when the connection pooling is
set to relaxed:

[PDO connection pooling]
pdo_ibm.connection_pooling = relaxed
or

[PDO connection pooling]
pdo_odbc.connection_pooling = relaxed

pdo.dsn.*

Data Source Name (DSN) contains the information related to the connectivity to a
database through an ODBC or CLI driver. It contains the database name, database
driver, user name, password, and other information. You can make an alias for the
DSN string in the php.ini. To create an alias, make an entry for each alias
starting with pdo . dsn followed by the name of the alias that is equated to the DSN.
The DSN in this scenario can be for both, cataloged and non-cataloged DB2
databases. The following example shows the entry for the DSN alias assuming you
want to connect to the SAMPLE database:
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For pdo_ibm:
[DSN alias for pdo_db2]
pdo.dsn.dealerbase="ibm:sample”

For pdo_odbc:
[DSN alias for pdo_db2]
pdo.dsn.dealerbase="odbc:sample”

Once the entry has been made in the php.ini file, we can connect to the
databases referring to the alias name as shown below:
$dbh = new PDO(''dealerbase™);

8.3.3.1 Program flow

PDO programming uses object-oriented concepts. When a connection is made to a DB2
database, an instance of the PDO base class is created. This instance acts as a database
handle, which is later used when further activities are carried on against the database.
Different objects are created when operating with a database, and can be classified as:

= Connection object (instance of PDO)
= Statement object (instance of PDOStatement)
= Exception (instance of PDOException)
The typical program flow of a PDO program during transaction processing is:
1. Connect to the database.
2. Prepare and execute the statement.
3. Process the results.

4. Free the resources.

8.3.3.2 Connecting to a database

A connection to a database is obtained when the constructor of the PDO class is invoked
using new PDO(). There are four sets of parameters for the constructor:

= Data Source Name (DSN)
= User name

= Password

= Driver options

DSN contains the information required to connect to a database, which includes the type of
driver used (CLI/ODBC in the case of DB2), the name of the data source, and the
connection credentials (the user name and password). The DSN parameters required
depend on whether you are connecting to a cataloged database, or a non-cataloged one. If
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you are connecting to a DB2 database, it is better to use cataloged connections. Below
are examples of how to specify the DSN assuming the database name is SAMPLE, the
user ID is db2instl, and the password is 123:

= DSN for cataloged connection

For pdo_ibm:
ibm:DSN=sample;UID=db2instl1;PWD=123

For pdo_odbc:
odbc:DSN=sample;UID=db2instl;PWD=123

= DSN for non-cataloged connection

For pdo_ibm:
ibm:DSN={1BM DB2 ODBC

DRIVER} ; HOSTNAME=1ocalhost;PORT=50000 ; DATABASE=sample ; PROTOCOL=TCPIP
;UID=db2instl;PWD=123;

For pdo_odbc:

odbc:DSN={1BM DB2 ODBC
DRIVER} ; HOSTNAME=1ocalhost;PORT=50000 ; DATABASE=sample ; PROTOCOL=TCPIP
;UID=db2instl;PWD=123;

An example of a connection using the cataloged method is provided in Listing 8.14 below.

<?php
try {
/* Use one of the following connection string */
/* For PDO_IBM */
$constrng = "ibm:DSN=sample;UID=db2instl;PWD=123";
/* for PDO_ODBC */
$constrng = "odbc:DSN=sample;UID=db2instl;PWD=123";
$dbh = new PDO($constrng);
echo "Connected”;
} catch (PDOexception $exp) {
echo "Exception: ° . $exp->getMessage();
}
?>
Listing 8.14 — Cataloged connection to a database

In Listing 8.14, the new PDO() method establishes a new connection.

To write a program to connect to the database, using non-cataloged connection, follow the
same technique as discussed in section 8.3.2.2.2 earlier.

The DSN name can be provided to a PDO program in three ways:

= As a parameter to the constructor.
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Using this method, the DSN is provided as a string in the program. However, this
makes the program dependent on the database. Every time the database location
or password is changed, the corresponding entry has to be changed in all programs
referring to this database. Listing 8.15 provides an example using this method.

<?php

/* Use one of the following connection string */
/* The connection below is for pdo_ibm */
$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */
$constring = "odbc:sample”;

try {

$dbh = new PDO($constrng, "", "");

echo "Connected”;

} catch (PDOexception $exp) {

echo "Exception: " . $exp->getMessage();

}

?>
Listing 8.15 — DSN as a parameter to the constructor

= |n afile

Using this method, the DSN is provided in a file and the file is referenced inside the
program. If the DSN parameter value changes, only the file has to be changed. You
do not need to change the program every time the DSN is changed. For example,
in Listing 8.16 below, assume you have created a file named dsnfi le and stored it
in /Zusr/l1ocal directory.

<?php

$constrng = “uri:file:///usr/local/dsnfile";
try {

$dbh = new PDO($constrng, "", "");

echo "Connected”;

} catch (PDOexception $exp) {

echo "Exception: " . $exp->getMessage();

>

Listing 8.16 — Creating and storing a file

= Using aliasing in php.ini

Similar to the ibm_db2 extension, you can use both persistent and non-persistent
connections in PDO_IBM/PDO_ODBC. If connection pooling is enabled by setting
the pdo_odbc.connection_pooling to either strict or relaxed, we should not be
making persistent connections, since PDO will not free the connection to the ODBC
layer for the connection pooling to happen. It will be better to use connection
pooling over persistent connections. To make a non-persistent connection, we
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create an instance of PDO using the DSN, user name, and password as shown in
Listing 8.17 below.

<?php

/* Use one of the following connection strings */
/* The connection below is for pdo_ibm */
$constring = "ibm:sample®;

/* The connection below is for pdo_odbc */
$constring = "odbc:sample”;

try {

$dbh = new PDO($constrng, “db2instl”, "123%);
echo "Connected”;

} catch (PDOexception $exp) {

echo "Exception: " . $exp->getMessage();

}

?>

Listing 8.17 — Making a Non-persistent connection

To make a persistent connection use the following new PDO format:

$dbh = new PDO($constrng, "db2instl®, "123",
array(PDO::ATTR_PERSISTENT=> true));

8.3.3.3 Preparing and executing the statement

Before you prepare and execute SQL statements, you need to decide the following
characteristics about the transaction:

= Type of cursor used
= How to catch the error

= |solation level to use

8.3.3.3.1 Type of cursor to be used

Like the ibm_db2 extension, PDO also supports two kinds of cursors:

Forward-only cursor
This cursor is the default cursor in the PDO driver. It is the fastest cursor available. Make
sure that the cursor is closed using the method PDOStatement: :closeCursor after

fetching all the rows and before launching another query. The Forward-only cursor can be
set using PDO::ATTR_CURSOR with the value of PDO::CURSOR_FWDONLY in the
PDOStatement: :prepare. Listing 8.20 provides an example.

$sql = "SELECT c_id, c_name, c_email FROM customer WHERE c_name =
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“name"';

try {

$sth = $dbh->prepare($sql, array(PDO::ATTR_CURSOR,
PDO: :CURSOR_FWDONLY)) ;

$sth->execute(array (" :name” => "Myname®));
print_r($sth->fetchAll());

} catch (PDOexception $exp) {

echo "Exception: " . $exp->getMessage();

}

Listing 8.20 — Using Forward only cursor

Scrollable cursor

We can specify the scrollable cursor by setting the PDO::ATTR_CURSOR to
PDO: : CURSOR_SCROLL. Listing 8.21 provides an example.

$sql = "SELECT c_id, c_email FROM customer WHERE c_name = :name"';
try {

$sth = $dbh->prepare($sql, array(PDO::ATTR_CURSOR,

PDO: :CURSOR_SCROLL));

$sth->execute(array(" :name” => "Daniel”));

while ($row = $sth->Fetch(PDO::FETCH_NUM, PDO::FETCH_ORI_NEXT)) {
$data = $row[0] . "\t . $row[1] . "\t" . $row[2] . "\n";

echo $data;

}

$sth->closeCursor();

} catch (PDOexception $exp) {

echo "Exception: " . $exp->getMessage();

}

Listing 8.21 — Using a scrollable cursor

8.3.3.3.2 Catching errors in PDO

PDO has exception handlers to catch an exception and display its details. This handlers
have a “try and catch” construct similar to other programming languages.

When an exception is raised by a PDO program, an instance of PDOException is created.
The PDOException class is an extension of the Exception class and has three modes of

operation. The error handling modes are forced by setting the PDO attribute
PDO: :ATTR_ERRMODE. Table 8.2 describes the values it can take.

Value Description

PDO::ERRMODE_SILENT This is the default mode of error handling in
PDO. The respective error code and
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messages are set in both the statement
object (PDOStatement) and the database
object (PDO) when an error happens. For
statements using this mode, the error is not
caught and the next statement is executed
after the function fails.

PDO::ERRMODE_WARNING This mode is useful when you are
developing or testing your PDO application.
Along with the setting of the error code and
message, it raises an E_WARNING.

You can suppress this by using a “@” in
front of the function name.

PDO::ERRMODE_EXCEPTION This is the best way to handle errors in a
PDO program. Once the error happens, an
exception is thrown which prevents the
execution of later functions in the try block.
The control goes to the catch block where
the exception is handled. Error information
and a stack trace are provided.

Table 8.2 - Error handling modes set in parameter PDO: :ATTR_ERRMODE

Listing 8.18 below provides an example of setting the error handling mode to
PDO::ERRMODE_EXCEPTION and how an exception is handled using a try and catch
block. The program purposedly issues an incorrect SQL statement that uses a column that
does not exist in the table. When the error happens, the PDOexception is thrown and the
details of the exception object is printed using the getMessage() method.

<?php

/* Use one of the following connection string */

/* The connection below is for pdo_ibm */

$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */

$constring = “odbc:sample”;

$dbh = new PDO($constrng, "db2instl®, "123%);
$dbh->setAttribute(PDO: :ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
$sql = "SELECT c_id FROM customer WHERE notexistingcol = :name "
$sth = $dbh->prepare($sql);

try {

$sth->execute(array (" :name® => “ABC));

$row = $sth->FetchAll();

print_r($row);
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$sth->closeCursor();
} catch (PDOexception $exp) {
echo "Exception: " . $exp->getMessage();

}

?>
Listing 8.18 — Exception handling using PDO::ERRMODE_EXCEPTION

When the exception is generated, the getMessage() method produces an output that
looks like this:

Exception : SQLSTATE[42S22]: Column not found: -206 [IBM][CLI
Driver][DB2/LINUX] SQLO206N "NOTEXISTINGCOL™ is not valid in the context
where it is used. SQLSTATE=42703 (SQLExecute[-206] at /root/Desktop/php-
5.1.2/ext/pdo_odbc/odbc_stmt.c:133)

The methods called errorCode() and errorinfo() could be used to get more
information about the error:

PDO: zerrorCode()gives the information about the SQLSTATE of the error.
PDO: :errorInfo() gives all the information about the error, such as SQLSTATE,
SQLCODE, and error message from the database server.

8.3.3.3.3 Isolation level to use

Considerations of which isolation level to use in PHP with PDO_IBM/PDO_ODBC are the
same as the ones described for the ibm_db2 extension earlier.

8.3.3.3.4 Preparing and executing SQL statements

PDO provides mechanisms by which you can prepare and execute SQL statements in a
single step, and also in separate steps.

Preparing and executing SQL statements in a single step

Normally, we use this method for execution of SQL statements which are not executed
repeatedly in the same program. We have two kinds of SQL statements:

= SQL statements returning result sets

The function PDO: :query is used for preparing and executing the SQL statement
which returns a result set indexed by both column position and column name.
Listing 8.19 is an example for the query function. You see that each row in the
result set returned by the query is fetched into an array named $row and the value
is printed.

<?php

/* Use one of the following connection string */

/* The connection below is for pdo_ibm */
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$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */
$constring = "odbc:sample”;

$dbh = new PDO($constrng, "db2instl®, "123");
$sql = "SELECT c_id, c_name FROM customer-;
try {

foreach ($dbh->query($sql) as $row) {

echo $row[0] . * * . $row["C_NAME"];

}

} catch (PDOexception $exp) {
print_r($sth->errorinfo());

echo "Exception: " . $exp->getMessage();

}

?>

Listing 8.19 — Prepare and execute SQL returning result set
= SQL statements not returning result sets

PDO has a different way of preparing and executing SQL queries which do not
return a result set. PDO: -exec is used for this type of SQL statement. PDO: :exec
returns the number of rows affected by the function. The SQL statements, such as
DELETE, INSERT, and UPDATE are executed using PDO: -exec, and it returns the
number of rows affected by this function.

<?php

/* Use one of the following connection string */

/* The connection below is for pdo_ibm */

$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */

$constring = "odbc:sample”;

$dbh = new PDO($constrng, "db2instl®, "123%);

$num = $dbh->exec(""INSERT INTO customer (c_name, c_email) VALUES
("Piotr-,

"aal23@123.com®)'");

echo "Number of rows affected is:
?>

Listing 8.20 — Preparing and executing SQL that does not return a result set

. $num;

Preparing and executing SQL statements in separate steps

If you plan to execute the same SQL multiple times with different parameters, it is better to
prepare once, and execute many times. It is better for performance, and is more secure
when compared to the combined preparation and execution method, since it checks for the
data type every time a new parameter is bound against the database, therefore, avoiding
situations such as SQL injection.
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Parameter markers are of two types in PDO:
= Named parameter markers

You can give a name to the parameter marker with ":" prefixed to the name of the
parameter. This parameter marker value is bound to the SQL to complete and then
execute it.

= Nameless parameter markers

The ? symbol is used in the SQL so that DB2 understands that the values for this
parameter marker will be bound later.

You cannot use both named and nameless parameter markers in the same statement.
There are three steps involved in preparing and executing an SQL statement:

1. Preparing the SQL statement

The PDO function PDO: zprepare is used to prepare an SQL statement with or without

parameter markers. In this function, the option of selecting which cursor to use is done
using the driver option. You can also set this option later using the setAttribute

method. For example, to set the cursor to scrollable while preparing the statement, you
can use:

$sth = $dbh->prepare($sql, array(PDO::ATTR_CURSOR,
PDO: :CURSOR_SCROLL));

The default cursor in PDO_IBM/PDO_ODBC is forward only. If you have set the cursor to
scrollable, you change the cursor back to forward only by setting the attribute
PDO::ATTR_CURSOR to PDO::CURSOR_FWDONLY.

2. Binding the parameters
There are two ways to bind parameters of an SQL statement:
Using the bind function

You can use either PDOStatement: :bindParam or PDOStatement: :bindValue for
this task. These two methods can be called for the instance of PDOstatement, which we
get after preparing the SQL statement using PDO: :prepare. We need to specify the type
of data which is bound using the function. The types are:

=*PDO::PARAM_INT for integer data type
=*PDO::PARAM_STR for string data type
=*PDO::PARAM_LOB for large objects
=*PDO::PARAM_NULL for binding a null value
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Listing 8.21 shows how to use bindParam and bindValues along with named parameter
markers.

<?php

/* Use one of the following connection string */
/* The connection below is for pdo_ibm */
$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */
$constring = "odbc:sample”;

$dbh = new PDO($constrng, ", "7);

$cid = 100;

$name = "ABC";

$sql = "SELECT c_id, c_name FROM customer WHERE c_id > :id AND c_name NOT
LIKE :name";

$dbh->setAttribute(PDO: :ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
try {

$sth = $dbh->prepare($sql);

$sth->bindvalue(":id", $cid, PDO::PARAM_INT);
$sth->bindParam(” :name®, $name, PDO::PARAM_STR, 10);
$sth->execute();

$result = $sth->FetchAll();

print_r ($result);

} catch (PDOexception $exp) {
print_r($sth->errorinfo());

echo "Exception: " . $exp->getMessage();

3

?>

Listing 8.21 — Using the bind function

We can have an additional length parameter which can force the length of the parameter
which is bound using the PDOStatement: :bindParam.

Binding by passing parameter values in an array

Listing 8.22 is an example for using the nameless parameter marker in a PDO program.

<?php

/* Use one of the following connection string */
/* The connection below is for pdo_ibm */
$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */
$constring = "odbc:sample”;

$dbh = new PDO($constrng, ", "");

$cid = 100;

$name = "ABC";
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$sql = "SELECT c_id, c_name FROM customer WHERE c_id > ? AND c_name NOT
LIKE ?';

$dbh->setAttribute(PDO: :ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
try {

$sth = $dbh->prepare($sql);

$rc = $sth->bindvalue(l, $cid, PDO::PARAM_INT);

$rc = $sth->bindParam(2, $name, PDO::PARAM_STR, 10);

$rc = $sth->execute();

$result = $sth->FetchAll();

print_r($result);

} catch (PDOexception $exp) {

print_r($sth->errorinfo());

echo "Exception: * . $exp->getMessage();

¥

?>

Listing 8.22 — Binding by passing parameter values in an array

3. Executing the statement

The PDOStatement::execute is used to execute a prepared statement. The variables can
be bound using a binding function, or the statement could be bound along with execution
by passing a parameter as an array to this function. Listing 8.23 shows how to use a
named parameter marker in the execute function.

<?php

/* Use one of the following connection string */

/* The connection below is for pdo_ibm */

$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */

$constring = "odbc:sample”;

$dbh = new PDO($constrng, "", "%);

$id = 10;

$sgl = "select c_name from customer where c_id > :id";
$dbh->setAttribute(PDO: :ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
try {

$sth = $dbh->prepare($sql);

$rc = $sth->execute(array(":id" => $id));

$result = $sth->FetchAll();

print_r($result);

} catch (PDOexception $exp) {
print_r($sth->errorinfo());

echo "Exception: " . $exp->getMessage();

}
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?>

Listing 8.23 — Using PDOStatement::execute with a named parameter marker

8.3.3.3.5 Creating and calling stored procedures

You can create SQL stored procedures using PHP with PDO just like you execute any
other SQL. But if you need to call the stored procedure from the client, you need to take
care of binding the parameters depending on their type. There are three types of
parameters in a stored procedure and they are IN, OUT, and INOUT. In the bind parameter,
the data type constant and the parameter are associated with bitwise OR operator (|). The
parameter type PDO: - PARAM_INPUT_OUTPUT is used for the OUT and INOUT parameters.
No parameter type is needed for the IN parameter. Listing 8.24 shows a stored procedure
with all three types of parameters and returning result sets. Once the stored procedure is
executed, the variables which are bound with the stored procedure parameter markers will
be populated with the values from the stored procedure execution.

<?php

/* Use one of the following connection string */
/* The connection below is for pdo_ibm */
$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */
$constring = "odbc:sample”;

$dbh = new PDO($constrng, “db2instl”, "123%);
$id = 10;

$sql = "CALL getdetails(?, ?, ?)";
$dbh->setAttribute(PDO: :ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
$amount = O;

$c_id = 140;
$quantity = 100;
try {

$sth = $dbh->prepare($sql);

// Input parameter

$sth->bindParam(l, $c_id, PDO::PARAM_INT);

// Output parameter

$sth->bindParam(2, $amount, PDO::PARAM_INT|PDO: :PARAM_INPUT_OUTPUT);
// Input output parameter

$sth->bindParam(3, $quant, PDO::PARAM_INT|PDO: :PARAM_INPUT_OUTPUT);
$sth->execute();

echo "The INOUT parameter is: " . $quant . " and the OUT parameter is:
$amount;

$rowset = $sth->FetchAll (PDO: :FETCH_NUM);

print_r($rowset);

} catch (PDOexception $exp) {
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print_r($sth->errorinfo());
echo "Exception: " . $exp->getMessage();
}

?>

Listing 8.24 — Calling stored procedure in PHP with PDO_IBM/PDO_ODBC

8.3.3.3.6 Handling transactions

PDO, by default, runs in autocommit mode. That is, all queries are either committed (if
successful) or rolled back (if wunsuccessful). You can use methods like
PDO: :beginTransaction to make multiple SQL queries be a part of a single
transaction. This function turns off the autocommit mode of the PDO application. Once the
transaction completes, it can be committed using the PDO: : commit function or rolled back
using PDO: :rol Iback.

Listing 8.25 shows PHP handling a transaction with DB2 PDO_IBM or PDO_ODBC. You
can see that when an error happens, the exception is thrown as the error handling mode is
set to PDO: :ERRMODE_EXCEPTION. In the catch block, the transaction is rolled back and
the error is printed. If no error occurs, the transaction is committed and completed.

<?php

/* Use one of the following connection string */

/* The connection below is for pdo_ibm */

$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */

$constring = "odbc:sample”;

$dbh = new PDO($constrng, "db2instl”, "123%);

$dbh->setAttribute(PDO: :ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);

try {

$dbh->beginTransaction();

$dbh->exec(""

INSERT INTO customer (c_name, c_email) VALUES ("ABC", "al23@123.com%)
")

$dbh->exec(""

INSERT INTO customer (c_name, c_email) VALUES ("DEF", "1a23@123.com®)
")

$dbh->exec(""

INSERT INTO customer (c_name, c_email) VALUES ("GHI", "1n23@123.com")
")

$dbh->commit();

} catch (PDOexception $exp) {

print "Rolling back transaction®;

$dbh->rollback();

print_r($dbh->errorinfo());
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echo "Exception:

}

?>

Listing 8.25 — PHP with IBM_PDO/PDO_ODBC

. $exp->getMessage();

8.3.3.4 Processing the results
PDO offers two ways to fetch data:
1. Buffered fetch

Buffered fetch allows you to fetch all the rows in the result set returned by an SQL query
into an array. If the query is to return a huge result set, we do not recommend to use this
method since it will consume a lot of system resources.

2. Non-buffered fetch

Using PDOstatement: : fetch, you can fetch each row at a time and manipulate the
result set. The PDOStatement: :fetch has different options to fetch the column for
different data. The following sections describe these options.

Using FETCH_BOUND and bindColumn

This method allows each column returned by the result set to be assigned to a variable.
After performing PDOStatement::fetch, each of the corresponding values of the
variable which was bound is updated to the value of the result set. The constant
PDO: :FETCH_BOUND is a parameter for the fetch, so that the bound column variables are
populated by the fetch function. Listing 8.26 shows an example for the fetch of bound
columns.

<?php

/* Use one of the following connection string */
/* The connection below is for pdo_ibm */
$constring = "ibm:sample”;

/* The connection below is for pdo_odbc */
$constring = "odbc:sample”;

$dbh = new PDO($constrng, "", "%);

$id = 10;

$sgl = "select c_id, c_name from customer where c_id > :id";
$dbh->setAttribute(PDO: :ATTR_ERRMODE, PDO::ERRMODE_EXCEPTION);
try {

$sth = $dbh->prepare($sql);
$sth->execute(array(":id" => $id));
$sth->bindColumn(l, $id);
$sth->bindColumn(2, $name);
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while ($row = $sth->Fetch(PDO::FETCH_BOUND)) {
echo "id is: " . $id . " and name is: " . $name;

}

} catch (PDOexception $exp) {
print_r($sth->errorinfo());

echo "Exception: " . $exp->getMessage();

}

?>

Listing 8.26 — Fetching data using FETCH_BOUND

Using the Fetch function with no parameters passed

This is the default option. The fetch function returns each row of the result set with the
columns indexed by its position. Listing 8.27 provides an example.

while ($row = $sth->Fetch()) {
echo "id is: " . $row[0] - " and name is: " . $row[1];

}
Listing 8.27 — Example using the Fetch function

Using FETCH_ASSOC

We can fetch the rows of the result set into an array indexed by the column name of the
result set, which is returned by the query. Listing 8.28 provides an example.

while ($row = $sth->Fetch(PDO: :FETCH_ASSOC)) {
echo "id is: " . $row["C_ID"] . " and name is: " . $row["C_NAME"];

}
Listing 8.28 — Example using the Fetch_Assoc function

Using FETCH_BOTH

This fetch with parameter PDO::FETCH BOTH passed a parameter to
PDOStatement: : fetch and will return an array for each row indexed by both column
names and the position. Listing 8.29 provides an example.

while ( $row = $sth->fetch(PDO: :FETCH_BOTH)) {
echo "id is: " . $row[0] . " and name is: " . $row["C_NAME"];

}
Listing 8.29 — Example using Fetch_Both

Using scrollable cursors
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We can scroll through the cursor if we are using scrollable cursor and passing the cursor
PDO: :FETCH_ORI_NEXT constant to fetch the next row from the result set. Listing 8.30
provides an example.

$sql = ""SELECT * FROM customer';

try {

$offset = 0O;

$sth = $dbh->prepare($sql, array(PDO::ATTR_CURSOR, PDO::CURSOR_SCROLL));
$sth->execute();

while ($row = $sth->Fetch(PDO::FETCH_NUM, PDO::FETCH_ORI_NEXT)) {
$data = $row[0] . "\t . $row[1l] . "\t . $row[2] . "\n";

echo $data;

}

$sth->closeCursor();

} catch (PDOexception $exp) {

print_r($sth->errorinfo());

echo "Exception: " . $exp->getMessage();

}
Listing 8.30 — Using scrollable cursors

Using fetch into objects

You can fetch the data directly into objects by providing the constants PDO: : FETCH_LAZY,
and PDO::FETCH_OBJ. In PDO: :FETCH_LAZY, the object variable name that is used to
access the columns is made as they are accessed. We can refer to the columns both by
column names or the respective positions. Listing 8.31 provides an example.

while ($row = $sth->Fetch(PDO::FETCH_LAZY)) {
print_r($row->C_NAME);

}

while ($row = $sth->Fetch(PDO::FETCH_0BJ)) {
print_r($row->C_NAME) ;

}

Listing 8.31 — Using Fetch to refer columns

8.3.3.5 Freeing the resources

You need to close the cursor every time a fetch is done so that the statement resource can
be reused. The method used to close the cursor is PDOStatement: :closeCursor. The
connection resource can be freed by assigning it to a null value. An example is provided in
Listing 8.32.

// Connect to the database, use one of the following
// for PDO_IBM
$dbh = new PDO("ibm:sample”, ", "");
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// for PDO_ODBC
$dbh = new PDO("odbc:sample®, "*, "7);
// Perform database operations here

// Free the connection
$dbh = null;
Listing 8.32 — Freeing the connection resource

8.4 Optimizing DB2 usage with PHP

Once your PHP application is up and running, you can tune both your application and DB2
to get the best performance. DB2 has an effective cost-based optimizer to make sure that
each query you write gets executed in the best possible manner depending on your
environment.

8.4.1 Design considerations for increasing the PHP-DB2 performance
The following points need to be considered while designing and coding you application:

= Use the prepare and then execute method for executing SQL statements
which are repeatedly executed.

= Use connection pooling in PDO driver and persistent connection in the ibm_db2
driver or enable connection concentrator in DB2.

= Commit often as long as your logic allows you to. This releases locks allowing for
more concurrency.

= Push more logic to the database layer and use user defined functions, stored
procedures, and SQL/XML, to reduce network traffic and save computing
resources.

= Make optimal use of the storage space available; store large tables, in table spaces
spread over different disks, and store DB2 logs in different disks.

= Index your table columns effectively using the DB2 Design Advisor.

= Change your database and database manager configuration to optimize db2
for your environment using the Configuration Advisor wizard.

= RUNSTATS regularly on all tables along with system catalog tables.
= Make your buffer pool use 75% of available memory if possible.
= Use monitoring tools to monitor the DB2 activity.

= Use the least restrictive isolation level that maintains the data integrity
requirements of the application.
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8.5 Exercises

In this exercise, we will practice writing a small PHP script to access data in the SAMPLE
database.

Before running the exercise, login onto the server as the instance owner (for example
db2instl on Linux or db2admin on Windows), and then:

1. Run the following command to create the SAMPLE database if you haven’t done so
before: db2sampl

2. Write a PHP script to insert and retrieve data from the table EMPLOYEE.

3. To Run the PHP script in the Apache web server, on Windows, copy the PHP file,
db2employee.php, to the C:/Program Files/Apache Group/Apache2/htdocs
directory.

4. The sample script for the exercise is provided in the script db2employee . php
accompanying the book. You can modify the user ID, password and host in the
script appropriately and test it by using the following URL to run this PHP script
with a Web browser: http://localhost/db2employee.php

8.6 Summary

In this chapter, we studied how to setup an environment for PHP applications to run on
DB2. You learned some basic concepts involving PHP and DB2 application development
which included the usage of the ibm_db2 extension and the pdo_ibm/pdo_odbc driver to
prepare and execute SQL on DB2 through PHP.

8.7 Review questions

1. What is the difference between freeing of resources using db2_connect and
db2_pconnect?

What is connection pooling? When is it beneficial?
How do you enable PHP support in Apache HTTP Server 2.x?

How do you determine the configuration file path for your PHP installation?

o M~ N

What steps need to be followed to port an application previously written for Unified
ODBC to ibm_db2?

6. Below are different FETCH methods used with the ibm_db2 extension EXCEPT:
A. db2_fetch_array
B. db2_fetch_assoc
C. db2_fetch_both
D. db2_fetch_column
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E. None of the above
7. Whatis ibm_db2?
A. Adriver
B. An extension
C. An adapter
D. A data object
E. None of the above
8. SQL stored procedures using PDO use which of the following type of parameter?
A. INPUT
B. OUTPUT
C. EXECUTE
D. INOUT
E. None of the above.
9. Which of the following files hold the configuration details in PHP?
A. httpd.conf
B. php_conf
C. php.ini
D. httpd.ini
E. None of the above

10. Which is the best way to execute SQL statements in terms of security and
performance?

A. Prepare and then execute
Execute
Prepare

Prepare and execute together

mo o o

None of the above
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Perl (Practical Extraction and Reporting Language) is a platform independent,
interpreted scripting language free and available with many operating systems, such as
Windows, Linux, UNIX and Mac OS X. As an open source language, the Perl interpreter
can be freely downloaded in source code or binary form.

Because of its powerful text processing features, for example its strong support of regular
expressions, Perl has been widely used not only for report generating applications, but also
for standalone or Web-based database applications. You can easily generate dynamic
SQL queries, and fetch and process the returned data using Perl scripts.

In this chapter you will learn about:
= Setting up the Perl environment to work with DB2
= Connecting to a DB2 database from a Perl application

= Developing Perl applications to access DB2 data

Note:

If you are new to the Perl programming language, review the free ebook Getting Started
with Perl which is part of this book series.

9.1 Perl - DB2 applications: The big picture

A Perl application uses the Perl Database Interface (DBI) to access most of relational
databases, including DB2. The Perl DBI is an open standard application programming
interface (API) that enables a Perl application to access different databases using the
same syntax without knowing details of each specific database. These details are handled
by the underlying DataBase Drivers (DBD), which are provided by the database vendors
supporting the Perl DBI.

Figure 9.1 illustrates how a Perl script accesses different databases via the DBl module
and the DBD drivers.
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Figure 9.1 - A Perl script uses DBI and DBD drivers to access databases

As shown in Figure 9.1, the DBI module provides a database independent interface
standing between a Perl application and one or more database driver modules. An
application only needs to know about the interface, while the underlying DBD drivers
provided by databases will do the actual work. For a Perl - DB2 application, the driver is the
DBD::DB?2 driver, which provides the details for accessing a DB2 database.

Since the Perl DBI Module defines the standard database access interface, you can easily
port an application written in DBI for accessing one DBMS, such as Oracle, to accessing
another DBMS, such as IBM DB2. Moreover, the Perl DBI Module uses an interface that is
quite similar to the ODBC and JDBC interfaces, which makes it easy to port Perl
applications written in DBI to ODBC and JDBC interface, or vice versa.

Note:

For more information about Perl DBI, refer to http://dbi.perl.org/

For the latest DBD::DB2 driver and related information, visit
http://www.ibm.com/software/data/db2/perl/ and http://search.cpan.org/~ibmtordb2/

9.2 Setting up the environment

In order to access a DB2 database from a Perl application, you need to set up a Perl
environment to work with DB2. The following 3 steps are required:

1. Install the Perl language environment
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You need to install Perl 5.8 or later.

On Linux/UNIX/Mac OS X, Perl is normally shipped as a standard component of the OS
installation.

On Windows, you can download the ActiveState’s free Perl binary distribution ActivePerl
from http://www.activestate.com/activeperl/. ActivePerl is also available for free on
Linux/UNIX. You can download the binaries from the website
http://www.activestate.com/activeperl/downloads/ and install Perl by running the
Windows Installer on Windows or install .sh on Linux/UNIX.

Alternatively, you can download the source code of Perl interpreter from
http://dev.perl.org/ and then use appropriate C compilers to generate the Perl binaries for
your platform. Refer to the above Web site for details about building and installing Perl
from source.

After installation, you can check the version of Perl by running perl -v. If the version
is lower than 5.8, you need to upgrade to 5.8 or later.

. Install the Perl DBI module.
This is a prerequisite for any RDBMS including DB2 with its DBD::DB2 driver module.

If you are using ActivePerl distribution and have internet access, you can install a binary
version of the DBI module through ActivePerl's Perl Package Manager by issuing the
following command:

ppm install DBI
The Perl Package Manager will download the DBI module and install it automatically.

Alternatively if you have internet access, you can run the following to build and install the
DBI module from the source:

perl -MCPAN -e "install DBI"

The above command will download the DBI source code, then build and install it
automatically through the CPAN module. Note that you need a C compiler for building
the source. For details about the CPAN module, refer to
http://www.perl.com/doc/manual/html/lib/CPAN.html.

If you don’t have internet access, you can download the latest release of Perl DBI
module source code from http://search.cpan.org/~timb/DBI at a later time, and then build
the source and install the DBI module following the instructions shown in Listing 9.1 for
Linux/UNIX and Listing 9.2 for Windows. You need a C compiler for building the source.

# the source is DBI-<x.xxx>.tar.gz, where X.XXX means version.
zcat DBI-<x.xxx>_tar.gz|tar xvf —

cd DBI-<x.xxx>

perl Makefile.PL

make



http://www.activestate.com/activeperl/�
http://www.activestate.com/activeperl/downloads/�
http://dev.perl.org/�
http://www.perl.com/doc/manual/html/lib/CPAN.html�
http://search.cpan.org/~timb/DBI�

324 Getting started with DB2 application development

make test
make install
Listing 9.1 — Install Perl DBI module from source on Linux/UNIX

#unpack/unzip the source file DBI-<x.xxx>.tar.gz using winzip
cd DBI-<x.xxx>

perl Makefile.PL

nmake

nmake test

nmake install

Listing 9.2 — Install Perl DBI module from source on Windows

Note:

For more information about the Perl DBI API, visit http://search.cpan.org/~timb/DBI/DBl.pm

3. Install an IBM DB2 data server client

After installing all the above software, you will be able to install the Perl DB2 driver
DBD::DB2. This is discussed in the next sections.

9.2.1 Perl adapters and drivers

At the time of writing, the latest release of the DBD::DB2 driver module is 1.78. For more
information about the DBD::DB2 driver, visit http://www.ibm.com/db2/perl/ and
http://search.cpan.org/~ibmtordb?2/.

If you are using ActivePerl distribution on Windows and have the internet connection, you
can install the DBD::DB2 module through ActivePerl’s Perl Package Manager by issuing
the following command:

For Perl version 5.8:
ppm install http://theoryx5.uwinnipeg.ca/ppms/DBD-DB2.ppd
For Perl Version 5.10:
ppm install http://cpan.uwinnipeg.ca/PPMPackages/10xx/DBD-DB2.ppd

Alternatively you can build and install the driver from source. You will need a C compiler.
Download the latest release of DBD::DB2 module source from
http://www.cpan.org/authors/id/l/IB/IBMTORDB2 and follow the instructions in Listing 9.3
(for Linux/UNIX) and Listing 9.4 (for Windows).

| # the source is DBD-DB2-<x.xx>.tar.gz, where X.xx means version.
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zcat DBD-DB2-<x.xx>.tar.gz|tar xvf —

cd DBD-DB2-<x.xx>

export DB2_HOME=/home/db2instl/sqllib #for example
perl Makefile.PL

make

make test

make install

Listing 9.3 — Install the DBD::DB2 driver from source in Linux/UNIX

#unpack/unzip the source Ffile DBD-DB2-<x.xx>.tar.gz using winzip
cd DBD-DB2-<x.xx>

perl Makefile._PL

nmake

nmake test

nmake install

Listing 9.4 — Install the DBD::DB2 driver from source in Windows

9.3 Developing Perl DB2 applications

In this section you will learn how to develop a Perl application that will access DB2 data by
calling the Perl DBI API.

9.3.1 Connecting to a DB2 database

First, enable Perl to load the Perl DBI module that provides the standard DBI APIs used to
access a database. This can be done using this line in your application:

use DBI;

Then, connect to the DB2 database by calling the DBI->connect method of the DBI
package using this syntax:

$dbhandle = DBI->connect($data_source, $userlD, $password, \%attr);

Table 9.1 explains some of the parameters of the DBI->connect method.
Name Description

A database connection string with the format of

$data_source . A - .
“dbi:DB2:dbalias”,where dbal ias represents one of the following:

1) A DB2 Database alias cataloged in your DB2 client, or

2) A connection string that includes the database name, host name, port
number, protocol, user ID, and password in the format of
“DATABASE=database; HOSTNAME=hostname; PORT=port;
PROTOCOL=TCPIP; UlD=username; PWD=password;”. This format
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can be used for connecting to a remote database via TCPIP directly
without first cataloging it on the client

The user ID used to connect to the database, it's optional if username

$userlID _ o _ _
is specified in $data_source connection string

$password The password for the user ID to connect to the database. it's optional if
password is specified in $data_source connection string

\Yattr Optional, a reference to the list of database connection attributes

Table 9.1 - Parameters for the DBI->connect method

The DBI->connect method will automatically load the DBD::DB2 module if it was not
loaded earlier, and return a database handle if the connection succeeds. The database
handle will be used for all future function calls made on the DB connection.

For example, to connect to the SAMPLE database, make the connection as shown in Listing
9.5:

Use DBI;

my $dbhandle = DBIl->connect("dbi:DB2:sample™, "db2admin', 'password”,
{AutoCommit=>0});

Listing 9.5 - Connect to SAMPLE database cataloged on the client

In the above listing, the database user ID is db2admin, the password is password and the
AutoCommit connection attribute is set off, which means it is turned off. This means you
can explicitly issue a commit or rollback for a transaction for this connection. By default
AutoCommit is on. After successful execution, the DBI->connect returns a database
handle in the variable $dbhandle.

If the SAMPLE database is a remote database on a machine host2 where the instance is
listening to port 50000 and it has not been cataloged in your client, you can make a
connection to it via TCP/IP directly as shown in Listing 9.6

use DBI;

my $dbhandle = DBI->connect(''dbi:DB2:DATABASE=sample; HOSTNAME=host2;
PORT=50000; PROTOCOL=TCPIP;UID=db2admin;PWD=password", {AutoCommit=>0});

Listing 9.6 - Connect to the remote SAMPLE database via TCP/IP directly

9.3.2 Retrieving data

After connecting to the database, you can issue SELECT SQL statements to retrieve data
from the database.

If the SELECT statement is not known at the time the application is written, refer to section
9.3.4 on how to run a SQL that contains variable inputs or parameter markers.

If the SELECT statement is known, follow the steps below:

1. Connect to the database by calling the DBI->connect method.
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2. Prepare a SELECT SQL statement by calling the database handle’'s prepare
method, which returns a statement handle if the SQL is successfully prepared.

For example, you can call the prepare method with an SELECT statement passed in
as a string argument as follows:

$sthandle = $dbhandle->prepare(
"SELECT firstnme, lastname
FROM employee WHERE workdept="A00"" );
Where:

$dbhandle is the database handle returned from step 1 and $dbhandle->prepare
returns a statement handle in the variable $sthandle if the statement is successfully
prepared.

3. Execute the prepared SELECT statement by calling the execute method using the
statement handle. After a successful execution of the SQL, the statement handle will
be associated with the result set.

For example, you can execute the statement prepared in the previous step by using
the following Perl statement:

$rc = $sthandle->execute();

4. Fetch rows from the result set associated with the statement handle by calling
fetchrow_array()method on the statement handle, which returns a row as an
array with one value for each column.

For example, you can fetch the rows from the above statement handle $sthandle as
shown in Listing 9.7:

while (($firstnme, $lastname) = $sthandle->Fetchrow_array()) {
print "$firstnme $lastname\n";

3

Listing 9.7 — Fetch rows from the result set

Note:

In addition to fetchrow_array, the statement handle also provides many other data
fetching methods, such as fetchrow_arrayref, fetchrow hashref,
fetchall_arrayref, fetchall _hashref, to support flexible ways of fetching rows
from a result set. For more information about these functions, refer to
http://search.cpan.org/~timb/DBI/DBI.pm.

The above code snippets are part of the script select.pl included in the
Exercise_Files _DB2_Application_Development.zip file accompanying the book.
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You can test the code by modifying the user ID and password in the script appropriately
and run it as:

perl select.pl
The result of executing this script is illustrated as in Figure 9.2:

B DB2 CLP JEI&

G:*bhooksdbZapp~samples “ChapterZ22 perl k-,:e lect.pl
The gquery will return 2 fields.

Field names:FIRSTNHME LASTHAME
CHRISTINE HAAS

UINCENZO LUCCHESSI

SEAN 0O CONMELL

DIAN HEMMIMGER

GREG ORLANDO

C:“hooksdbZ2appssamples “Chapter22 >

Figure 9.2 - Executing select.pl

9.3.3 Inserting, updating, and deleting data

To issue INSERT/UPDATE/DELETE SQL statements that are known at the time the
application is written, you can call the database handle’s do() method. Otherwise, to run
SQL statements that contain variable inputs or parameter markers refer to section 9.3.4.

The syntax for the do() method is as follows:
$cnt = $dbh->do($statement);
Table 9.2 describe the parameters of the do() method in more detail.

Name Description

$statement A statement string

$cnt The number of rows affected by the SQL statement or undef on error. A
return value of -1 means the number of rows is not known, not
applicable, or not available.

Table 9.2 - Parameters for the do() method of the database handle

Listing 9.8 provides several examples that illustrate how to use the do method to issue
INSERT/UPDATE/DELETE statements and also run CREATE/DROP TABLE DDLs.

(1) $cnt = $dbhandle->do (“CREATE TABLE product(product_id CHAR(6),
name CHAR(30))'");

$dbhandle->do ("INSERT INTO product VALUES
(000001~ , "computer™), (000002 ,~TV’)")

(2) $cnt
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(3) print "Returns for insert: $cnt \n";

(4) $cnt = $dbhandle->do (""UPDATE product SET name = "notebook®
WHERE product_id="000001""");

(5) print "Returns for update: $cnt \n";

(6) $cnt = $dbhandle->do ('DELETE FROM product WHERE

product_id="000003""");
(7) print "Returns for delete: $cnt \n";
(8) $cnt = $dbhandle->do ('DROP TABLE product'™);

Listing 9.8 — execute INSERT/UPDATE/DELETE statements

Items in Listing 9.8 are explained as follows:

(1) Call the method $dbhandle->do to create the table product

(2) Call the method $dbhandle->do to insert rows into the product table
(3) Print the number of rows inserted

(4) Call the method $dbhandle->do to update some rows in the table

(5) Print the number of rows updated

(6) Delete some rows from the table

(7) Print the number of rows deleted

(8) Drop the table.

The above code snippets are part of the script ins_upd_del _pl included in the exercise
files accompanying the book. You can test the code by modifying the user ID and
password in the script appropriately and run it as follows:

perl ins_upd_del._pl

The result of executing the script ins_upd_del .pl is illustrated as in Figure 9.3:

B DB2 CLP I —[ol x|

C:=“~hooks~db2appssamples “Chapter22>perl inz_upd del.pl
Returns for insert: 2
Returns for update: 1
Returns for delete: 1

C:“bhooks~dbZappssamples “Chapter22>_

Figure 9.3 Executing ins_upd_del.pl
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9.3.4 Executing a SQL statement with parameter markers

In this section, you will learn how to issue an SQL statement that includes parameter
markers or variable inputs. A parameter marker in an SQL statement, is represented by the
guestion mark (?) character or a colon followed by a name (:name).

To run a SQL statement with parameter markers, you can follow these steps:

1.
2.

Connect to the database by calling the DBI->connect method

Prepare the statement by calling the prepare method on the database handle, which

returns a statement handle if prepare is successful. For example, you can prepare a
SELECT statement containing a parameter marker as follows:

$sthandle = $dbhandle->prepare( "SELECT empno, lastname, job, salary
FROM employee WHERE workdept = ?% );

The SELECT statement above contains a parameter marker "?" in the predicate
"workdept = ?", where the parameter marker "?" represents a variable input for a
department number that is not known until the SQL is run. If the SQL statement is
successfully prepared, the prepare method returns a statement handle and assigns it
to the variable $sthandle.

Call bind_param method on the statement handle to bind parameters to local Perl
variables.

The syntax of bind_param method is:
$sth->bind_param($p_num, $bind_value, \%attr)
Table 9.3 provides a description of the parameters of bind_param.
Name Description

Specifies the 1-indexed position of the parameter in the SQL

$p_num e
containing the parameter markers.

A Perl variable or value to be bound to the parameter specified by

$bind_value
parameter-number

\Yattr Opt;onal: it can be used to indicate the parameter’s type, precision,
scale.

Table 9.3 - Parameters for the bind_param method of the statement handle

For example, you can call bind_param to bind the value "A00" to the parameter in
the prepared SELECT statement shown earlier as follows:

$sthandle->bind_param(1,'A00");

After a successful execution, the value "A00" will be bound to the parameter marker
(?) in the SQL’s predicate "workdept = ?".
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4. Call execute method on the statement handle to execute this statement. If it's a
SELECT statement or a CALL to a stored procedure returning result sets (calling
stored procedures will be discussed further in later sections), the statement handle will
be associated with the result set after a successful call to the execute method. You
can then use fetch functions, such as fetchrow_array(), to retrieve rows from the
result set as discussed in the previous section 9.3.2.

For example, you can execute the above SELECT statement as follows:

$sthandle->execute();

After successful execution of the SQL statement, a result set is associated with the
statement, you can then begin fetching rows from the result set.

The above code snippets are part of the script param.pl included as part of the exercise
files accompanying the book. In addition to SELECT statement, the script also contains an
example of executing an UPDATE statement with parameter markers. If you want to test the
code snippets, you can modify the user ID and password in the script appropriately and run

it as:

perl param.pl

The result of executing the script param.pl is illustrated in Figure 9.4:

(@ DB2 CLP

C:~books~dbZapp zamplesz~ChapterZ2>perl param.pl

: . Last
: . Last

Last
: . Last
: . Last

Name :
Name :
Name :
Name :
Name :

HAAS,. Job: PRES. Salary: 2304262.48
LUCCHESSI. Job: SALESREFP. Salary: 1883164.72
0’ CONNELL,. Jobh: CLERK. Salary: 430026.80
HEMMINGER. Joh: SALESREP. Salary: 7814668.%6
ORLANDO, Job: CLERK. Salary: 3427160.93

alary increase

Last
Last
Last
Last
Last

Name :
Name :
Name :
Name :
Name :

HAAS,. Job: PRES. Salary: 2304262.48
LUCCHESSI. Job: SALESREFP. Salary: 1883164.72
0’ CONNELL,. Jobh: CLERK. Salary: 451527.30
HEMMINGER. Joh: SALESREP. Salary: 7814668.%6
ORLANDO, Job: CLERK. Salary: 359846.47

C:~books~dbZapp zamplesz~ChapteprZ2>

_gx

Figure 9.4 - Executing param.pl

9.3.5 Calling a stored procedure

In order to call a DB2 stored procedure from a Perl application, you need to perform the

following steps:

1. Connect to the database by calling the DBI->connect method.

2. Prepare the CALL stored procedure statement by calling the prepare method on the

database handle, which returns a statement handle if prepare is successful.
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For example, let's say you want to call the SQL procedure sp_get_employees
shown in Listing 9.9.

CREATE PROCEDURE sp_get _employees (IN dept_no CHAR(3), OUT dept_name
VARCHAR(36))

DYNAMIC RESULT SETS 1
BEGIN
DECLARE emp_cursor CURSOR WITH RETURN TO CLIENT FOR
SELECT firstnme, lastname FROM employee WHERE workdept=dept_no;
OPEN emp_cursor;
SELECT deptname INTO dept_name FROM department WHERE deptno=dept_no;
END @

Listing 9.9 —sp_get_employees.db2

sp_get_employees has two parameters, the input parameter dept _no and the
output parameter dept_name. It also returns one result set to the client which is
defined in the cursor emp_cursor.

You can prepare the CALL statement as follows:
$sthandle = $dbhandle->prepare( "CALL sp_get_employees(?,?)" );

The two parameters are represented as the parameter markers "?" in the CALL
statement. After a successful prepare, the statement handle is returned in the variable
$sthandle.

3. Call bind_param or bind_param_inout method on the statement handle to bind
parameters to local Perl variables or values. bind_param can be used for binding IN
parameters only, while bind_param_inout is used for binding IN/INOUT/OUT
parameters.

Refer to the previous section for the syntax of bind_param. The syntax of
bind_param_inout method is:

$rv = $sth->bind_param_inout($p_num, \$bind_value, $max_len, \%attr)

Table 9.4 provides details about the parameters of bind_param_inout

Name Description

Specifies the 1-indexed position of the parameter in the CALL

$p_num
statement.

A Perl variable or value to be bound to the parameter specified by
$p_num. If it's OUT/INOUT parameter, a variable is used, otherwise

it can be a variable or a value.

$bind_value

Specifies the minimum amount of memory to allocate to

$max_len -
$bind_value.
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\Yattr Opt;onal: it can be used to indicate the parameter’s type, precision,
scale.

Table 9.4 - Parameters for the bind_param_inout method of the statement handle

For example, given the prepared CALL statement in step 2, you can call
bind_param to bind the value "A0Q" to the first input parameter of the procedure and
call bind_param_inout to bind the variable $deptname to the second output
parameter as in Listing 9.10 below:

$sthandle->bind_param(1,"A00™);

$sthandle->bind_param_inout (2, \$deptname, 36,
{"TYPE"=>SQL_VARCHAR}) ;

Listing 9.10 — bind the parameters

4. Call the execute method on the statement handle to execute this CALL statement. If
the SQL procedure is to return one or more result sets, a successful call to execute

will associate the result sets with the statement handle. You can then use fetch
functions, such as fetchrow_array() to retrieve rows from the result set as

discussed in the previous section 9.3.2. If there are multiple result sets, you can use
db2_more_results method of the statement handle, for example $sth-

>{db2_more_results}, to move to the next result set.
To execute the CALL statement prepared in previous steps, issue:
$sthandle->execute();

After successful execution of the CALL statement, a result set is associated with the
statement. You can then begin fetching rows from the result set.

The above code snippets are part of the script sp.pl included with the exercise files
accompanying this book. If you want to test the code snippets, you need to run the
following commands to first create the SQL procedure sp_get lastname as defined in
the db2 script sp_get_employees.db2 accompanying the book:

db2 connect to sample
db2 -td@ -f sp_get_employees.db2
db2 terminate

You should also modify the user ID and password in the sp.pl script appropriately and
then run it as:

perl sp.pl

The result of executing the script sp.pl is illustrated in Figure 9.5.
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@& DB2 CLP i =

C:~hooks“dbZapp*samples“Chapter22>dh2 —-td® —f sp_get_employees.dh2
DBZBWAAAI The S4QL command completed successfully.

C:~hooks“dbZappssamples“\ChapterZ2»perl sp.pl
Stored procedure returned department name: SPIFFY COMPUTER SERUVICE DIU.

: CHRISTINE. Last Wame iz : HAAS

: UINCENZO, Last Mame iz : LUCCHESSI]
: SEAN,. Last Mame iz : 0 CONMELL

: DIAN,. Last Mame iz : HEMMINGER

: GREG,. Last Mame iz : ORLANDO

"N

Mame
Mame
Mame
Mame
Mame

SN

"N

=
WMo

"N

C:~hooks“dbhZapp samples“Chapter22>

Figure 9.5 - Executing sp.pl

9.4 Exercises
Exercise #1

In this exercise, you will setup a Perl DB2 environment on a SUSE Linux Enterprise Server
10 SP1, assuming a valid DB2 V9.7 product has been installed first. Please note that you
have to be the root user to perform the setup. The setup procedure is similar if you are

using other operating systems.
1. Install Perl 5.8 or later.

Perl 5.8.8 comes with the standard installation of SUSE Linux Enterprise Server 10
SP1, so it's not required to install the Perl language environment separately in this
exercise.

You can run the following command in the shell to check the version of your Perl
language:
perl —v
If your version of Perl is lower than 5.8, follow section 9.2 on how to install Perl
language on your platform.

2. Install the Perl DBI module

= Download the latest Perl DBI source file from http://search.cpan.org/~timb/DBI/

At the time of this writing, the latest version of DBI source is DBI-1_.611_tar.gz

= Login to the Linux server as the root user and perform the following commands in
the directory where the source file DB1-1.611.tar .gz is located:
tar xvfz DBI-1.611.tar.gz

cd DBI-1.611
perl Makefile.PL
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3.

make
make test
make install

Install DBD::DB2 module

= Download the latest DBD::DB2 source file from
http://www.ibm.com/software/data/db2/perl/

At the time of this writing, the latest version of DBD::DB2 source is DBD-DB2-
1.78.tar.gz

* As root, perform the following commands:

export DB2_HOME=/home/db2instl/sqllib
perl Makefile.PL

make

make test

make install

Note:

/home/db2instl is the home directory of the DB2 instance owner user and
/home/db2instl/sqllib is where the instance binary files are located. This assumes
the instance owner has been set to db2inst1.

Exercise #2

In this exercise, you will practice writing a small script to access data from the SAMPLE
database.

1.

Log on to the server as the instance owner (for example db2instl or db2admin on
Windows).

If the SAMPLE database has not been created earlier, run the following command from
a DB2 command window or Linux shell to create it.

db2sampl
Write a Perl script to print out all the employees who are working in the department of

“SOFTWARE SUPPORT". At the same time increase the salary by 5% for each
employee who was hired before '1996-01-01" in this department.

If you have problems creating this script, the solution is provided in the script
perl_ex1.pl accompanying the book. You can modify the user ID and password in
the script appropriately and test it out as follows:

perl perl_exl.pl
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9.5 Summary

In this chapter, you have learned how to set up a Perl environment to work with DB2, and
how to execute SQL statements and call stored procedures from Perl applications by
calling the standard Perl DBI interface.

9.6 Review questions
1. Which API can a Perl application use to access a DB2 database?
2. What's the relationship between the Perl DBI and the database DBD drivers?

3.  Which of the following is the standard database interface for a Perl script to access a
DB2 database?

A. CLI
B. Embedded Perl
C. Perl DBI
D. JDBC
E. None of the above
4.  Which of the following are the steps you can use to execute a SQL with parameter
marker?
A. prepare, bind_param, execute
B. prepare, bind_variable, do
C. prepare, bind_param, do
D. prepare, do, fetchrow_array
E. None of the above

5. Which of the following functions can be used to execute a SQL directly without first
preparing it?

A. exec_immediate
execute
do

execute_imm

mo o

None of the above



Chapter 10 —Application development with
Python

Python is a platform independent interpreted programming language which is free and
available on many operating systems including Windows, Linux, UNIX and Mac OS X.

Python is an open source language environment managed by the Python Software
Foundation (http://www.python.org/). Python’s object-oriented features, and flexible data
typing, together with its extensive standard libraries, makes it a popular language for rapid
application development, including database applications.

In this chapter you will learn about:
= Setting up the Python environment to work with DB2
= Connecting to a DB2 database from a Python application

= Developing Python applications to access DB2 data

Note:

If you are new to the Python programming language, review the free eBook Getting Started
with Python which is part of this book series.

This chapter assumes you have created the SAMPLE database included with DB2. If you
haven't, create it using the command db2sampl.

10.1 Python - DB2 applications: The big picture

Python applications access DB2 data servers through Python DB2 APIs and their
drivers/adapters. Depending on the database API you want to work with, there are different
types of drivers/adapters you can choose from. The high level view of these APIs and their
drivers/adapters is illustrated in the Figure 10.1.
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Figure 10.1- High level view of Python DB2 APIs and drivers/adapters to access DB2

As shown in Figure 10.1, there are four different types of database APIs and their
drivers/adapers you can choose in a Python application to access a DB2 data server. The
APIs and their drivers/adapters are explained in the next sections.

10.1.1 IBM defined APl and ibm_db driver

This is a set of proprietary Python database APIs defined by IBM. The ibm_db driver is an
implementation of the API. Through this API, you can not only issue SQL statements, call
stored procedures, and use pureXML, but also access DB2 metadata information in a
Python application.

The ibm_db driver is implemented as a Python module C extension to DB2’'s native
CLI/ODBC interface; therefore, it can provide maximum performance and most advanced
features. In later sections, we discuss about this driver in more detail.

Note:
The ibm_db API specification can be found at http://code.google.com/p/ibm-db/wiki/APls

10.1.2 Python Database APl and ibm_db_dbi driver

Python Database API is a set of open standard database APIs defined for a Python
application. The ibm_db_dbi driver is simply a Python coded wrapper built upon the
ibm_db driver to provide database APIs conforming to the standard Python Database API
Specification, and similarly to ibm_db driver it enables you to issue SQL statements and
call stored procedures through these standard APIls. Because this API conforms to the
standard specification, it does not offer some of the advanced features that the ibm_db API
supports. However, if you have an application written with a driver that supports Python
Database API Specification, you can easily switch to ibm_db_dbi.

At the time of this writing, Python Database API Specification v2.0 is supported by
ibm_db_dbi driver.

Note:
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The Python Database API is a standard specification for the implementation of a Python
interface to a database management system. You can find details about Python Database
API Specification at the_http://www.python.org/dev/peps/pep-0249/.

10.1.3 SQLAIchemy and ibm_db_sa adapter

SQLAIchemy is an open source Python SQL toolkit and Object Relational Mapper that
gives application developers the full power and flexibility of SQL. The core of SQLAIchemy
is called "SQL expression language" which allows users to access a database via Python
functions and expressions using function-based query construction, instead of using
normal SQL statements. The ibm_db_sa adapter is a Python coded DB2 adapter built
upon the ibm_db_dbi driver and provides the support for SQLAlIchemy APIs.

At the time of writing, SQLAIchemy 0.4 specification APls are supported by the ibm_db_sa
adapter.

Note:

You can find more information about SQLAIchemy, including the API reference at
http://www.sglalchemy.org/

10.1.4 Django framework and ibm_db_django adapter

Django is a popular open source Python web framework for rapid application development.
Similar to SQLAIchemy, Django framework APIls enables you to access database via
Python functions and expressions rather than using normal SQL statements. The
ibm_db_django adapter is a Python coded DB2 adapter built upon the ibm_db_dbi driver
and provides the support for the Django framework APIs.

At the time of this writing, Django 1.2 specification APIs are supported.
Note:

You can find more information about Django framework, including API reference at
http://www.djangoproject.com/.

10.2 Setting up the environment
To set up the Python environment to work with DB2, follow these steps:
1. Install Python 2.5 or greater.

You can install Python using one of the following options:

= |nstall it using ActivePython binary distribution.

ActivePython is a free Python binary distribution provided by ActiveState Software
and is available on most operating systems. You can download it from the website
http://www.activestate.com/activepython/downloads/ and install Python by running
the Windows Installer on Windows or instal l .sh on Linux/UNIX.
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= On Windows, you can alternatively download the free Python Windows Installer
from http://www.python.org/download/ and install it by running the Windows
Installer.

= Of course, for all the operating systems, you can alternatively build from the source
which can be freely downloaded from http://www.python.org/download/.

For example, to build and install Python 2.5.4 on Linux from the source, you can
download the source Python-2.5.4.tgz and unpack it with "tar -zxvf
Python-2.5.4_tgz", then change to the Python-2.5.4 directory and run the
"_/configure"”, "make", "make install' commands to compile and install

Python.
You can verify the Python version by running:

python -V

2. Install setuptools

setuptools is a free program to download, build, install, upgrade, and uninstall
Python packages. It can be downloaded from http://pypi.python.org/pypi/setuptools/
and you can install it following the instructions from this site. You may need it later to
install some of the Python DB2 drivers.

3. Install an IBM DB2 data server client

After installing the above software, you will be able to install the Python DB2 adapters and
drivers.

10.2.1 Python adapters & drivers

All Python-DB2 adapters and drivers can be freely downloaded from
http://code.google.com/p/ibm-db/downloads/list. Alternatively the ibm_db/ibm_db_dbi
drivers and source are also available at http://pypi.python.org/pypi/ibm_db.

As discussed in previous section, you can decide which drivers or adapters to install based
on the database APIs you want to use. For example, if you want to issue raw SQL
statements through either the IBM defined API or Python Database API, you can just install
the ibm_db and ibm_db_dbi drivers. If you want to use SQLAIchemy or the Django
framework, you will have to install not only the ibm_db_sa or ibm_db_django adapter, but
also the ibm_db/ibm_db_dbi driver which these adapters are built upon.

The install procedures for each driver or adapter are explained in the next sections.
10.2.1.1 Installing the ibm_db and ibm_db_dbi drivers

The ibm_db and ibm_db_dbi drivers are bundled in one installation package known as
the ibm_db package. They should be installed together. At the time of writing, the latest

release of these drivers is 1.0.2, and they are supported on Linux and Windows.
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Follow this procedure to install and setup these two drivers:

1.

Install the ibm_db package

If you have internet access, issue the following command as shown in Figure 10.2
on Windows: easy_install ibm_db

& DB2COPY1_V97 _|ol x|

C:\books\deapp\instal1ation>;§sg_insta11 ibm_db

Searching for ibm-db

Reading http://pypi.python.org/simple/ibm_db/

Reading http://code.google.com/p/ibm-db/dounloads/list

Best match: ibm-db 1.0.2

Downloading http://ibm-db.googlecode.com/fFiles/ibm_db-1.0.2-py2.5-win32.eqgg
Processing ibm_db-1.0.2-py2.5-win32.eqg

creating c:\python25\lib\site-packages\ibm_db-1.0.2-py2.5-win32.egg
Extracting ibm_db-=1.0.2-py2.5-win32.eqg to c:\python25\lib\site-packages
Adding ibm-db 1.0.2 to easy-install.pth file

Installed c:\python25\1lib\site-packages\ibm_db=1.0.2-py2.5-win32.eqg
Processing dependencies for ibm-db
Finished processing dependencies for ibm-db

C:\books\dbZapp\installation>_

Figure 10.2- install ibm_db/ibm_db_dbi from the internet using easy_install

As shown in Figure 10.2, the easy_install command downloads the package from
the internet and installs the two drivers under the site-packages directory where
setuptools is installed. easy_install is a program provided by the setuptools
package that was installed earlier.

If you do not have internet access, download the appropriate Python egg file for
your platform from http://code.google.com/p/ibm-db/downloadsl/list, and issue the
following command:

easy_install <egg_file_name>
where <egg_file_name> includes the path to the egg file.

For example, you can install the drivers using the downloaded egg file ibm_db-
1.0.2-py2.5-win32.egg as shown in the Figure 10.3.
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B DB2COPY1_V97 ﬂﬁ

C:\books\db2app\installation>easy_install ibm_db-1.0.2-py2.5-win32.eqq
Processing ibm_db-1.0.2-py2.5-win32.egg

creating c:\python25\lib\site-packages\ibm_db-1.0.2-py2.5-win32.egg
Extracting ibm_db-1.0.2-py2.5-win32.eqq to c:\python25\lib\site-packages
Adding ibm-db 1.0.2 to easy-install.pth file

Installed c:\python25\lib\site-packages\ibm_db-1.0.2-py2.5-win32.eqgg
Processing dependencies for ibm-db==1.0.2
Finished processing dependencies for ibm-db==1.0.2

C:\books\db2app\installation>_

Figure 10.3 - install ibm_db/ibm_db_dbi from an egg file using easy_install

You can also build and install the driver from source code. Download the code
from http://pypi.python.org/pypi/ibom db/. The instructions are available in the
README file shipped with the driver source code. You will need a C compiler on
your platform in order to compile the C programs included in the source code.

2. Create an environment variable named PYTHONPATH, and specify the path to
where the ibm_db egg is installed. For example:

- On Windows:

PYTHONPATH=<setuptools_install_path>\site-
packages\<ibm_db-xx.egg>

- On Linux (BASH shell):

export PYTHONPATH=<setuptools_install_path>/site-
packages/<ibm_db-xx.egg>

3. From a command prompt, test your setup by typing python to get into the Python
interactive interpreter and entering code similar to Listing 10.1 to test a connection.

(1) import ibm_db
(2) ibm_db_conn = ibm_db.connect("SAMPLE", “db2admin®, “password®)
(3) import ibm_db_dbi
(4) conn = ibm_db_dbi.Connection(ibm_db_conn)
(5) conn._tables("SYSCAT", "%")
Listing 10.1 - Test the installation by connecting to a DB2 database

In Listing 10.1:
(1) Imports the 1bm_db module

(2) Makes a connection to the SAMPLE database using the function
ibm_db.connect, where "db2admin’ is the user id and "password" is the
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password. You should replace these values appropriately. We discuss more
about ibm_db.connect in later sections.

(3) Imports the 1bm_db_dbi module
(4) Calls the function ibm_db_dbi .Connection
(5) Lists all the tables with the schema SYSCAT

10.2.1.2 Installing the ibm_db_sa adapter

At the time of writing, the latest release 0.1.6 of ibm_db_sa adapter which supports
SQLAIchemy 0.4 is available on Linux and Windows.

Follow this procedure to install and setup the ibm_db_sa adapter:

1.

Install the 1bm_db_sa package

If you have internet access, issue the following command:
easy_install ibm _db _sa

This command will download the package from the internet and install the driver
under the site-packages directory. Note that since the adapter is dependent
upon the ibm_db/ibm_db dbi drivers and also the SQLAlchemy package,
easy_install will download and install them if they have not been installed

before.

For example, in Windows you can install the adapter from the internet as illustrated
in Figure 10.4.
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B3 DB2COPY1_V97 JEI&

C:\books\db2app\installation>easy_install ibm_db_sa

Searching for ibm-db-sa

Reading http://pypi.python.org/simple/ibm_db_sa/

Reading http://code.google.com/p/ibm-db/downloads/list

Best match: ibm-db-sa 0.1.6

Downloading http://ibm-db.googlecode.com/files/ibm_db_sa-0.1.6-py2.5.eqgg
Processing ibm_db_sa-0.1.6-py2.5.egg

creating c:\python25\1lib\site-packages\ibm_db_sa-0.1.6-py2.5.egg
Extracting ibm_db_sa-0.1.6-py2.5.eqg to c:\python25\lib\site-packages
Adding ibm-db-sa 0.1.6 to easy-install.pth file

Installed c:\python25\lib\site-packages\ibm_db_sa-0.1.6-pyz2.5.egg

Reading http://pypi.python.org/pypi/ibm_db/

Reading http://pypi.python.org/pypi/SALAlchemy/

Processing dependencies for ibm-db-sa

Searching for sqlalchemy>=0.4%

Best match: S0LAlchemy 0.6.0

Downloading http://pypi.python.org/packages/source/S/SALAlchemy/SALAlchemy-0.6.0)
8109

Processing SALAlchemy-0.6.0.tar.gz

Running SQLAlchemy-0.6.0\setup.py -q bdist_eqg --dist-dir c:\temp\easy_install-h|
rs

warning: no files found matching "Makefile' under directory ‘doc’

no previously-included directories found matching ‘doc\build\output’

zip_safe flag not set; analyzing archive contents...
sqlalchemy.dialects.mysql.base: module MAY be using inspect.stack
sqlalchemy.test.orm: module MAY be using inspect.getframeinfo
sqlalchemy.test.orm: module MAY be using inspect.stack

Adding sqlalchemy 0.6.0 to easy-install.pth file

Installed c:\python25\lib\site-packages\sqlalchemy-0.6.0-py2.5.e9g
Finished processing dependencies for ibm-db-sa

C:\books\db2app\installation>

Figure 10.4 - Install ibm_db_sa from the internet using easy_install

As shown in Figure 10.4, the easy_install command downloads the ibm_db_sa
package and all the prerequisite packages such as ibm_db/ibm_db_dbi and
SQLAIchemy from the internet if they were not installed before and installs them
under the site-packages directory where setuptools is installed.

If you do not have internet access, download the Python egg file from
http://code.googdle.com/p/ibm-db/downloads/list, and issue the following command:

easy_install <egg file name>

where <egg_file_name> includes the path to the egg file.
For example:

easy_install ibm db _sa-0.1.6-py2.5.egg

Note that you should first install the dependent ibm-db and SQLAchemy package
before you install ibm_db_sa package if you don't have internet access.
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From the command prompt, test your setup by typing python to launch the Python
interpreter and entering code similar to Listing 10.2 to test a DB2 connection.

(1) import sglalchemy
from sglalchemy import *

(2) db2 = sqlalchemy.create_engine("ibm_db_sa://db2admin:password
@localhost:50000/SAMPLE")

(3) metadata = MetaData()

(4) users = Table("users®, metadata,
Column(“user_id", Integer, primary_key = True),
Column(“user_name®, String(16), nullable = False),
Column("email_address®, String(60), key="email"),
Column("password®, String(20), nullable = False)

)
(5) metadata.bind = db2

(6) metadata.create_all()

Listing 10.2 - Test the installation by connecting to a DB2 database
In Listing 10.2:
(1) Imports the sqlalchemy package

(2) Creates a db2 database Engine object, where "SAMPLE" is the SAMPLE database
you are connecting to, "db2admin™ is the user id, "password" is the password,
and "localhost:50000" is the local instance listening at port 50000. You should
replace them with your own values appropriately.

(3) Creates a MetaData object metadata
(4) Defines a table named USERS
(5) Binds the metadata object to db2 engine

(6) Issues CREATE statements for all tables

10.2.1.3 Installing ibm_db_django adapter

At the time of writing, the latest release 0.2.1 of the ibm_db_django adapter which supports
Django 1.2, is available on Linux and Windows.

The procedure to install and setup the ibm_db_django adapter is as follows:

1.

Install the Django framework

Since the adapter ibm_db_django is dependent upon the Django framework
package, you have to install the Django framework before installing the
ibm_db_django adapter.

Install Django following the instructions from the Django Web site at
http://docs.djangoproject.com/en/dev/topics/install/#installing-an-official-release
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If you are using Django 1.0.2, you also need to apply a patch in Django in order to
remove non-standard SQL generation issuse. For versions greater than 1.0.2 no
patch is required. The details about the patch is located at
http://code.djangoproject.com/ticket/9862

Extract creation.py file from the patch zip file at
http://code.djangoproject.com/changeset/9703?format=zip&new=9703

Copy this creation.py to the Django installation directory at site-
packages/django/db/backends/

2. Install the ibm_db/ibm_db_dbi drivers 0.7.2.5 or higher if they have not been
installed. For details, refer to the previous section "Installing the ibm_db and
ibm_db_dbi drivers".

3. Install the ibm_db_django package

Download the ibm_db_django source code ibm_db_django-x.x.x.tar.gz
from http://code.google.com/p/ibm-db/downloads/list, where x.x.x refers to the
version of the driver.

Uncompress the gz file ibm_db_django-x.x.x.tar.gz
Issue the following command to install:

cd ibm_db_django

python setup.py install

4. Verify the installation of the ibm_db_django adapter by testing the connection to
DB2

Create a new Django project by executing:
django-admin.py startproject myproj

Go to the newly created directory, and edit the settings.py file as illustrated in

Listing 10.3.
(1) DATABASE_ENGINE = "ibm_db_django"
(2) DATABASE_NAME = "SAMPLE"
(3) DATABASE_USER = "db2admin®
(4) DATABASE_PASSWORD = "password”

Listing 10.3 - settings.py
where:

(1) "ibm_db_django’ means you want to access a DB2 database server. This is a
new format starting with django adapter version 0.1.2. For earlier django
adapter versions, use DATABASE_ENGINE = *db2" instead.

(2) "sAvMPLE" refers to the SAMPLE database.
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(3) "db2admin is the user ID, you can replace it with your own.
(4) "password" is the password, you can replace it with your own.
Run the test suite as:
python manage.py test
Note:

The open source project home for all the above four Python DB2 drivers can be found at
the_http://code.google.com/p/ibm-db/.

10.3 Developing Python DB2 applications

For simplicity purposes, this section focuses only on the ibm_db driver, which provides the
maximum performance and most advanced features support for accessing DB2 data
servers. For all other drivers or adapters, refer to their API specifications.

10.3.1 Connecting to a DB2 database

You must first include the following line in your Python script to import the ibm_db driver
module:

import ibm_db

Then, connect to a DB2 database by calling the function ibm_db.connect with the
following syntax:

I1BM_DBConnection ibm_db.connect (string dsn, string user, string
password[, array options])

Table 10.1 explains the parameters of ibm_db.connect.

Name Description

dsn Database connection string in the format of "DATABASE=database;
HOSTNAME=hostname; PORT=port; PROTOCOL=TCPIP;

UlD=username; PWD=password;"

user The username used to connect to the database; specify an empty string
" if username is specified in the dsn string

password The password for the username connecting to the database; specify an
empty string " if password is specified in the dsn string

options Optional: A dictionary of connection options that affect the behavior of
the connection.

Table 10.1 - Parameters for function ibm_db.connect
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For example, if SAMPLE is a database alias cataloged locally in your client, you can make a
connection to it as shown in Listing 10.4:

import ibm_db
conn = ibm_db.connect(*'SAMPLE","'db2admin’,''password’)

Listing 10.4 — Connect to the locally cataloged SAMPLE database

If the SAMPLE database is a remote database on a machine host2 with the instance
listening at port 50000 and it has not been catalogued in your client, you can make a
connection to it via TCP/IP directly as shown in Listing 10.5

import ibm_db
conn = ibm_db.connect(*'DATABASE=SAMPLE; HOSTNAME host2; PORT=50000;
PROTOCOL=TCPIP; UlD=db2admin; PWD=password;", "', '"")

Listing 10.5 — Connect to the remote SAMPLE database via TCP/IP directly

If the connection attempt is successful, the function ibm_db.connect returns an
ibm_db. IBM_DBConnection object, which will be used in the future to perform further
database operations specific to this connection, such as executing SQL statements to
retrieve, insert, update or delete data.

Note:

The ibm_db driver also supports the creation of persistent connections, which remain
active in the connection pool after being closed and allows subsequent connection request
to reuse an existing connection if they have an identical set of credentials. For detailed
information, check the API specification for function ibm_db.pconnect at
http://code.google.com/p/ibm-db/wiki/APIs

10.3.2 Retrieving data

If the SQL statement is not known at the time the application is written, refer to section
10.3.4 on how to run a SQL that contains variable inputs or parameter markers.

If the SQL statement is known, follow the steps below to select and fetch data:

1. Connect to the database with the ibm_db.connect function, which returns a database
connection object if connection is successful.

2. Execute the SQL SELECT statement directly by calling the function
ibm_db.exec_immediate, which returns a statement object that is associated with
the result set if the SQL statement executes successfully.

The syntax of function 1bm_db.exec_immediate is shown below:

IBM_DBStatement ibm_db.exec_immediate( 1BM_DBConnection connection,
string statement [, array options] )

Table 10.2 explains the different parameters of ibm_db.exec_immediate.
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Name Description

connection A valid database connection object as returned from
ibm_db.connect()

Statement | An SQL statement in string format. The statement cannot contain any
parameter markers, i.e the statement should be known at the time it is
written.

options Optional: A dictionary containing statement options. You can use this
parameter to request a scrollable cursor for database servers that
support this type of cursor. By default, a forward-only cursor is returned.

Table 10.2 - Parameters for function ibm_db.exec_immediate

For example, you can call ibm_db.exec_immediate function to run a SELECT
statement passed in as a string argument as shown below:

stmt = ibm_db.exec_immediate(conn, "SELECT firstnme, lastname FROM
employee fetch first 2 rows only*)

Where the function takes the connection object conn returned in step 1 as the first
function argument, and returns a statement object stmt which is associated with the
guery’s result set if the execution is successful.

3. Fetch rows from the result set by calling ibm_db.fetch_tuple(), which returns a tuple
representing the next or requested row in the result set. Each column value is indexed
by the 0-indexed column position in the tuple.

The syntax of function ibm_db.fetch_tuple is shown as follows:

array ibm_db.fetch_tuple(1BM_DBStatement stmt, [, int row_number])

Table 10.3 explains the different parameters of ibm_db.fetch_tuple

Name Description

Stmt A valid statement object containing a result set.

row_number Optional: 1-indexed row number for a specific row that you want to fetch
from the result set. Passing this parameter results in a warning if the
result set uses a forward-only cursor

Table 10.3 - Parameters for function ibm_db.fetch_tuple

The function returns False if there are no more rows left in the result set, or if the row
requested by row_number does not exist in the result set.

For example, you can fetch and print all the rows from the result set as shown in Listing
10.6.

(1) mytuple = ibm_db.fetch_tuple(stmt)
(2) while mytuple 1= False:
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3) print "First Name: %s, Last Name: %s"™ % (mytuple[0], mytuple[1l])
(4) mytuple = ibm_db.fetch_tuple(stmt)

Listing 10.6 — Fetch rows from the result set
Items in Listing 10.6 are explained as follows:

(1) The function ibm _db.fetch tuple returns each row from the result set as a
tuple and assigns it to the variable mytuple;

(2) Loop until the function returns Fal se if there are no rows left in the result set;

(3) Print each columns’ value from the returned row by using the 0-indexed column
position, such as mytuple[0], mytuple[1];
(4) Fetch the next row into the variable mytuple.

Note:

In addition to ibm_db.fetch_tuple, the ibm_db driver also provides 3 other data

fetching functions that support flexible ways of fetching result sets:
ibm_db.fetch_assoc, ibm_db.fetch both and ibm_db.fetch_row. For more

information review http://code.google.com/p/ibm-db/wiki/APIs.

If you would like to test all the above code snippets, edit the Python script select.py
included in the exercise files accompanying this book and replace the user ID and
password with your own. Then run the script as follows:

python select.py

The result of executing the above script is illustrated in Figure 10.5.

B pB2 CLP ﬂﬂ

C:\hnnks\dh2app\samples\chapter23)pythJR select.py
First Mame iz : CHRISTINE. Last Wame iz : HAAS
First Mame iz : MICHAEL. Last Mame iz : THOMPSON

C:“hookssdb2appsamplesschapter23>

Figure 10.5 Executing the script select.py
Note:

All the scripts used in this chapter are included in the directory samples/chapterl0 in
the zip file Exercise_Files DB2 Application_Development.zip that
accompanies this book.

To run the scripts, you may need to first create the SAMPLE database using the db2sampl

utility. Also replace the user name and password in the scripts with your own ones.
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10.3.3 Inserting, updating and deleting data

Similar to the SELECT statement, an INSERT, UPDATE or DELETE SQL statement that is

already known at the time the application is written can be executed directly by calling the
function 1bm_db.exec_immediate. For a SQL statement that contains variable inputs or

parameter markers, refer to section 10.3.4.

After successful execution of the SQL statements, you can use the ibm_db.num_rows
function to return the number of rows that the SQL statement affected.

Let's take a look at the example in Listing 10.7.

(1) stmt = ibm_db.exec_immediate(conn, "CREATE TABLE PRODUCT(product_id
char(6), name char(30))"')

(2) stmt = ibm_db.exec_immediate(conn, "Insert into PRODUCT values
(70000017, "computer®), (~0000027,"TV")"™)
(3) print "Returns for insert: ™, ibm_db.num_rows(stmt)

(4) stmt = ibm_db.exec_immediate (conn, "update PRODUCT set name =
"notebook” where product_id="000001""")

(5) print "Returns for update: ', ibm_db.num_rows(stmt)

(6) stmt = ibm_db.exec_immediate (conn, "delete from PRODUCT where
product_id="000003""")

(7) print "Returns for delete: ™, ibm_db.num_rows(stmt)
(8) stmt = ibm_db.exec_immediate (conn, "drop table PRODUCT')

Listing 10.7 - the script ins_upd_del.py

Items in Listing 10.7 are explained as follows:

(1) Calls the function ibm_db.exec_immediate to create the table PRODUCT

(2) Calls the function 1bm_db.exec_immediate to insert rows into the PRODUCT table
(3) Prints the number of rows that were inserted

(4) Updates some rows in the table

(5) Prints the number of rows that were updated

(6) Deletes some rows in the table

(7) Prints the number of rows deleted

(8) Drops the table.

The above code snippets are part of the script ins_upd_del .py included in the exercise
files accompanying the book. You can test the code by modifying the user ID and
password in the script appropriately and run it as:

python ins_upd_del.py

The result of executing the script is illustrated in Figure 10.6.
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B DB2 CLP - _[ol x|

C:~books~dbZapp zamplesz~chapterZ3>python inz_upd del.py
Returns for insert: 2
Heturns for uwupdate: 1
Returns for delete: @

C:~books~dbZapp zamplez~chapter3>

Figure 10.6 - Executing the script ins_upd_del.py

10.3.4 Execute a SQL statement with parameter markers

In previous two sections, you have learned how to use function
ibm_db.exec_immediate to execute SQL statements which is known at application

written time. Now let's examine how to run a SQL statement which might contain variable
inputs whose values are not known until at the run time.

The question mark (?) character will be used as the parameter marker for each variable
input in the SQL statement string. The procedure to prepare and execute such SQL
statements is explained below:

1. Connect to the database with the ibm_db.connect function, which returns a database
connection object if connection is successful.

2. Prepare the SQL string with the parameter markers using the ibm_db_prepare
function, which returns a 1BM_DBStatement statement object if the prepare attempt is
successful.

The syntax of function 1bm_db.prepare is:

I1BM_DBStatement ibm_db.prepare( 1BM_DBConnection connection, string
statement [, array options] )

Table 10.4 describes the parameters of the function 1bm_db_.prepare

Name Description

connection | A valid database connection object returned from ibm_db.connect()

Statement An SQL statement in string format, which may optionally contain
input/output parameter markers, whose values are not known until the
SQL is run.

options Optional: A dictionary containing statement options. You can use this
parameter to request a scrollable cursor for database servers that
support this type of cursor. By default, a forward-only cursor is returned.

Table 10.4 - Parameters of the function ibm_db.prepare
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The function returns a statement object if the SQL is successfully prepared, otherwise it
raises an exception.

For example, you can prepare a SELECT statement containing a parameter marker as
follows:

stmt = ibm_db.prepare(conn, "SELECT empno, lastname, job, salary FROM
employee WHERE workdept = ?')

As shown above, the connection object conn is passed in as the first function argument,
while the second argument is a SELECT string which contains a parameter marker in the
predicate "workdept = ?", where the parameter marker "?" represents a variable input for
a department number that is not known until the SQL is run. If the function
ibm_db._prepare successfully prepares the SQL statement, it returns a statement object
and assigns it to the variable stmt.

3. Bind input values to parameter markers in the SQL by calling the ibm_db.bind_param
function for each parameter marker.

The syntax of function 1bm_db.bind_paramis:

Py _True/Py_None ibm_db.bind_param(I1BM_DBStatement stmt, iInt
parameter-number, string variable [, int parameter-type [, int data-
type [, int precision [, int scale [, int size[]111111 )

Table 10.5 describes the parameters of function ibm_db.bind_param

Name Description

stmt A prepared statement returned from ibm_db.prepare()

Parameter- @ Specifies the 1-indexed position of the parameter in the prepared
number statement.

variable A Python variable to be bound to the parameter specified by parameter-
number

Parameter- @ Optional: The type of the parameter marker. It can be an input parameter
type (SQL_PARAM_INPUT), an output parameter (SQL_PARAM_OUTPUT),

or as a parameter that accepts input and returns output
(SQL_PARAM_INPUT_OUTPUT). To avoid memory overhead, you can
also specify PARAM_FILE to bind the Python variable to the name of a
file that contains large object (BLOB, CLOB, or DBCLOB) data. By
default, it's SQL_PARAM_INPUT.

data-type Optional: A constant specifying the SQL data type that the Python
variable should be bound as: one of SQL_BINARY, DB2_CHAR,
DB2 DOUBLE, or DB2_LONG

precision Optional: Specifies the precision that the variable should be bound to the
database.



354 Getting started with DB2 application development

scale Optional: Specifies the scale that the variable should be bound to the
database

size Optional: Specifies the size that should be retrieved from an INOUT/OUT
parameter

Table 10.5 - Parameters for function ibm_db.bind_param

The function returns True if the bindings are successful, otherwise it raise an exception if
failure.

For example, you can call ibm _db.bind param to bind the value "AOQ" to the
parameter marker in the SELECT statement prepared in step 2 as follows:

ibm_db.bind_param(stmt, 1, "A00™)

After successful execution, the value "A00" would be bound to the parameter marker (?) in
the SQL'’s predicate "workdept = ?".
4. Execute the SQL statement by calling ibm_db.execute()function.

The syntax of function 1bm_db.execute is as follows:

Py _True/Py_False ibm_db.execute(1BM_DBStatement stmt [, tuple
parameters])

Table 10.6 describes the parameters of 1bm_db.execute()

Name Description

stmt A prepared statement returned from ibm_db.prepare()

parameters @ Optional: A tuple of input parameters matching any parameter markers
contained in the prepared statement. It's optional if you have called the
function bind_param to bind the parameters.

Table 10.6 - Parameters for function ibm_db.execute

The function returns True if the SQL is executed successfully, otherwise it raises an
exception. If the SQL to run is a SELECT statement or a CALL to a stored procedure
(calling stored procedures will be discussed more in later sections) that returns one or
more result sets, the result sets will be associated with the statement object. You can then
use various fetch functions, such as ibm_db.fetch_tuple, to retrieve rows from the

result set as discussed in the previous section 10.3.4.

For example, you can execute the SELECT statement prepared in previous steps as
follows:

ibm_db.execute(stmt)

After successful execution of the SQL statement, a result set is associated with the
statement. You can then begin fetching rows from the result set.
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The above code snippets are part of the script param.py included in the exercise files
accompanying this book. In addition to SELECT statements, the script also contains an
example of executing an UPDATE statement with parameter markers. If you want to test the
code snippets, you can modify the user ID and password in the script appropriately and run
it as:

python param.py

The result of executing the script param. py is illustrated in Figure 10.7.

[ Select DB2 CLP s =

C:~hooks“dbZapp*sampleschapterZ3>python param.py
: AAAA1A,. Last Hame: HAAS,. Joh: PRES - Balary: 152758.3@
: BAA11@. Last Wame: LUCCHESSI,. Job: SALESREP. Salarvy: 66500.80
: BEA1288, Last Name: 0'CONNELL, Johb: CLERK -, Salary: 49258.0808
: 288018, Last Wame: HEMHMINGER. Johb: SALESREP. Salavy: 465680.80
: 208128, Last Hame: ORLANDO, Joh: CLERK -, Salary: 39258.088
after salary increase
: AAAA1A,. Last Hame: HAAS,. Joh: PRES » Salary: 154277.58
: BAA11@. Last Wame: LUCCHESSI,. Job: SALESREP. Salary: 67165.88
: BEA1288, Last Name: 0'CONNELL, Johb: CLERK -, Salary: 51712.58
: 288018, Last Wame: HEMHMINGER. Job: SALESREP. Salarvy: 46965.88
: 208128, Last Hame: ORLANDO, Joh: CLERK -, Salary: 41212.58

C:~hooks“dbhZapp samples“chapter2d>

Figure 10.7 - Executing the script param.py

10.3.5 Call a stored procedure
To call a stored procedure from a Python application, you can follow the steps below:

1. Create a database connection object by connecting to the database with the
ibm_db.connect function.

2. Invoke the stored procedure by calling the function ibm_db.cal Iproc, which returns a
tuple with the first item as the statement object and the rest of items as the modified
copy of the parameters. The statement object contains the result sets returned from a
stored procedure if there is any, while the OUT and INOUT parameters are replaced with

possibly new values, and the input parameters are left unchanged. If there is multiple
result sets, you can call ibm_db_next_result method by passing the original

statement resource as the first argument, for example stmtl =
ibm_db.next_result(stmt), to move to the next result set.

The syntax of ibm_db.callprocis:

tuple ibm_db.callproc ( IBM_DBConnection connection, string procname,
[,tuple parameters] )

Table 10.7 describes the parameters of ibm_db.callproc



356 Getting started with DB2 application development

Name Description

connection @A valid database connection object as returned from
ibm_db.connect()

procname The name of the stored procedure to call

parameters @ Optional: the tuple of parameters must contain one entry for each
parameter that the procedure expects. It's optional if the stored
procedure has no parameter.

Table 10.7 - Parameters for function ibm_db.callproc

Note:

At the time of writing, the function 1bm_db.cal Iproc is a new function to add support for

calling a stored procedure. You should use this function to call any store procedure. The
functions prepare/bind_param/execute can also be used to call a stored procedure
with IN parameters via the CALL statement.

For example, say you have a SQL procedure sp_get employees as defined in Listing
10.8.

CREATE PROCEDURE sp_get_employees (IN dept_no CHAR(3), OUT dept_name
VARCHAR(36))

DYNAMIC RESULT SETS 1
BEGIN
DECLARE emp_cursor CURSOR WITH RETURN TO CLIENT FOR SELECT firstnme,
lastname FROM employee WHERE workdept=dept_no;
OPEN emp_cursor;
SELECT deptname INTO dept_name FROM department WHERE deptno=dept_no;
END @

Listing 10.8 —sp_get_employees.db2

The above SQL procedure has two parameters, dept_no is the input parameter and
dept_name is the output parameter, and it is also to return one result set as defined in the
cursor emp_cursor to the client.

You can then call the stored procedure as illustrated in Listing 10.9.

deptno=~A00"
deptname=~"
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(€H) stmt, deptno,deptname=ibm_db.callproc( conn, "sp_get_employees",
(deptno, deptname))
) mytuple = ibm_db.fetch_tuple(stmt)
while mytuple = False:
print "First Name is : %s, Last Name is : %s" % (mytuple[0O],
mytuple[1]1)
mytuple = ibm_db.fetch_tuple(stmt)

Listing 10.9 — calling function ibm_db.callproc
Where:

(1) deptno is the Python variable containing the input value for the parameter dept_no of
the stored procedure, and deptname is the variable to contain the output value of the
parameter dept_name. After successful execution, the function returns a statement
object in the variable stmt, and the variable deptname is modified to have the value of
the output parameter while the input variable deptno is untouched. Since the SQL
procedure is also returning one result set, the statement object will contain the result set
returned from the SQL procedure.

(2) Fetch the rows from the result set associated with the statement object as you have
done in previous sections.

Above code snippets are part of the script sp.py accompanying the book. If you want to
test the code snippets, you need to run the following commands to first create the SQL
procedure sp_get_ lastname as defined in the db2 script sp_get employees.db2

accompanying the book:

db2 connect to sample
db2 -td@ -f sp_get_employees.db2
db2 terminate

You should also modify the user ID and password in the sp.py script appropriately and
run it as:

python sp.py

The result of executing the script sp. py is illustrated in Figure 10.8:
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B pB2 CLP ﬂﬂ

C:~hooks“dbhZapp samplesschapter2d>
C:~hooks“dbZapp*samples“chapter23>db2 —-td® —f sp_get_employees.dh2
DBZBWAAAI The S4QL command completed successfully.

C: \hnnkﬂ\dh2app\oamp13ﬂ\chaptet23)pythnn Ep.py
First Mame is CHRISTINE, Last Mame iz : HAAS
Firzt Mame : UINCENZO, Last Mame iz : LUCCHESSI]
Firzt Mame : SEAN,. Last Mame iz : 0 CONMELL
Firzt Mame : DIAN,. Last Mame iz : HEMMINGER
Firzt Mame : GREG,. Last Mame iz : ORLANDO

"N
5

=
W onon

SN

"N

C:~hooks“dbhZapp samples“chapter2d>

Figure 10.8 - Executing the script sp.py

10.4 Exercises

In this exercise, you will practice writing a small Python script to access data in the SAMPLE
database.

1. Log on to the server as the instance owner (for example db2inst1 on Linux or
db2admin on Windows)

2. Run the following command to create the SAMPLE database if you haven’t done so
before: db2sampl

3. Write a Python script to print out all the employees who are working in the department
of “SOFTWARE SUPPORT". Atthe same time increase the salary by 5% for each
employee who was hired before '1996-01-01" in this department.

4. If you have problems creating this script, the solution is provided in the script
python_ex1.py accompanying the book. You can modify the user ID and password
in the script appropriately and test it out as follows:

python python_exl.py

10.5 Summary

In this chapter, we have discussed different types of Python DB2 drivers/adapters and APIs
that you can use to access DB2 data servers from Python applications. Details are also
provided on how to execute SQL statements and call stored procedures from Python
applications by calling the 1bm_db driver/APlIs.

10.6 Review questions

1. What are the drivers or adapters that a Python application can use to access a DB2
database?
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2. What's the main difference between ibm_db and ibm_db_dbi drivers?

3. Which drivers or adapters support using Python functions and expressions to construct
a query, instead of using normal SQL statements?

4. Which of the following APIs provides the best support for DB2 advanced features, such
as using pureXML and accessing metadata?

A. ibm_db

B. ibm_db_dbi

C. ibm_db_sa

D. ibm_db_django

E. None of the above

5.  Which of the following are the steps you can use to execute a SQL with parameter

marker?

A. prepare, bind_param, execute

B. prepare, bind variable, exec_immediate
C. prepare, bind_param, exec_immediate
D. prepare, execute, fetchrow

E. None of the above

6. Which of the following functions can be used to execute a SQL directly without first
preparing it?

A. execute
B. exec_immediate
C. execute_immediate
D. execute_imm
E. None of the above
7. Which of the following functions can be used to call a stored procedure?
A. exec_proc
execute_call
callproc

procall

mo O W

None of the above
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guestions

Chapter 1

1.

A w0D®

5
6
7.
8
9

Stored procedures improve performance because they reduce network traffic.
Users can extend the SQL language by developing User-defined functions (UDFs)
CLl is a superset of ODBC

Static SQL knows the entire SQL statement at precompile time. Dynamic SQL will
get this information at runtime.

Type 2 requires a DB2 client to be installed

D. All of the above

E. All of the above

C. ODBC and JDBC always use dynamic SQL
C. DB2 .NET Data provider

10. D. ibm_db_python

Chapter 2

1.

Relational database technology has been available for close to 30 years. The
technology is very robust, reliable, secure and good for performance to retrieve
information. XML is data like other data, so it makes sense to store it in a
database, but making some changes/modifications to the database engine so it
can handle XQuery.

The two types are: XML-enabled databases ("old" technology), and Native XML
databases (like DB2)

pureXML characteristics: (1) XML has been stored in the database in hierarchical
format (which is the format of XML documents). (2) There is a second part of the
DB2 engine that can handle XML natively using XQuery/XPath.
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4. Normally your code will be smaller which means there would be less instructions to
execute, and less instructions to maintain. Your code is smaller because there is
no need to do any parsing in your code to build a tree in order to navigate through
an XML document. The parsing has been done when the XML document was first
inserted into the database.

5. There are two ways: (1) Simply use a SQL INSERT statement, where you pass the
XML document in single quotes. (2) Use the DB2 IMPORT utility when you want to
insert from a file.

6. E. All of the above. SQL by itself, can also retrieve XML data, only that it would
retrieve the entire XML document. If you only want part of it, then you must use
SQL/XML or XQuery.

7. E.XMLNAVIGATE

8. C. XMLQUERY is not an XQuery function but an SQL/XML function

9. C. Use the TRANSFORM expression

10. E. None of the above. XML indexes can also be created for values. An XML
Schema repository is stored inside the DB2 database, and an XML document can
be validated with a BEFORE trigger.

Chapter 3
1. The benefits of stored procedures are:
= Reduces network traffic; therefore allow for better performance
= Centralizes logic in the database, therefore generic stored procedures can be
written that can be used by many client applications
= Allows users to perform operations on objects they don't have explicit access
to. Through the stored procedure, there is controlled access.

2. No. Scalar UDFs cannot perform UPDATE operations. For such operations, use a
TABLE function.

3. You can invoke a scalar UDF in two ways:

= Using values statement
= Using a SELECT statement
4. No. A BEFORE trigger cannot UPDATE. Before triggers can be used for checking

validity of your data before INSERTs. For UPDATE operations as part of the
trigger action, use AFTER triggers.
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5. The SPECIFIC keyword provides a unique name to a stored procedure. Stored
procedures can be overloaded, and using this unique name can help manage the
procedures.

6. B.Present. This is not a valid trigger

7. D. IBM Data Studio cannot be used to create triggers.

8. E. Both C and D are valid. The 'AS' keyword is optional.

9. B. XML is used as the underlying technology for Web services regardless of
whether they are SOAP or REST based.

10. B. Starting with DB2 9.7, UDFs and Triggers have full SQL PL support. Prior to
DB2 9.7, they only supported inline SQL PL, a subset of the SQL PL language.

Chapter 4

1. JDBC is the standard to access databases using Java for dynamic SQL. SQLJ is
the standard for embedded static SQL statements.

2. JDBC Type 2 and Type 4

3. db2jcc.jar is the driver file that is JDBC 3.0 specification compliant, while
db2jcc4.jar supports part of JIDBC 4.0 specification and earlier.

4. An iterator in SQLJ is equivalent to a result set in JDBC. It returns several rows
that can be processed on a loop by the program.

5. A default context is a context that would be used by default when not specified in a
SQLJ program. For example, if you specify that 'ctx1' is the default connection
context, and later on you don't provide it in your statements, then this default
context is used.

6. E. None of the above. db2jcc.jar and db2jcc4.jar both include a JDBC Type 2 and
JDBC Type 4 driver

7. D. All of the above. pureQuery can also be used even if an ORM is in place. It
compliments the ORM.

8. D.JDBC, SQLJ, and pureQuery can be combined

9. D. ResultSetStatement is not a valid method.

10. A. Executive context does not exist. It should be execution context.

Chapter 5
1. CLI/ODBC is an alternative to embedded dynamic SQL, but unlike embedded

SQL, it does not require host variables or a precompiler. Applications can be run
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against a variety of databases without having to be compiled against each of these
databases.

2. A cursor is a named control structure used by an application program to point to a
specific row within an ordered set of rows.

3. A parameter marker, denoted by a question mark (?), is a place holder in an SQL
statement whose value is obtained during statement execution.

4. An ODBC/CLI handle is a pointer to a variable which is used for passing
references to the variable between parts of the program.

5. SQL_SUCCESS
SQL_SUCCESS_WITH_INFO

SQL_INVALID_HANDLE

SQL_ERROR

C. File extension of embedded C++ application on windows will be .sqx

B. db2bfd —s is the command that can dump the SQL statements from a bind file

C. db2 list system odbc data sources

© © N

A. SQLAIllocHandle () APl is used for allocating all the handles.

10. A. Allocate environment handle -> allocate connection handle -> allocate statement
handle -> free statement handle-> free connection handle -> free environment
handle is the correct flow of handle allocations.

Chapter 6

1.

The FieldCount property returns the total number of columns in the current row while
HasRows property indicates whether DataReader has one or more rows by returning
true or false

In Step 1 for the connectivity settings, you need to additionally catalog the DB2
database as an ODBC data source.

Data Access in ADO.NET relies on two components: DataSet and Data Provider.
DataSet

The dataset is a disconnected, in-memaory representation of data. It can be considered
as a local copy of the relevant portions of the database. The DataSet is persisted in
memory and the data in it can be manipulated and updated independent of the
database. When the use of this DataSet is finished, changes can be made back to the
central database for updating. The data in DataSet can be loaded from any valid data
source like DB2.

Data Provider
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6
7
8.
9

The Data Provider is responsible for providing and maintaining the connection to the
database. A DataProvider is a set of related components that work together to provide
data in an efficient and performance driven manner. Each DataProvider consists of
component classes.

You can run 32-bit .NET applications on a 64-bit Windows instance, using a 32-bit
edition of the IBM Data Server Provider for .NET. To get a 32-bit IBM Data Server
Provider for .NET on your 64—bit computer, you can install the 32—bit version of IBM
Data Server Driver Package.

To use the IBM Database Add-Ins for Visual Studio, download it from
http://www.ibm.com/db2/express/download.html. After you install a DB2 product,
install the IBM Database Add-Ins for Visual Studio by double clicking on the
executable db2exc_vsai_xxx_WIN_x86.exe, where xXxx represents a version
number that matches the version number of the DB2 server.

A
C
D
B

10. C

Chapter 7

1.

6.
7.

Ruby on Rails is a popular framework for developing Web applications. It is based on the
MVC architecture, and follows several philosophies such as "Convention over
configuration” and "Don't repeat yourself" which allows developers to quickly deliver nice
applications.

. ibm_db is a gem that includes the Ruby driver and Rails adapter for DB2. It can be

installed using this command:

gem install ibm_db

. Rails' support for DB2 is provided through the ibm_db gem. This gem contains a driver

(written in C) that allows Ruby to communicate with DB2, and an adapter written in Ruby
that enables ActiveRecord to work with DB2. ActiveRecord is the ORM layer that maps
object oriented classes to relational tables.

. This file allows you to configure your connection to a DB2 database by specifying the

host name, port, user ID, password, adapter name, and so on.

. Yes, we can. DB2 enables the use of XQuery, so any data in your XML document is

easily accessible.
C. The older versions of the same library must be deleted before the new one is installed

A. Ruby. A gem is a standardized package format. Ruby is the programming language.


http://www.ibm.com/db2/express/download.html?S_CMP=ECDDWW01&S_TACT=DOCBOOK07�
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8. C. IBM_DB adapter utilizes the IBM Driver for ODBC and CLI to connect to IBM data

servers.

9. A. The Account is optional.

10. B.

Chapter 8

1.

As the name suggests, the non persistent connection disconnects and frees up the
connection resources after each db2_close, or connection resource is set to NULL, or
the script ends.

In the case of persistent connections, the connection resources are not freed up after
a db2_close or the script is exited. Whenever a new connection is requested, PHP
tries to reuse the connection with the same credentials

2. Connection pooling helps database application performance due to the reduction of
new connections by reusing the old connections established before. It can be beneficial
when the connections made have a short duration.

3. Enable PHP support in Apache HTTP Server 2.x by adding the following lines to the
httpd.conf file, where phpdir refers to the PHP install directory:

LoadModule php5_module "phpdir/php5apache2._dll*®
AddType application/x-httpd-php -php
PHPINniDir “phpdir*

4. To determine the configuration file path issue the php -1 command and look for the
php-ini keyword

5. The ibm_db2 extension APl makes porting an application that was previously written
for Unified ODBC almost as easy as globally changing the “odbc_"* function name to
“db2_"" throughout the source code of your application.

6. D

7. B

8. D

9. C

10. A

Chapter 9

1. Perl Database Interface (DBI)
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2. The standard Perl DBI provides the database interface to the Perl applications, while in
the background it will load the DBD drivers and the DBD drivers are the ones who
actually do the work on behalf of databases.

3.C
4. A
5.C

Chapter 10
1.ibm_db, ibm_db_dbi, ibm_db_sa, ibm_db_django

2. ibm_db implements a set of proprietary database APIs defined by IBM itself, while
ibm_db_dbi is a wrapper built upon ibm_db driver to support the standard Python
Database API specification

.ibm_db_sa and ibm_db_django
A

S S

A
B
C






Appendix B — Troubleshooting

This appendix discusses how to troubleshoot problems that may be encountered when working with DB2.
Figure B.1 provides a brief overview of the actions to take should a problem arise.

Figure B.1 — Troubleshooting overview

Note:
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For more information about troubleshooting, watch this video:
http://www.channeldb2.com/video/video/show?id=807741:Vide0:4462

B.1 Finding more information about error codes

To obtain more information about an error code received, enter the code prefixed by a question mark in

the Command Editor input area

Prefix error code by
a guestion mark in ——
the Input area

and click the Execute button. This is shown in Figure B.2.

More information

about the error
code appears in
the Qutput area

=10 x|
Comrand Ebir Seierted EdR view Tool Help VIS
FI T LFEYL Y M-M.
Commands |".ml- PH-":-I Arcesy rIl"l
i L | Tuge [ sonsar w| me SSdam oo
1w
—
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-
T
SOLOLOOR Neo tow was Sowmd roTn T o BELETE
e rer f & guEiy LE am Empry tak
Exp at
L T th wimg adit son T
Ko row wes 4 that mests the ssarch oor T ]
n s OFDATE DELETE m= wtsgun
Edmeersin 1 eaTTe rati o CN SR |

Figure B.2 — Finding more information about DB2 error codes

The question mark (?) invokes the DB2 help command. Below are several examples of how to invoke it
for help if you receive, for example, the SQL error code “-104". All of the examples below are equivalent.

db2 ? SQLO104N
db2 ? SQL104N
db2 ? SQL-0104
db2 ? SQL-104
db2 ? SQL-104N

B.2 SQLCODE and SQLSTATE

An SQLCODE is a code received after every SQL statement is executed. The meanings of the values are

summarized below:

= SQLCODE = 0; the command was successful

= SQLCODE > 0; the command was successful, but returned a warning

= SQLCODE < 0; the command was unsuccessful and returned an error

The SQLSTATE is a five-character string that conforms to the ISO/ANSI SQL92 standard. The first two
characters are known as the SQLSTATE class code:


http://www.channeldb2.com/video/video/show?id=807741:Video:4462�
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= A class code of 00 means the command was successful.

A class code of 01 implies a warning.

A class code of 02 implies a not found condition.

All other class codes are considered errors.

B.3 DB2 Administration Notification Log

The DB2 administration notification log provides diagnostic information about errors at the point of failure.
On Linux and UNIX platforms, the administration notification log is a text file called <instance name>.nfy
(e.g. “db2inst.nfy”). On Windows, all administration notification messages are written to the Windows
Event Log.

The DBM configuration parameter notifylevel allows administrators to specify the level of information
to be recorded:

» 0 -- No administration notification messages captured (not recommended)

1 -- Fatal or unrecoverable errors

2 -- Immediate action required

= 3 -- Important information, no immediate action required (the default)

4 -- Informational messages

B.4 db2diag.log

The db2diag.log provides more detailed information than the DB2 Administration notification log. It is
normally used only by IBM DB2 technical support or experienced DBAs. Information in the db2diag.log
includes:

= The DB2 code location reporting an error.

= Application identifiers that allow you to match up entries pertaining to an application on the
db2diag.logs of servers and clients.

= A diagnostic message (beginning with "DIA") explaining the reason for the error.

= Any available supporting data, such as SQLCA data structures and pointers to the location of any
extra dump or trap files.

On Windows (other than Vista), the db2diag.log is located by default under the directory:

C:\Documents and Settings\All Users\Application
Data\IBM\DB2\DB2COPY1\<instance name>

On Windows Vista, the db2diag.log is located by default under the directory:
C:\ProgramData\1BM\DB2\DB2COPY1\<instance name>
On Linux/UNIX, the db2diag.log is located by default under the directory:
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/home/<instance_owner>/sqllib/db2dump

The verbosity of diagnostic text is determined by the dbm cfg configuration parameter DIAGLEVEL. The
range is 0 to 4, where 0 is the least verbose, and 4 is the most. The default level is 3.

B.5 CLI traces

For CLI, Java, PHP, and Ruby on Rails applications, you may turn on the CLI trace facility to troubleshoot
your application. This can be done by making changes to the db2cli.ini file at the server where your
application is running. Typical entries in the db2cli.ini file are shown below in Listing B.1.

[common]

trace=0

tracerefreshinterval=300
tracepathname=/path/to/writeable/directory
traceflush=1

Listing B.1 - db2cli.ini file entries to turn on CLI Tracing

Low level tracing (db2trc) is also available, but this is typically only useful for DB2 technical support.

B.6 DB2 Defects and Fixes

Sometimes a problem you encounter may be caused by a defect in DB2. IBM regularly releases fix packs
which contain code fixes for defects (APARs). The fix pack documentation contains a list of the fixes
contained in the fix pack. When developing new applications, we always recommend using the latest fix
pack to benefit from the latest fixes. To view your current version and fix pack level: from the Control
Center, select the About option from the Help menu; or from the Command Window, type db2level.
Note that fix packs and official IBM DB2 technical support are not offered with DB2 Express-C, With DB2
Express-C, fixes are incorporated into the image itself rather than applied as fix packs.
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General DB2 Express-C mailbox: db2x@ca.ibm.com
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easier.

Read this book to:

= Discover DB2® application development using DB2 Express-C
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DB2 Express-C runs on Windows®, Linux®, Solaris, and Mac OS X systems, and
provides application drivers for a variety of programming languages and frameworks
including C/C++, Java, .NET, Ruby on Rails, PHP, Perl, and Python. If you require
even greater scalability or more advanced functionality, you can seamlessly deploy
applications built using DB2 Express-C to other DB2 editions such as DB2 Workgroup
and DB2 Enterprise.

This free edition of DB2 is ideal for developers, consultants, I1SVs, DBAs, students, or
anyone who intends to develop, test, deploy, or distribute database applications.
Join the growing DB2 Express-C user community today and take DB2 Express-C for
a test drive. Start discovering how you can create next generation applications and
deliver innovative solutions.

To learn more or download DB2 Express-C, visit ibm.com/db2/express

To socialize and watch related videos, visit channelDB2.com

This book is part of the DB2 on Campus book series, free eBooks for the community.
Learn more at db2university.com
4

780986 62834
Price: 24.99USD
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